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by Bryce A. Curtis

Everywhere you go, people are using mobile devices to keep in touch with fam-
ily and friends, to find a nearby restaurant, or to check the latest news headlines.
Their phones have become an indispensable part of their lives with applications
that bind them closer to each other and the world around them. It’s these applica-
tions that make their phones truly useful. Most users aren’t aware of the underly-
ing technology used to develop their favorite app or how much time it took to
write. Instead, they view an application in terms of the benefit it provides them.
Therefore, as developers, we are free to select technologies that deliver this benefit
in the most efficient manner.

One technology decision that must be made early on when developing an applica-
tion is whether it is to be written using native or web APIs. Depending upon the
application, native APIs may be required to meet the user’s expectations. However,
for most applications, web technologies consisting of HTML 5, JavaScript, and
CSS provide equal user experiences. The advantage of using web APIs is that they
are written using web technologies familiar to many developers, thus providing an
easier and quicker development process. In addition, since web technologies are
standardized, they exhibit fairly consistent behavior across the many different
mobile platforms available today, such as Android and iOS phones and tablets.

One significant difference between native and web applications is that the native
applications provide extensive access to device features such as the camera and
accelerometer, while the web applications are limited to what the device’s web
browser supports. To bridge this gap between native and web, a new type of appli-
cation called the hybrid application was created. A hybrid application is written
using the same web technologies—HTML 5, JavaScript, and CSS—but includes
additional code that enables native APIs to be called from JavaScript. It works by
wrapping your web code with a web browser and packaging both together to cre-
ate a native application.

xiii



xiv Foreworp By BRYcE A. CURTIS

This book focuses on how to develop mobile applications using PhoneGap, which
is a popular open source toolkit for building hybrid applications. You investigate
the extensive PhoneGap API and learn how to include many of the device features
in your applications. It will become apparent that PhoneGap delivers on the prom-
ise of a simplified, cross-platform mobile development by enabling you to write
your application using web technologies and then packaging it up so that it can be
distributed throughout the various app stores and markets. With any luck, your
application may even become someone’s favorite app.

BRYCE A. CURTIS, PH.D.

Mobile & Emerging Technologies
IBM Master Inventor

IBM Software Group
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by Jim Huempfner

There is no doubt that everything is going mobile—not just because everything
can but because it is having a transformational impact on how we live, work, and
communicate. Mobile applications have become critical solutions for both busi-
nesses and consumers.

As a result, many companies are gravitating toward mobile web as their primary
mobile app development technology. If not done correctly, defining, designing,
building, and maintaining mobile applications for both evolving multiple OS plat-
forms and the ever-changing device landscape can be difficult, time-consuming,
and expensive. Numerous commercial and open source products and frameworks
that can potentially simplify mobile application creation and development are
coming to the marketplace.

PhoneGap is proving to be one of the most popular solutions in this space, allow-
ing users to quickly and easily build applications that will run on multiple plat-
forms, leveraging your existing web development skill sets (tweaked for mobile
development, of course). Because of the emergence of this solution as a front-
runner and the challenges customers face in implementing the technology, John
Wargo has written this book to aid developers in the process.

After a decades-long career in various computing technologies, John started to
focus on mobile development platforms in 2006 when he began working for RIM,
the makers of the BlackBerry handheld devices. When I first met him, he was
teaching a group of colleagues and me the ins and outs of BlackBerry develop-
ment. John has a passion for teaching that is surpassed only by his passion for
mobile development, which was demonstrated both loud and clear during the
class. You’'ll see that passion and depth of understanding clearly demonstrated in
this book as well.

XV
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Foreworp By Jim HUEMPFNER

We were fortunate to hire John to work in AT&T’s Mobility Group in 2009. He
quickly became my team’s go-to expert on mobile development, constantly evalu-
ating technologies and learning new options in this rapidly changing mobile envi-
ronment. John is a particularly valuable resource in helping our customers define
their mobile application strategy and understand their options for mobile develop-
ment, whether they are using the mobile web, native, hybrid frameworks (such as
PhoneGap), or mobile application platforms such as MEAP or MCAP.

Mobile technology professionals will benefit from this book because it provides
experienced mobile web developers with everything they need to know to transi-
tion their mobile web applications into native mobile applications using
PhoneGap. This book walks you through configuring and using the development
environments you need to work with PhoneGap plus shows you how to use each of
the APIs provided by the framework; it’s everything you need to get started devel-
oping with PhoneGap.

Success in the rapidly evolving and ever-changing mobility space should not cause
fear and frustration of inaction. Rather, we should embrace technology enablers
like PhoneGap and resources like this book to bring truly winning solutions to
reality.

JiMm HUEMPFNER

Vice President

Industry Solutions Practice
AT&T
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This book is about PhoneGap—a really cool technology that allows you to build
native mobile applications for multiple mobile device platforms using standard
web technologies such as HTML, CSS, and JavaScript. I'd been looking at
PhoneGap for several years, and when I finally got a chance to start working with
it, I quickly found it to be a really simple and compelling way to build a single
application that can run across multiple device platforms.

I knew Java from my work at RIM and from building Android applications. I'd
poked around at Objective-C for iOS development and even did some work for
Windows Mobile using Visual Basic. The world, however, is no longer focusing
on applications for single mobile platforms but instead expects that mobile appli-
cations are available simultaneously for all popular mobile device platforms.
PhoneGap helps solve that particular problem.

This book is for web developers who want to learn how to leverage the capabilities
of the PhoneGap framework. It assumes you already know how to build web appli-
cations and are looking to understand the additional capabilities PhoneGap pro-
vides. The book highlights the PhoneGap API capabilities and how to use the tools
provided with PhoneGap.

To understand the topics covered in this book, you will need to have some experi-
ence with one or more of the most popular smartphones. Some experience with
smartphone SDKs is a benefit, but I’ll show you how to install and use the native
SDKs as I discuss each supported platform.

The book is organized into three parts:

¢ Part I, PhoneGap: Includes a very thorough introduction to PhoneGap:
what it is, how it works, and more
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PREFACE

e Part I, PhoneGap Developer Tools: Includes instructions on how to
install and use the SDKs and PhoneGap tools for each of the supported
smartphone platforms

e PartIIl,PhoneGapAPIs: Includes adetailed description of each PhoneGap
API plus sample code that illustrates how to exercise the API

Additional information, downloadable code projects, and errata can be found on
the book’s web site at www.phonegapessentials.com.

When I first proposed this book to my publisher, it had a completely different struc-
ture than the book you’re reading now. As I started writing, I realized that the structure
I’d picked didn’t work for people learning PhoneGap. So, I quickly reordered it and
broke it into the parts listed earlier. I've tried to take you step-by-step through the
things that matter for PhoneGap development. I also tried to make it as complete as
possible—and not skip anything related to the topic at hand. This means, for example,
that when you get to the chapters on configuring development environments for
PhoneGap, you’ll see that I cover each supported platform in detail (with the excep-
tion of webOS since at the time HP indicated it was going to kill the platform). If you
need to write PhoneGap applications for any of those platforms, you’ll find the infor-
mation you need here. If you are focusing on a subset of the supported platforms,
you’ll find that you will need to skip some chapters, but they’ll be there later if you
expand the scope of your development efforts. The other PhoneGap books that pre-
ceded this one focused primarily on Android and i10S, and that didn’t seem right to me.

If you’re looking for a no-nonsense, complete guide to PhoneGap, this is it.

Inside the Book

As I worked through the manuscript, I deliberately assessed each topic against the
book’s title and my goals for the publication. I kept my focus on PhoneGap and
eliminated any topic that didn’t directly relate.

What you’ll find in the book:

* Lots of detailed information about PhoneGap and how PhoneGap works

* Lots of code examples
What you won’t find in this book:

* Mobile web development topics (this is a book about PhoneGap, not
mobile web development)

e Complete listing of the phonegap. js source file


www.phonegapessentials.com

THE CHALLENGES IN WRITING A PHONEGAP Book xix

» Expressions or phrases in languages other than English

* Obscure references to pop-culture topics (although there is an obscure
reference to Douglas Adams’ Hitchhiker’s Guide to the Galaxy and one
blatant reference to Monty Python)

* Pictures of my cats (I have no cats, but a picture of one of my dogs did make
it into the book)

As you look through the example code provided herein, it’s important to keep in
mind that the code was deliberately written to clearly illustrate a particular
PhoneGap-related topic or concept. While there are many things a developer can do
to write compact and/or efficient code, it’s distracting to readers when they have to
analyze every line in order to be able to tell what’s really going on therein. In this
book, the code is expanded to make it as readable as possible. There are, for exam-
ple, very few instances where JavaScript anonymous functions are used in the sam-
ple applications. Although using them would have made the code samples smaller,
I deliberately eliminated them (in all but one chapter) for readability purposes.

No effort whatsoever has been made to optimize these examples for speed or com-
pactness. They’ve been created to teach you the nuances of the PhoneGap APIs,
not best practices for web development.

The Challenges in Writing a PhoneGap Book

Writing a book about PhoneGap (and many other mobile technologies) is hard.
The writing isn’t hard, but keeping up with the changes that occur as you write is
hard. For this book, a lot of important and interesting things happened during the
writing process, and I found myself regularly rewriting chapters to accommodate
recent changes. The good news is that most of the PhoneGap-specific content in
here will remain valid for a very long time. It was industry changes and developer
tool changes that gave me the most trouble.

Let me give you some examples:

¢ Six (or more) versions of PhoneGap: When I started the book, version
1.0 of PhoneGap had just been released. It seemed that I’d picked the
perfect time to start work on a PhoneGap book. It took me just about
four-and-a-half months to write the manuscript, and during that time three
additional versions of PhoneGap (1.1, 1.2, and 1.3) were released. During
editing and all of the post-production work that needed to be done on the
manuscript, versions 1.4 and 1.5 were released. I expect that by the time
this book makes it onto paper, yet another version of PhoneGap, version
1.6, will have been released.
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PREFACE

HP killing and then resurrecting webOS: As I started the manuscript,
HP announced it was discontinuing its webOS devices and would be
seeking someone to acquire the technology. For that reason, I decided to
omit any webOS-related topics from the book. Of course, HP then changed
its mind and announced it would be releasing webOS as an open source
project. Unfortunately, the announcement was made after I’d finished the
manuscript, so you will not find much information about webOS develop-
ment for PhoneGap in this book. After the book is published, I will try to
publish an update that includes information on webOS support.

Nokia changed the way it supported web development: Immediately
after I completed the chapter on Symbian development, Nokia released a
new version of its Symbian SDK that removed support for testing web
applications on the simulator. Readers of this book will need to make sure
they deploy an older version of the SDK in order to build and test
PhoneGap applications for Symbian.

Adding Windows Phone support to PhoneGap: With the release of
PhoneGap 1.2, the development team added partial support for Windows
Phone development. This was fortunate since it allowed me to replace the
webOS chapter with one on Windows Phone. With PhoneGap release 1.3,
the team added full API support for Windows Phone development.

Adding BlackBerry PlayBook support to PhoneGap: In PhoneGap 1.3,
the development team added support for the BlackBerry PlayBook. This,
of course, completely changed the way the Ant scripts used to build
BlackBerry applications worked, and the chapter had to be completely
rewritten. The BlackBerry stuff stayed basically the same, but the
command-line options changed, and a whole new suite of tools was added
to support the PlayBook.

Deprecating support for the Symbian OS: Beginning with version 1.5,
the PhoneGap project has removed support for Symbian from the
PhoneGap download. You will have to download the code from a separate
location if you want to continue to work with Symbian applications.

PhoneGap donated to the Apache project: One of the biggest changes
that occurred during this process was Nitobi’s announcement that the
project was being donated to the Apache Foundation. While not a huge
change for the development community, what was difficult was that the
project was supposed to get a name change. It was first donated to Apache
as DeviceReady, but then because of a conflict with a company with the
same name, it was quickly changed to Callback, which was for some
bizarre reason later changed to Apache Cordova (named after the street
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where Nitobi’s offices were located). We’ve been told that the commercial
product will keep the PhoneGap name while the open source project will
have a different name, but I’'m really not sure how that’s going to work out.

* Nitobi Acquired by Adobe: Immediately following the previous announce-
ment (actually the next day), Adobe Systems Incorporated (www.adobe.com)
announced it was acquiring Nitobi, the company responsible for the
PhoneGap project. That meant big changes for PhoneGap since the folks at
Nitobi could now focus entirely on the PhoneGap project instead of working
on it in their spare time. A while later, Adobe announced it was ceasing de-
velopment of its Flash product for mobile devices. This was huge news and
clearly indicated that PhoneGap now had a very important place in Adobe’s
mobile strategy.

One of the biggest problems I faced was getting the help I needed when things
didn’t work or didn’t make sense. As an open source project run by volunteers,
many of my forum questions went unanswered (and to this day are still unan-
swered). You can try to get help there, but usually you’re on your own (all the more
reason to pick up this book).

Code Conventions

I put a few notes and sidebars in the manuscript, but for the most part I kept the
manuscript as clean and simple as I could. I did, however, illustrate sample code in
two ways.

A code snippet, a section of a complete application, will be represented in the
manuscript in the following manner:

var d = new Date(heading.timestamp);
hc.innerHTML = "Timestamp: " + d.tolLocaleString(Q);

The code could stand alone, like a complete function that you could use in your
application, but in many cases this type of listing illustrates a piece of code that
simply affects one small part of an application.

On the other hand, complete code listings will look like this:

HelloWorld Example

<!DOCTYPE HTML>

<html>

<head>
<titTle>HelloWorld</title>

</head>

<body>


www.adobe.com
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PREFACE

<hl>HelTlo World!</h1>

<p>This is a very simple web page.</p>
</body>
</html>

In this example, the code shown is a complete, functional application that you can
copy into your IDE and use.

Web Resources

I’ve created a web site for the book: www.phonegapessentials.com (see Figure P-1).
The site contains information about the book’s chapters but will also contain any
errata (ideally none!), reader comments, and more. I will also make the book’s
source code available so you can test the applications yourself and use the code
from this book in your own projects.

I also regularly publish mobile development-related articles to my personal web
site at www.johnwargo.com. Check out the site when you get a chance.

Chapters Where to Buy Contact

PhoneGap Essentials

Building Cross Platform Mobhile Apps

Essentials

PhoneGap Essentials is a book that introeduces mobile web developers to the concepts, tools and API's provided by the
open source, cross-platform PhoneGap e framework (also known as Apache Callback and more recently Apache Cordova).
Using PhoneGap, maobile developers can write cross—platform mobile apps using standard HTML 5, JavaScript, and CSS -
and then deploy those apps to every leading mobile platform with little or no recoding. The open source PhoneGap

Essentials

platform has attracted immense interest amongst mobile developers, but its official documentation is sparse and

incomplete.

FhoneGsp Essentials
Now, for the first time, there's a concise, practical, developer's guide to succeeding with PhoneGap in real-world mobile Jehn M. Warge
d Long-time mobile devel John M. Wargo (author of BlackBerry De P ) th ghk Best Price $23.17

introduces the PhoneGap platform: what it is, what it does, and how it works. Next, the book guides developers through or Buy New 52317
configuring their PhoneGap development environments, creating a complete maobile app, and then configuring and
building it for leading mobile platforms Google Android, Samsung bada, RIM BlackBerry, Apple i0S, Symbian and Windows
Phone. Example applications highlight PhoneGap's APls, demonstrating how to use mobile platform capabilities ranging
from GPS and accelerometers to file systems and built-in applications. Readers also learn how to make the most of
PhoneGap Build, PhoneGap's cloud-based packaging utility.

This book is for developers who are just getting started with PhoneGap development and need to know what PhoneGap is
all about, what tools are provided and how to use them plus detailed information about how to leverage the PhoneGap
API's in their applications. The boek is chock full of sample applications that highlight the capabilities of each PhoneGap
APL.

Sorry, but this is not an advanced book; It's chock full of code examples, but if you are an experienced PhoneGap
developer then this is probably not the book for you.

PhoneGap is a registered Trademark of Adobe Systems Inc. This site is not affiliated or associated with PhoneGap or Adobe Systems Inc.

www.phonegapessentials.com @ 2012, John M. Wargo

Figure P-1 PhoneGap Essentials web site
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Part |
PhoneGap

This part of the book provides an introduction to PhoneGap and a complete
study of what makes a PhoneGap application a PhoneGap application. If you’re
new to PhoneGap, then this is the place to start. If you’ve been working with
PhoneGap for a little while, the material in this part of the book might be a repeat
of what you already know, but you might learn something as well.
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Introduction to
PhoneGap

PhoneGap is an open source framework for building cross-platform native
applications using standard web technologies such as HyperText Markup Lan-
guage (HTML), Cascading Style Sheets (CSS), and JavaScript. This type of
mobile application is called a hybrid application. A group of developers created
PhoneGap as a way to simplify mobile development, and adoption of the frame-
work has grown significantly over time.

As described on the PhoneGap web site (www.phonegap.com), “PhoneGap is an
open source implementation of open standards.” The project’s development teams
work to implement relevant web development standards (from the World Wide
Web Consortium [W3C] and others) into the PhoneGap framework. There are a
robust suite of application programming interfaces (APIs) included in the frame-
work today, and there’s a solid road map for implementing additional capabilities
over time. There’s much more detail about what PhoneGap is and what makes a
PhoneGap application in this and the following chapter.

PhoneGap currently supports the following mobile device operating system
platforms:

e AppleiOS (both iPhone and iPad): http://developer.apple.com
* Google Android: http://developer.android.com
e HP/Palm webOS: http://developer.palm.com

* Microsoft Windows Phone 7: http://create.msdn.com/en-us/home/
getting_started


www.phonegap.com
http://developer.apple.com
http://developer.android.com
http://developer.palm.com
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* Nokia Symbian: www.developer.nokia.com/Devices/Symbian

¢ RIM BlackBerry (devices running BlackBerry Device Software 4.6
and newer): www.blackberry.com/developers

¢ Samsung bada: http://developer.bada.com

The PhoneGap project has plans for adding other platforms as they become popu-
lar in the market (and popular with mobile developers). With Hewlett-Packard’s
announcement of its discontinued support for webOS, development for that plat-
form, although supported by PhoneGap, will not be covered in this book. With
Nokia’s announcement that it is adopting Windows Phone over its own Symbian
0OS, it’s possible that PhoneGap will drop support for Symbian in the future, but
the Symbian OS is still covered in this book.

The framework is available under an open source license; as a user of PhoneGap,
you can choose to use either the modified BSD license or the MIT license. The
software is free to use, and the PhoneGap team will not accept any external contri-
butions that are incompatible with either license (either through inclusion of pro-
prietary code or license under a more restrictive license). As the project finishes
the process of migrating to the Apache Software Foundation community, the
license will change to an Apache license. To contribute code to the project, you
will need to sign a contributor agreement.

A Little PhoneGap History

PhoneGap was started at the 2008 iPhoneDevCamp by Nitobi (www.nitobi.com),
which started the project as a way to simplify cross-platform mobile development.
The project began with a team of developers working through a weekend to create
the skeleton of the framework; the core functionality plus the native application
container needed to render web application content on the iPhone. After the initial
build of the framework, the PhoneGap project team quickly added support for
Android, with BlackBerry following a short time thereafter.

In 2009, PhoneGap won the People’s Choice award at the Web 2.0 Expo Launch-
Pad competition. Of course, being a project for geeks, the conference attendees
voted for the winner by Short Message Service (SMS) from their mobile phones.

Over time, PhoneGap has added support for additional hardware platforms and
worked to ensure parity of API features across platforms. The project team contin-
ues to add support for new devices and APIs over time and has a very robust road
map for future versions of the framework.

IBM has recently become more involved in the project. You can now find IBM’s
copyright alongside Nitobi’s in the source code for new PhoneGap projects. When
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IBM got involved in the Eclipse project (an open source integrated development
environment [IDE]; www.eclipse.org), Eclipse quickly became integral to IBM’s
product strategy and became the core of several IBM projects. It’s likely that
IBM’s involvement in the PhoneGap project indicates where IBM could be taking
its mobile development or mobile product strategy.

After this section of the chapter had been written, PhoneGap applied to become
part of the open source Apache project (www.apache.org), first as Apache Call-
back and later (beginning with version 1.4) as Apache Cordova (the name of the
street where the Nitobi offices are located). At the same time, Nitobi announced
that it had been acquired by Adobe (www.adobe.com).

Right before the book went to press, the PhoneGap project team changed the name
of the PhoneGap JavaScript file (phonegap. js) to cordova. js. Throughout all of
this, the commercial name for PhoneGap should remain PhoneGap, so all refer-
ences in the book will refer to its commercial name, not the Apache project name.
Sample project source code included herein will be updated with the correct file
name and posted to the book’s web site at www.phonegapessentials.com.

The move to the Apache Software Foundation helps to reassure companies wish-
ing to use PhoneGap that the framework will remain a stable, available tool to use.
The acquisition of Nitobi by Adobe (and Adobe’s subsequent announcement that
they’re discontinuing support for Adobe Flash on mobile devices) clearly indi-
cates that Adobe sees PhoneGap as an important part of their product portfolio.
The folks at Nitobi who were working on PhoneGap in their spare time as a labor
of love should now find themselves in a position where they can work full-time on
the project. Expect regular and frequent updates to the framework.

Why Use PhoneGap?

You would use PhoneGap to build mobile application for several reasons:

* Your mobile application was already built using web technologies, and
you want to be able to deploy the application through one or more mobile
application stores (such as the Android Market, the Apple App Store, or
BlackBerry App World).

* You want to build a mobile application leveraging your web development
skills but need to leverage device-side features (such as the camera or the
calendar), which are not supported by the mobile browser.

* You want to build a quick prototype of a mobile application and don’t have
time to learn Java or Objective-C.

* You think PhoneGap is cool.
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A lot of commercial applications are available today that were built using PhoneGap;
you can find a list of many of the applications on the PhoneGap web site at www
.phonegap.com/apps. The framework is used primarily for consumer applications
(games, social media applications, utilities, productivity applications, and more)
today, but more and more enterprises are looking at PhoneGap for their employee-
facing applications as well.

How PhoneGap Works

As mentioned previously, PhoneGap allows a developer to build native applica-
tions for mobile devices (both smartphones and tablets) using web technologies
such as HTML, CSS, and JavaScript. A developer builds a web application for the
mobile device, and special tools provided by PhoneGap package the web applica-
tion into a native application for each supported mobile platform. Figure 1-1 illus-
trates the packaging process, which will be described in greater detail later in the

chapter.
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Figure 1-1 PhoneGap application architecture

Within the native application, the application’s user interface consists of essen-
tially a single screen that contains nothing but a single web view that consumes all
of the available space on the device’s screen. When the application launches, it
loads the web application’s startup page (typically index.htm1 but easily changed
by the developer to something else) into the web view and then passes control to
the web view to allow the user to interact with the web application. As the user
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interacts with the application’s content (the web application), links or JavaScript
code within the application can load other content from within the resource files
packaged with this application or can reach out to the network and pull content
down from a web or application server.

For some mobile device platforms such as bada, Symbian, and webOS, a native
application is a web application; there’s no concept of a compiled native applica-
tion that is deployed to devices. Instead, a specially packaged web application is
what is executed as an application on the device. You’ll learn more about this in
subsequent chapters.

Web Views

A web view is a native application component that is used to render web content
(typically HTML pages) within a native application window or screen. It's essentially
a programmatically accessible wrapper around the built-in web browser included
with the mobile device.

For some examples, on the BlackBerry platform, it's implemented as a Browser
Field object (using net.rim.device.api.browser.field2). On Android, it's
implemented using a WebView view (android.webkit.WebView), and oniOs, it'sa
UIWebView (System/Library/Frameworks/UIKit.framework).

The web application running within the container is just like any other web appli-
cation that would run within a mobile web browser. It can open other HTML pages
(either locally or from a web server sitting somewhere on the network); JavaScript
embedded within the application’s source files implements needed application
logic, hiding or unhiding content as needed within a page, playing media files,
opening new pages, performing calculations, and retrieving content from or send-
ing content to a server. The application’s look and feel is determined by any font
settings, lines, spacing, coloring, or shading attributes added directly to HTML
elements or implemented through CSS. Graphical elements applied to pages can
also help provide a theme for the application. Anything a developer can do in a
web application hosted on a server can be done within a PhoneGap application.

A typical mobile web browser does not have access to device-side components
such as any of the other applications running on the device (such as the Contacts
application) plus device-specific hardware (accelerometer, camera, compass,
microphone, and more). The typical native mobile application, on the other hand,
may make frequent use of those components. To be able to build an interesting
mobile application (interesting to prospective application users anyway), a mobile
application may need access to those native device components outside of the
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typical web container. PhoneGap accommodates this need by providing a suite of
JavaScript APIs that a developer can use to allow a web application running within
the PhoneGap application container to access device components that are outside
of the web context. Figure 1-2 illustrates how this works at a high level.

Mobile Device

Native Mobile Application
Web View

AN AN

\ i J
\

PhoneGap JavaScript
Interface

Native Device APIs
Device OS

Figure 1-2 PhoneGap application: device interaction

When a developer implements a feature in an application that uses one of the
PhoneGap APIs, the application calls the API using JavaScript, and then a special
layer within the application translates the PhoneGap API call into the appropriate
native API for the particular feature. As an example, the way the camera is accessed
on a BlackBerry is different from how it’s done on Android, so this API common
layer allows a developer to implement a single interface that is translated behind
the scenes (within the container application) into the appropriate native API for
each supported mobile platform. To take a picture in a mobile application using
PhoneGap, the JavaScript code would look like this:

navigator.camera.getPicture( onSuccess, onFail );
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As parameters, the application passes in the names of two callback functions:
onSuccess and onFail (callback functions will be described in detail in subse-
quent chapters).

On BlackBerry, the code being executed behind the scenes might look like this:

Player player = Manager.createPlayer("capture://video");

player.realize();

player.start(Q);

VideoControl vc = (VideoControl) player.getControl(
"VideoControl™);

viewFinder = (Field)vc.initDisplayMode(
VideoControl.USE_GUI_PRIMITIVE,
"net.rim.device.api.ui.Field");

scrnMain.add(viewFinder);

vc.setDisplayFullScreen(true);

String imageType =
"encoding=jpeg&width=1024&height=768&quality=fine";

byte[] theImageBytes = vc.getSnapshot(imageType);

Bitmap image = Bitmap.createBitmapFromBytes(
imageBytes, 0, imageBytes.length, 5);

BitmapField bitmapField = new BitmapField();

bitmapField.setBitmap(image);

scrnMain.add(bitmapField);

On Android, the code being executed by the function might look like this:

camera.takePicture( shutterCallback, rawCallback,
jpegCallback );

And on i0S, the code might look like this:

UIImagePickerController *imgPckr =
[[UIImagePickerController alloc] init];
imgPckr.sourceType = UIImagePickerControllerSourceTypeCamera;
imgPckr.delegate = self;
imgPckr.alTowsImageEditing = NO;
[self presentModalViewController:imgPckr animated:YES];

The code samples listed here don’t cover all aspects of the process of taking a picture
(such as dealing with errors or processing the resulting image), but the examples
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illustrate how PhoneGap simplifies cross-platform mobile development. A devel-
oper makes a single call to a common API available across all supported mobile
platforms, and PhoneGap translates the call into something appropriate for each tar-
get platform. This eliminates the need for the developer to have intimate knowledge
of the underlying technologies, instead allowing them to focus on their application
rather than how to accomplish something on multiple devices.

PhoneGap currently supports the following APIs:

e Accelerometer
e Camera

e Capture

e Compass

e Connection
e Contacts

e Device

e Events

e File

* Geolocation
* Media

¢ Notification

* Storage

Additional APIs are added as the PhoneGap project team gets to them and as new
standards evolve. The PhoneGap project’s efforts around API implementation are
partially guided by the W3C’s Device APIs and Policy (DAP) Working Group
(www.w3.0rg/2009/dap/). This group is working to “create client-side APIs that
enable the development of Web Applications and Web Widgets that interact with
device services such as Calendar, Contacts, Camera, etc.” You’ll find that the
PhoneGap project will implement the DAP APIs as they become standardized.

Over time, as mobile device browsers implement the DAP APIs in a consistent
manner, PhoneGap will find itself obsolete. When mobile browsers all support
these APIs, there won’t be a need for the capabilities PhoneGap provides, and
essentially the project will just disappear.


www.w3.org/2009/dap/

DESIGNING FOR THE CONTAINER

Apple and PhoneGap

As restrictive as Apple is about what you can and cannot do within an iOS applicao-
fion, in October 2009, Apple began approving PhoneGap applications built with
version 0.80 of the PhoneGap framework. Currently, many applications in the
Apple App Store were built using PhoneGap.

Designing for the Container

PhoneGap applications are web applications running inside a client-side native
application container. Because of this, web applications running within a
PhoneGap application leverage an HTML 5 application structure rather than that
of a traditional server-based web application. Let’s talk about the different options.

The Traditional Web Server (Web 1.0) Approach

With old-school, traditional web applications, a web server serves up either static
HTML pages or dynamic pages to the requesting user agent (the browser).
With dynamic pages, a server-side language or scripting language is used to
retrieve dynamic content (from a database, for example) and format it all into
HTML before sending it to the browser. When the browser makes a request, the
server retrieves the containing page and content, massages it all into HTML (or
some variant such as XHTML), and sends it to the browser to be displayed.

In this example, the browser doesn’t need any intelligence with regard to the con-
tent; it merely requests a page, and the server does most of the work to deliver the
requested content. On the browser, the application can leverage client-side Java-
Script code to allow the user to interact with the content on the page, but in gen-
eral, most of the work is done by the server.

The Web 2.0 Approach

With the advent of Web 2.0, a reduced load is placed on the web server; instead,
JavaScript code running within the browser is responsible for requesting and pre-
senting data. The web server delivers an HTML-based wrapper for the web appli-
cation, and JavaScript code delivered with the page dynamically manages the
content areas of the page, moving data in and out of sections of the page as
needed.

11
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What allowed Web 2.0 applications to be successful was the addition of the
XMLHTTPRequest (XHR) API in JavaScript. This API allowed a web application to
submit asynchronous requests to a server and process the data whenever it returns
from the server, without interrupting the user’s activity within the application.
You’ll find that many PhoneGap applications make heavy use of XHR to interact
with a remote server.

This approach allows for much more interesting web applications—applications
that can easily look and feel like native desktop applications. The web server is
still involved, serving up the pages and the content to the browser, but it does less
direct manipulation of the data. Google Maps (http://maps.google.com) or Google
Gmail (http://mail.google.com) are good examples of Web 2.0 applications avail-
able today.

The HTML 5 Approach

Mobile devices need a slightly different approach. Web 1.0 and 2.0 technologies
work great on smartphones, but Web 1.0 apps caused a lot of data to be transmitted
between server and device, and Web 2.0 apps were cooler but still required con-
stant network connectivity to operate. Google even created a technology called
Google Gears (http://gears.google.com), which included a client-side SQL data-
base and other capabilities that web applications could use to allow an application
to run, even if the web server was not available. They later stopped work on the
project and instead shifted their efforts to helping craft the HTML 5 standard.

With HTML 5, web applications can make use of new capabilities that allow an
application to operate more efficiently on a mobile device (or devices with limited
connectivity). With HTML 5, web applications can make use of a client-side data-
base to store application data. This makes it easier for mobile devices to operate as
they go in and out of wireless coverage. Additionally, HTML 5 supports the addi-
tion of a manifest file that lists all of the files that comprise the web application.
When the web application’s index file loads, the browser will read the manifest file
and retrieve all of the files listed in the manifest and download them to the client
device. If a mobile device were to lose network connectivity, if the files listed in
the manifest were available on-device, then the application can continue working,
using any data that may be stored locally.

To leverage these HTML 5 capabilities, though, a web application must be written so
it is able to run completely within the browser container (or in the case of PhoneGap
applications, within the PhoneGap application container). The index.htm1 file is
typically the only HTML file in the application, and the application’s different
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“screens” are actually just different <d1iv> containers that are switched in and out
as needed. HTML 5 applications will still reach out to a server for data as needed,
using XHR to request data asynchronously and store it locally as needed.

Web developers must rethink their approach to web development to leverage these
capabilities. Instead of having access to everything on the web server, the HTML 5
application running on a mobile device should try to be self-sufficient, making
sure it has the files and data it needs to run whenever possible.

The web applications running within a PhoneGap application are HTML 5
applications.

Writing PhoneGap Applications

As mentioned previously, PhoneGap applications are built using normal, every-
day web technologies such as HTML, CSS, and JavaScript. Whatever you want
your application to do, if you can make it work using standard web technologies,
you can make it work in a PhoneGap application. PhoneGap applications can do
more than standard web applications, through the specialized JavaScript libraries
provided with the framework.

To build PhoneGap applications, you’ll need to dig out your editor of choice and
get coding. To keep things simple, you could use Notepad on Windows or TextEdit
on a Macintosh. You could even use something more sophisticated such as Adobe
Dreamweaver or Eclipse. Aptana Studio (www.aptana.com) is a good option for
web developers; it’s an open source Eclipse-based IDE tailored for web develop-
ment. The PhoneGap project doesn’t currently offer or support any special editor
for coding your PhoneGap applications.

Building PhoneGap Applications

Once you have a completed web application, whether it uses any of the PhoneGap
APIs or not, it has to be packaged into a native application that will run on-device.
Each of the mobile device platforms supported by the PhoneGap project has its
own proprietary tools for packaging or building native applications for its plat-
form. To build a PhoneGap application for each supported mobile platform, the
application’s web content (the HTML, CSS, JavaScript, and other files that com-
prise the application) must be added to an application project appropriate for each
mobile platform and then be built using the platforms proprietary tools.
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What’s challenging about this process is that each mobile platform uses com-
pletely different tools and the application projects for each use different configura-
tion files and a different folder structure. To make it even worse, the PhoneGap
JavaScript libraries are different for each mobile platform; the API calls are con-
sistent across all platforms, but the internal JavaScript code used to interact with
the native container differs depending on the platform (Android, BlackBerry, or
i0S, for example).

As you can see, there is no direct way for developers to configure development
system so they can create one project and use it to create PhoneGap applications
for multiple platforms.

What happens is that a developer will create a project for one platform (Android,
for example), write the appropriate web content, and then package and test the
application using the tools Google provides for Android developers. Once the
application is working correctly on Android, the web content is copied into a new
Xcode project (for iOS applications) or a new BlackBerry WebWorks project, and
the process repeats. Figure 1-3 illustrates the process; the figure doesn’t show all
of the PhoneGap-supported platforms, but you should get the point.

If that weren’t bad enough, tools for creating new PhoneGap projects for each of
the target platforms place the PhoneGap JavaScript libraries in a different location
depending on the project type. For example, in a BlackBerry project, the PhoneGap
JavaScript library is placed in the /JavaScript folder, where for iOS it’s placed at
the root folder of the project. As an application’s web content is copied from one
mobile platform’s project to another, the code may have to be adjusted since the
JavaScript resource files may be in a different location on each.

Some platforms, such as webOS, require that their framework library (called
mojo) be the first JavaScript library loaded in your web project. So, in this case,
there’s special code that will be in only one flavor of your application: the version
for webOS.

What this means is that for developers to be able to build mobile applications for
multiple mobile platforms, they must install a complete development environment
for each and manually copy and adjust the web source files between each project.

Part 2 of this book contains information on how to configure each of the supported
development environments for PhoneGap.

You probably read the last few paragraphs and said to yourself that there must be a
better way. Fortunately, there is. The PhoneGap project team has been hard at
work building a cloud-based packaging service for PhoneGap applications called
PhoneGap Build, shown in Figure 1-4. This service should dramatically decrease
the complexity of maintaining a development environment for PhoneGap.
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Create a new application

Get started by adding your application.
If you want to kick the tires quickly, just copy & paste the sample
repo below into the url field:

http://github.com/phonegap/phonegap-start.git

Git or Subversion
Repository
Kitchen Sink

PhoneGap Project enable debugging

Web Application

select upload method

css
Upload create a new git repository
Archive pull from a git/svn repo url

@ upload an archive or index_html file

| Choose File kitchen-sink_zip
Workstation

- U

Application i0s Android webQS Symbian BlackBerry

XML HTML

Configxml

Kitchen Sink i i
l. o ipa apk ipk wgz ota

ol ADMIN

Figure 1-4 PhoneGap Build build process

With PhoneGap Build, a developer creates a configuration file called config.xm1
that describes settings for the mobile application. The format of the file is defined
in the W3C widget specification (www.w3.org/TR/widgets). The configuration
file and the application’s web content (the application’s HTML, CSS, and Java-
Script files) are uploaded to the PhoneGap Build server and packaged into native
mobile applications for each supported mobile device platform. A developer will
interact with PhoneGap Build using a standard desktop web browser.

PhoneGap projects can be loaded into PhoneGap Build as a . zip file or pulled from
a Git (http://git-scm.com) or svn (http://subversion.apache.org) repository. Devel-
opers can even store their PhoneGap projects in a Git repository hosted by the
PhoneGap project. The PhoneGap build process is described in detail in Chapter 9.
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PhoneGap Limitations

There are some limitations with using PhoneGap for your mobile application proj-
ects. As an open source project, its ability to deliver new features and bug fixes in a
timely manner is controlled mostly by volunteers.

Even though the project has a robust road map, it can deliver on that road map only
if it has enough resources, with relevant skills for each supported mobile platform,
to do the work. What happens then is that features and bug fixes for more popular
platforms (such as Android and iPhone) get more attention while less popular plat-
forms languish. As an example, take a look at Figure 1-5, which shows the API
documentation for the PhoneGap Device API. This API, described in more detail
in Chapter 16, allows a PhoneGap application to access information about the
device the application is running on. A developer would use this feature, for exam-
ple, to enable or disable features or capabilities within an application based on the
capabilities of the device.

= = = ﬁ
| [ PhoneGap APl Documentation | + | -
‘ & | u http://docs.phonegap.com/phonegap_device_device.md html#Device A || te Pl B ‘
NS A= s
PhoneGap Documentation
Device Device -
device.name
API Reference IF
SV Get the device's madel name. "
Accelerometer (A
Camera
var string = device.n
Capture
Compass
~ Description:
Connection
oaias device.name returns the name of the device's model or product. This value is set by the device manufacturer
o and may be different across versions of the same product.
Device
Everits Supported Platforms:
ik + Android
+ BlackBerry
Geolocation « BlackBerry WebWorks (OS 5.0 and higher)
Media » iPhone
Notification Quick Example:
Storage
Keywaord Index
x m.’
J

L

Figure 1-5 PhoneGap API documentation example
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As you can see from the figure, even though PhoneGap supports a wide range of
mobile devices, this simple API to obtain the name of the device, device.name, is
supported by only three platforms. As a developer working with PhoneGap, you’re
going to have to constantly assess availability of a particular API against the target
audience for your application and possibly adjust the features of your application
accordingly.

That being said, I know that one of IBM’s goals is to help enforce a more consistent
implementation of the supported APIs across all of the supported platforms. In this
particular example, it’s a documentation omission; the device.name property is
available on all PhoneGap-supported mobile platforms. Someone just needs to
update the documentation to reflect the current supported devices for the API. The
differences in implementation of a method or property of a particular API are listed
in the PhoneGap documentation under a “Quirks” section of the document.

As with most open source software projects, a limited amount of documentation is
available for many topics. Even though the API documentation is excellent and
there are source code examples of most API functions (something that isn’t very
common even for commercial software packages), a lot of things related to
PhoneGap are just not documented or not documented in detail. When you go to
the PhoneGap web site, you can very quickly get to the API documentation, but
except for some quick-start guides for most of the supported mobile platforms,
there’s very little information available about how to actually “use” PhoneGap or
do cross-platform development using PhoneGap.

Fortunately for you, this book should fill in many of the gaps.

PhoneGap Plug-Ins

As with any developer tool, often there are times when the base functionality pro-
vided by the solution just isn’t enough for your particular needs. For those, cases,
PhoneGap supports the ability to extend PhoneGap applications with additional
functionality. You can find more information about plug-ins at http://wikiphonegap
.com/w/page/36752779/PhoneGap%20Plugins.

The PhoneGap project has a very active developer community. When a developer
sees a gap in a product, especially an open source project like PhoneGap, it doesn’t
take long before someone builds an enhancement (whether it is a plug-in or some
other mechanism) to “fix”” the problem. Here are just a few examples of what’s
available from the PhoneGap community:

* PhoneGap Facebook Platform Plug-in (www.phonegap.com/2011/08/30/
get-the-new-phonegap-facebook-platform-plugin)
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* PhoneGap Android development plug-in for Eclipse (www
.mobiledevelopersolutions.com)

* PhoneGap iOS Plugin for Drupal (www.jefflinwood.com/2011/07/
announcing-phonegap-ios-plugin-for-drupal-v0-1/)

Getting Support for PhoneGap

One of the things corporations worry about is getting support for the software prod-
ucts they use for their business applications. Open source products such as Open-
Office.org (http://openoffice.org) and Linux wouldn’t be as popular with companies
if there weren’t support options available to them. Since commercial support for
OpenOffice.org is available from Oracle and Linux is supported by a wide range of
companies including Red Hat, Canonical, SUSE, and others, organizations are
much more willing to run their businesses on these open source software products.

The PhoneGap project is no different. As more and more companies look at
PhoneGap for their mobilization needs, their willingness to select the platform is
influenced partially by the availability of commercial support for the framework.
In early 2011, Nitobi announced availability of commercial support options for
PhoneGap. Support is offered at different levels (from Basic, currently at $249US
per year, up to Corporate and Enterprise at $20,000US or more per year), and a
wide range of support options are available at each level. You can find information
on support options for PhoneGap at www.phonegap.com/support.

PhoneGap Resources

You can find detailed information about how to work with the PhoneGap frame-
work in several places:

* PhoneGap web site: www.phonegap.com

* PhoneGap wiki: http://wiki.phonegap.com

* Google Groups: http://groups.google.com/group/phonegap
* Blogs: www.phonegap.com/blog

Hybrid Application Frameworks

The hybrid application approach PhoneGap uses is not unique to the market. The
PhoneGap project may have started the trend, but now several other products on


www.mobiledevelopersolutions.com
www.mobiledevelopersolutions.com
www.jefflinwood.com/2011/07/announcing-phonegap-ios-plugin-for-drupal-v0-1/
www.jefflinwood.com/2011/07/announcing-phonegap-ios-plugin-for-drupal-v0-1/
http://openoffice.org
www.phonegap.com/support
www.phonegap.com
http://wiki.phonegap.com
http://groups.google.com/group/phonegap
www.phonegap.com/blog
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the market use a similar approach, as shown in the following sections. The follow-
ing products are only a subset of the available options in the hybrid mobile appli-
cation space.

Appcelerator Titanium

Titanium is another open source hybrid application framework. Appcelerator
(www.appcelerator.com) launched Titanium right about the time that PhoneGap
started to gain popularity with mobile developers. Titanium works very similarly
to PhoneGap in that developers build mobile applications using web technologies,
but with Titanium, applications are built entirely in JavaScript. The native applica-
tion running on a mobile device is just a container executing JavaScript code, as
shown in Figure 1-6. The application’s user interface and application logic are all
coded entirely in JavaScript.

Titanium Application

Canvas
Image Video Other
File(s) File(s) Content

JavaScript Code

A JavaScript Interface to
Native Device Capabilities

Device OS

Figure 1-6  Appcelerator Titanium application structure


www.appcelerator.com

HYBRID APPLICATION FRAMEWORKS

AT&T WorkBench and Antenna Volt

These two products provide managed containers for running multiple HTML 5
applications. The solution is implemented as a native application container that is
provisioned remotely by a management server. When a user first launches the appli-
cation, they must authenticate against the back-end infrastructure, and the web
applications provisioned for the user are downloaded over the air into the container.
What users see is a single application icon on their mobile device screen, but when
they launch the application, the list of the provisioned applications appears on the
screen, and the user can easily switch between the applications.

This solution is designed primarily for enterprise customers, but there are many
use cases for consumer use as well.

Like Worklight, described shortly, WorkBench and Volt are part of an enterprise
mobile application platform that includes additional server components (with
management and reporting capabilities as well as the ability to provide connectors
to back-end data sources).

You can find additional information on these solutions at www.wireless.att.com/
businesscenter/built-for-business/ AMEAP.jsp and www.antennasoftware.com/
resource-center/volt.

BlackBerry WebWorks

The Research In Motion (RIM) developer community complained that it was too
hard to build native mobile applications for the BlackBerry platform (in Java), so
RIM responded with the BlackBerry WebWorks platform. WebWorks (originally
called BlackBerry Widgets, which I think is a much better name) is a hybrid appli-
cation framework for BlackBerry applications. Developers build mobile applica-
tions using HTML, CSS, and JavaScript and use tools from RIM to package the
web application into a native Java application container just like PhoneGap does.

When you build a PhoneGap application for BlackBerry, you’re actually using the
BlackBerry, a WebWorks SDK to package the web application into a BlackBerry
native application. In essence, and there are certainly more technical details behind
this, a BlackBerry PhoneGap application is simply a BlackBerry WebWorks appli-
cation with the custom PhoneGap JavaScript libraries added in.

Note: If you want to learn more about BlackBerry development, there’s a great

book on the subject called BlackBerry® Development Fundamentals (see
www.bbdevfundamentals.com) written by yours truly (me!). Unfortunately, the
book was released while the BlackBerry WebWorks tools were still in beta, so that
topic is not covered.
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Strobe

Strobe (www.strobecorp.com) is a mobile application delivery network that uti-
lizes PhoneGap Build (described in Chapter 9) to package native applications built
using their frameworks. There’s a free test version of Strobe and additional paid
options depending on the size of your development needs. The solution is cur-
rently in private beta.

Tiggr

Tiggr (www.gotiggr.com) is a web-based IDE for building mobile applications. It
includes a visual editor and jQuery Mobile interface components that can just be
dragged onto a web application. Tiggr integrates with PhoneGap to provide native
mobile applications built with its IDE. Currently, the Tiggr Mobile Apps Builder
is free for a 15-day trial but then costs $45US per month thereafter.

Worklight

Worklight (www.worklight.com) is a commercial mobile application platform
built on top of PhoneGap. Worklight provides its own Eclipse-based IDE for
building Worklight applications and special server infrastructure for connectivity
to provide management and reporting capabilities as well as a mobile optimized
conduit to back-end or external applications and application data. Worklight appli-
cations are simply PhoneGap applications with some additional capabilities pro-
vided by the Worklight platform (implemented through some additional JavaScript
libraries). Worklight was acquired by IBM in early 2012.


www.strobecorp.com
www.gotiggr.com
www.worklight.com

2

PhoneGap
Development,Testing,
and Debugging

As mentioned in the previous chapter, a PhoneGap application can do anything
that can be coded in standard, everyday HTML, CSS, and JavaScript. There are
web applications and PhoneGap applications, and the distinction between them
can be minor or can be considerable. In this chapter, we’ll analyze the anatomy of
a PhoneGap application, identifying what makes an application a PhoneGap
application and then highlighting ways to make a PhoneGap application...better.

The following sections will highlight different versions of the requisite Hello-
World application found in every developer book, article, and training class. For
the purpose of highlighting aspects of the applications’ web content, rather than
how they were created, the steps required to create the applications are omitted.
Refer to the chapters that follow for specific information on how to create and test
PhoneGap projects for each of the supported mobile platforms.

Hello, World!

As with any developer book, we’re going to start with the default HelloWorld appli-
cation and then build upon it to highlight different aspects of a PhoneGap applica-
tion. The following HTML content describes a simple web page that displays some
text on a page.
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HelloWorld1 Application

<!DOCTYPE HTML>
<html>
<head>
<title>HelloWorldl</titTle>
</head>
<body>
<hl>Hello World</h1l>
<p>This is a sample PhoneGap application</p>
</body>
</html>

If you package that page into a PhoneGap application and run it on a smartphone
or device emulator (in this case an Android emulator), you will see something
similar to what is shown in Figure 2-1.
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This is a sample PhoneGap application
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Figure 2-1 HelloWorld1 application running on an Android emulator

This is technically a PhoneGap application because it’s a web application running
within the PhoneGap native application container. There is, however, nothing
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PhoneGap-ish about this application. It’s running in the PhoneGap native container,
but it isn’t leveraging any of the APIs provided by the PhoneGap framework.

Therefore, any web application can be built into a PhoneGap application; there’s
nothing forcing you to use the PhoneGap APIs. If you have a simple web applica-
tion that simply needs a way to be deployed through a smartphone app store, then
this is one way to accomplish that goal.

PhoneGap Initialization

Now let’s take the previous example application and add some PhoneGap-specific
stuff to it. The HelloWorld2 application listed next has been updated to include
code that recognizes when the PhoneGap application has completed initialization
and displays an alert dialog letting you know PhoneGap is ready.

HelloWorld2 Application

<!DOCTYPE html>
<html>
<head>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0,
user-scalable=no;" />
<script type="text/javascript" charset="utf-8"
src="phonegap.js'"></script>

<script type="text/javascript" charset="utf-8">

function onBodyLoad() {
document.addEventListener("deviceready",onDeviceReady,
false);

3

function onDeviceReady() {
navigator.notification.alert("PhoneGap is ready!");

}

</script>

</head>
<body onTload="onBodyLoad()">
<hl>HelloWorld2</h1>
<p>This 1is a sample PhoneGap application.</p>
</body>
</html>
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On the iPhone simulator, the application will display the screen shown in
Figure 2-2.

Alert
PhoneGap Is ready!

I —

A 4

Figure 2-2 HelloWorld2 application running on an iOS simulator

Within the <Head> section of the web page are two new entries: meta tags that
describe the content type for the application and viewport settings.

The content-type setting is a standard HTML setting and should look the same
as it would for any other HTML 5 application.

The viewport settings tell the web browser rendering the content how much of the
available screen real estate should be used for the application and how to scale the
content on the screen. In this case, the HTML page is configured to use the maxi-
mum height and width of the screen (through the width=device-width
and height=device-height attributes) and to scale the content at 100% and
not allow the user to change that in any way (through the initial-scale=1.0,
maximum-scale=1.0, and user-scalable=no attributes).
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Note: The viewport and associated attributes are not required; if they’re omitted, the
browser will revert to its default behavior, which may result in the application’s con-
tent not consuming the full screen area available to it or zooming beyond it. Because
there’s not much content in the HelloWorld2 application, it could, for example, con-
sume only the upper half of the screen on some devices.

You may find that on some platforms the settings have no effect. On the BlackBerry
Torch simulator, the height and width attributes are respected; on the BlackBerry Storm
simulator, the application doesn’t consume the entire height of the screen no matter how
the attributes are set.

There’s also a new script tag in the code that loads the PhoneGap JavaScript
library:

<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>

This loads the PhoneGap API library and makes the PhoneGap APIs available to
the program. In this example, and all of the examples throughout the rest of the
book, I’ll load the PhoneGap JavaScript library using this standard snippet of
code. In reality, the PhoneGap file being loaded by your application will include
version information in the file name. As I wrote the chapter, PhoneGap 1.0 had just
been released, so the code in reality looked like this when I wrote the application:

<script type="text/javascript" charset="utf-8"
src="phonegap-1.0.0.js"></script>

As I wrote subsequent chapters, the PhoneGap team released three additional ver-
sions of the framework. Rather than have inconsistent PhoneGap JavaScript file
names in the book, I chose to just show phonegap.js as illustrated in the first
example. In reality, many of the example applications used throughout the book
were actually built using PhoneGap Build, which requires only the simple
phonegap. js reference (or no reference at all), which is then replaced with the
appropriate JavaScript file version PhoneGap Build is currently using.

Beginning with PhoneGap 1.5, the project team changed the name for the open
source project to Cordova and changed the JavaScript file (for most but not all of
the supported platforms) from phonegap.js to cordova.js. So, even though
you’re working with PhoneGap, the JavaScript file name no longer matches the
commercial name for the project.

JavaScript code in a PhoneGap application does not have immediate access to the
PhoneGap APIs after the web application has loaded. The native PhoneGap appli-
cation container must complete its initialization process before it can respond to
calls JavaScript made using the PhoneGap APIs. To accommodate this delay in
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API availability, a web developer building PhoneGap applications must instruct
the container to notify the web application when the PhoneGap APIs are available.
Any application processing that requires the use of the APIs should be executed
by the application only after it has received its notification that the APIs are
available.

In the HelloWorld2 application, this notification is accomplished through the
addition of an onToad event defined in the page’s body section, as shown here:

<body onload="onBodyLoad()">

Within the onBodyLoad function, the code registers an event listener that instructs
the application to call the onDeviceReady function when the device is ready, when
the PhoneGap application container has finished its initialization routines:

document.addEventListener("deviceready", onDeviceReady, false);

In this example application, the onDeviceReady function simply displays a
PhoneGap alert dialog (which is different from a JavaScript alert dialog), letting
the user know everything is OK:

navigator.notification.alert("PhoneGap is ready!")

In production applications, this function could update the user interface (UI) with
content created through API calls or do whatever other processing is required by
the application. You’ll see an example of this in the next sample application.

The PhoneGap Navigator

Many of the APIs implemented by PhoneGap are instantiated from the Navigator object.
Unfortunately, it’s not consistent; some do and some do not. Be sure to check the API
documentation before calling an APL

Leveraging PhoneGap APIs

Now that we know how to configure an application to wait until the PhoneGap
APIs are available, let’s build an application that actually uses the PhoneGap APIs
as shown in the following HelloWorld3 application.
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HelloWorld3 Application

<!DOCTYPE html>
<html1>
<head>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0,
user-scalable=no;" />
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>

<script type="text/javascript" charset="utf-8">

function onBodylLoad() {
document.addEventListener("deviceready", onDeviceReady,
false);

}

function onDeviceReady() {
//Get the appInfo DOM element
var element = document.getETementById('appInfo');
//replace it with specific information about the device
//running the application

element.innerHTML = 'PhoneGap (version ' +
device.phonegap + ')<br />' + device.platform + ' ' +
device.name + ' (version ' + device.version + ').';

3
</script>
</head>
<body onload="onBodylLoad()">
<h1>HelTloWorld3</hl>

<p>This is a PhoneGap application that makes calls to the
PhoneGap APIs.</p>
<p id="appInfo">Waiting for PhoneGap Initialization to
complete</p>
</body>
</html>

Figure 2-3 shows a portion of the application’s screen when running on the Black-
Berry Torch 9800 simulator.
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lackBerry

HelloWorld3

This is a PhoneGap application that
makes calls to the PhoneGap APIs.

PhoneGap (version 1.0.0)
3.0.0.100 9800 (version 6.0.0.227).

Figure 2-3 HelloWorld3 application running on a BlackBerry simulator

In this version of the HelloWorld application, the code in the onDeviceReady func-
tion has been updated so the program updates a portion of the application’s content
with an ID of appInfo with information about the device running the application
and the version of PhoneGap used to build the application. Device-specific infor-
mation is available via the PhoneGap device API (http://docs.phonegap.com/
phonegap_device_device.md.html), and this sample application uses only a subset
of the available methods in this APIL.

Figure 2-3 highlights one of the problems with the PhoneGap APIs: inconsistent
implementation of an API across different mobile device platforms. The call to the
device.platform API is supposed to return the name of the mobile device plat-
form the application is running on. In this case, the call should return “Black-
Berry,” but instead it returns “3.0.0.100” for some bizarre reason. For iOS devices,
the call returns “iPhone” when in reality it should be returning “iOS.” It’s impor-
tant to keep in mind that any function call might not return what you expect
depending on the mobile platform the application is running on. Be sure to test
your application on each platform you plan on supporting and make adjustments
to your code as needed to deal with inconsistencies with the PhoneGap APIs.
Expect the values returned by this property to change over time as well.

Enhancing the User Interface of a
PhoneGap Application

As you can see from the application examples highlighted so far, the PhoneGap
framework doesn’t do anything to enhance the UI of a PhoneGap application.
The framework provides access to device-specific features and applications and
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leaves it up to developers to theme their applications however they see fit. Web
developers should use the capabilities provided by HTML, CSS, and even Java-
Script to enhance the Ul of their PhoneGap applications as needed; we’re not
going to cover mobile web Ul design here.

As Android and iOS-based smartphones became more popular, web developers
found themselves needing to be able to build web applications that mimic the look
and feel of native applications on these mobile platforms. To accommodate this
need, many open source and commercial JavaScript mobile frameworks were cre-
ated to simplify this task such as jQuery Mobile (www.jquerymobile.com), Dojo
Mobile (www.dojotoolkit.org/features/mobile), and Sencha Touch (www.sencha
.com/products/touch).

Although not directly related to PhoneGap development, the use of these frame-
works is very common for PhoneGap applications, so it’s useful to highlight them
here. In this section, we’ll discuss how to enhance the UI of a PhoneGap applica-
tion using jQuery Mobile (jQM), an offshoot of the popular jQuery project. The
jQuery and jQM libraries work together to provide some pretty useful Ul elements
and theming for any mobile web application.

Note: jQM currently supports most of the mobile platforms supported by PhoneGap.
As of this writing, the Samsung bada OS has not been tested but is expected to work,
and support has not yet been added for the Windows Phone OS.

In the following HelloWorld4 application, we’ll take the HelloWorld3 application
and apply an enhanced Ul using the jQuery Mobile framework.

HelloWorld4 Application

<!DOCTYPE html>
<html1>
<head>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0,
user-scalable=no;" />
<1link rel="stylesheet" href="jquery.mobile-1.0b3.css" />
<script type="text/javascript" charset="utf-8"
src="jquery-1.6.4.js"></script>
<script type="text/javascript" charset="utf-8"
src="jquery.mobile-1.0b3.js"></script>
<script type="text/javascript" charset="utf-8"
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src="phonegap.js"></script>
<script type="text/javascript" charset="utf-8">

function onBodyLoad() {
document.addEventListener("deviceready", onDeviceReady,
false);
3

function onDeviceReady() {
//Get the appInfo DOM element
var element = document.getElementById('appInfo');
//replace it with specific information about the device
//running the application

element.innerHTML = 'PhoneGap (version ' +
device.phonegap + ')<br />' + device.platform + " ' +
device.name + ' (version ' + device.version + ').';

}
</script>
</head>

<body onTload="onBodyLoad()">
<div data-role="page">
<div data-role="header" data-position="fixed">
<hl>HelloWorld4</h1>
</div>
<div data-role="content">
<p>This 1is a PhoneGap application that makes calls to
the PhoneGap APIs and uses the jQuery Mobile
framework.</p>
<p id="appInfo">Waiting for PhoneGap Initialization to
complete</p>
</div>
<div data-role="footer" data-position="fixed">
<h1>PhoneGap Essentials</hl>
</div>
</div>
</body>
</html>

Figure 2-4 shows the application running on the Android simulator.
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= ul B 715

HelloWorld4

This is a PhoneGap application that
makes calls to the PhoneGap APIs and
uses the jQuery Mobile framework.

PhoneGap (version 1.0.0)
Android google_sdk (version 2.3.4).

PhoneGap Esse...

Figure 2-4 HelloWorld4 application running on an Android emulator

Notice that the device.platform call is working correctly on the Android emula-
tor; in Figure 2-4, it lists “google_sdk”™ as the platform for the emulator.

Notice how jJQM has a problem rendering the “PhoneGap Essentials” text in the
footer. Just so you can see how this looks on a different mobile platform, Fig-
ure 2-5 shows the exact same web content running within a PhoneGap application
on the BlackBerry Torch simulator. This isn’t an issue with PhoneGap but instead
is an issue related to available screen width and how jQM renders content leaving
space on the left and right for buttons (which aren’t used in this example).
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HackBerry

HelloWorld4

This is a PhoneGap application that makes
calls to the PhoneGap APls and uses the
jQuery Mobile framework.

PhoneGap (version 1.0.0)
3.0.0.100 9800 (version 6.0.0.227).

PhoneGap Essentials

Figure 2-5 HelloWorld4 application running on a BlackBerry simulator

In this version of the application, some additional resources have been added to
the page’s header:

<Tink rel="stylesheet" href="jquery.mobile-1.0b3.css" />

<script type="text/javascript" charset="utf-8"
src="jquery-1.6.4.js"></script>

<script type="text/javascript" charset="utf-8"
src="jquery.mobile-1.0b3.js"></script>

The first line points to a CSS file provided by the jQM framework. It contains the
style information used to render the iPhone-ish UI shown in the figure. Next come
references to the jQuery and jQuery Mobile JavaScript libraries that are used to
provide the customized Ul plus add additional capabilities to the application. The
files referenced in the example application are the full versions of the CSS and
JavaScript files. These files are used during testing of the application and should
be replaced with the min versions of the files, as shown in the following code snip-
pet, before rolling the application into production.

<Tink rel="stylesheet" href="jquery.mobile-1.0b3.min.css" />

<script type="text/javascript" charset="utf-8"
src="jquery-1.6.4.min.js"></script>

<script type="text/javascript" charset="utf-8"
src="jquery.mobile-1.0b3.min.js"></script>
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The min versions are compressed so comments, white space, line breaks, and so on,
are removed from the files. This allows the files to take up less space within the pack-
aged application, helping reduce the overall file size for the application, and allows
these resources to load more quickly when the user launches the application.

The body of the HTML page has been updated to include several HTML <d1iv>
tags wrapped around the content for the application. These <div>s include a
data-role attribute that is used by jQM to define specific areas of the content
page that are then styled appropriately depending on which role is assigned.

In Figure 2-5, the content in the section of the page given the header data-role is
styled with a gradient background and forced to the top of the page by the
data-position="fixed" attribute. Similarly, the content in the section of the page
given the footer data-role is styled with a gradient background and forced to the
bottom of the page by the data-position="fixed" attribute. The page content
defined within the data-role="content" <div> will be rendered between the
header and footer, with the middle section scrollable as needed to display all of the
content within the section.

These examples only lightly cover the capabilities of jQM; there’s so much more
you can do with this framework to enhance the user experience within your
PhoneGap applications. Refer to the jQM online documentation or several of the
new books on jQM for additional information about the capabilities provided by
the framework.

Testing and Debugging PhoneGap Applications

Each of the mobile platforms supported by PhoneGap has a mechanism a devel-
oper can use to test and, in the unlikely event your code has bugs, debug PhoneGap
applications. In general, you can load a PhoneGap application into a device simu-
lator or emulator, provided as part of the mobile platform’s SDK, or you can load
an application onto a physical device. There are also third-party solutions you can
use to test your PhoneGap applications within a desktop browser interface.

Running a PhoneGap Application on a Device
Simulator or Emulator

Each smartphone operating system supported by PhoneGap has a device emulator
or simulator (E/S) provided by the originator of the OS. In some cases, what’s
provided is a generic emulator that simply mimics the capabilities of the specific
OS version, while for other mobile platforms there are simulators available that
mimic specific devices. Either way, there’s a software-only solution available
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that developers can use to test PhoneGap applications in an almost real-world sce-
nario (I'll explain “almost real-world” in the following section).

An E/S is typically included with the native development tools for each mobile
platform, but in some cases there are options that can be downloaded individually.
Research In Motion, for example, includes a set of simulators with each Black-
Berry Device Software version SDK but also provides individual downloads for
specific BlackBerry Device Software versions or for older devices that have soft-
ware updates available for them. Either way, there are likely options available for
each and every device or device OS you want to test your application on. The
chapters that follow provide detailed information on how to configure a develop-
ment environment for each of the mobile devices platforms supported by
PhoneGap. That’s where you will find instructions on how to test PhoneGap appli-
cations on the appropriate E/S for the target platform.

Running a PhoneGap Application on a Physical Device

While the device E/S is a great option for developer and system testing of a
PhoneGap application, final testing should always be performed on a physical
device. As good as these options are, there is always something that doesn’t work
quite right on a simulator or emulator.

To run a PhoneGap application on a physical device, you will create the PhoneGap
application first using the native SDK or package the application for platforms that
use a widget approach. Once you have a deployable application, you will connect
the device to your development computer via a Universal Serial Bus (USB) cable
and transfer the application to the mobile device using some component of the
native SDKs. The process varies depending on the mobile platform you are work-
ing with.

For iOS applications, for example, Apple requires a special provisioning process
for every iOS device on which you want to install your application. The process
requires membership in Apple’s developer program and involves the Xcode devel-
opment environment, Apple’s developer portal, a provisioning profile, and a phys-
ical device.

For Android and BlackBerry devices, the native SDK includes command-line util-
ities you can use to copy an application to a target device. There’s no special provi-
sioning process; you simply connect the device to the developer computer, issue
the command, and test away. In some cases, you can deploy to devices directly
from the Eclipse IDE. For Android devices, there are steps you must complete to
configure the device for testing applications. On BlackBerry, you’ll need to secure
a set of signing keys (they’re free at https://bdsc.webapps.blackberry.com/java/
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documentation/ww_java_getting_started/Code_signing_1977871_11.html) and
sign the application before it will run on a physical device.

Regardless of the platform you use, digging into the details of on-device testing is
beyond the scope of this book. Please refer to the documentation for the appropri-
ate native SDK for additional information about how to test applications on physi-
cal devices.

Leveraging PhoneGap Debugging Capabilities

As mentioned earlier, there are two types of PhoneGap applications: PhoneGap
applications that consist of a web application packaged inside of a native applica-
tion container (for Android, BlackBerry, i0S, and Windows Phone) and PhoneGap
applications deployed simply as packaged web applications (on bada, Symbian,
and webOS).

For the mobile platforms where PhoneGap applications are simply packaged web
applications, the freely available native SDK typically includes support for debug-
ging web content running in a device emulator or simulator. In the chapters that
follow, you will find instructions on how to leverage native debugging tools for
these platforms when testing PhoneGap applications. You will, however, need to
refer to the native SDK documentation for detailed information on how to use
these tools.

The problem with the native application options for PhoneGap is that the native
tools designed to help developers debug applications for each platform are designed
to debug native applications; they have none or limited capabilities for debugging
web content that is packaged within native applications. The BlackBerry Web-
Works development tools originally supported the ability to debug web content
packaged within a BlackBerry WebWorks application (which is essentially what a
PhoneGap application is on BlackBerry). In 2011, RIM abandoned the Eclipse and
Visual Studio IDEs and switched to an entirely command-line-driven approach.

To help debug your PhoneGap applications, you can fill your code with calls to the
alert() function. This is what I have always called a poor man’s debugger, but it
works quite well for certain types of application debugging tasks. If you see an
event that’s not firing within your application or some variable that’s not being set
or read correctly, you can simply insert an alert that displays a relevant message
and use that to see what’s going on. There’s an example of this approach
in the HelloWorld2 application shown earlier with the use of PhoneGap’s
navigator.notification.alert("") function. In this case, I used the alert to
help debug what was happening in the onDeviceReady () function. It seemed to
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be working on Android, but not BlackBerry, so I used the alert to help confirm my
suspicion and to help test different approaches as I attempted to fix the problem.

The problem with this approach is that when you fill your buggy code with alerts,
you’re constantly interrupting the application flow to dismiss the alerts as they
come up. For a simple problem, this approach works pretty well, but when debug-
ging more troublesome errors, you will need an approach that allows you to let the
application run and then analyze what is happening in real time or after the appli-
cation or a process within the application has completed, without interrupting the
application. PhoneGap applications can do this through the JavaScript console
object implemented by the WebKit browser rendering engine.

Using the console object, developers can write messages to the browser’s con-
sole, which can be viewed outside of the running program through capabilities
provided by the native SDKs or device simulators or emulators. The console
object has scope at the window level, so it’s essentially a global object accessible
by any JavaScript code within the application. WebKit supports several options;
the most common ones used are as follows:

e console.log("message");
e console.warn("message");

e console.error("message");

Example 2-1 shows a sample application that illustrates the use of this feature.

Example 2-1

<!DOCTYPE html>
<html>
<head>
<meta name="viewport" content="width=device-width,
height=device-height, initial-scale=1.0,
maximum-scale=1.0, user-scalable=no;" />
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>

<script type="text/javascript" charset="utf-8">
function onBodyLoad() {

document.addEventListener("deviceready", onDeviceReady,
false);
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function onDeviceReady() {
//Just writing some console messages
console.warn("This is a warning message!");
console.log("This is a log message!");
console.error("And this is an error message!');

</script>

</head>

<body onTload="onBodyLoad()">
<h1>Debug Example</h1l>
<p>Look at the console to see the messages the application
has outputted</p>

</body>

</html>

As you can see from the code, all the application has to do is call the appropriate
method and pass in the text of the message that is supposed to be written to the
console.

In some cases, the browser component executing your application’s web content
won’t throw an error if you try to do something that’s not supported in your Java-
Script code (calling a PhoneGap API function that doesn’t exist, for example,
because you’ve misspelled it). In this scenario, simply wrap the errant call in a
try/catch block so your application will have a chance to write its error to the
console, as shown in the following example:

try {
console.log("Validating the meaning of 1ife");
somefunctioncall("42");
} catch (e) {
console.error("Hmmm, not sure why this happened here: " +
e.message) ;

}

Figure 2-6 shows the messages from Example 2-1 highlighted in the Xcode con-
sole window. This window is accessible while the program is running on an i0OS
simulator, so you can debug applications in real time.

welcome to change it and/or distribute copies of it under certain conditions.

Type “show cepying" to see the conditions.

There is absolutely no warranty for GDB. Type “show warranty" for details.

This GDB was configured as "xB6_64-apple-darwin".Attaching to process 33361.

[Switching to process 33361 thread Bx11led3]

2012-03-13 11:26:48.286 Console[33361:fb03] Device initialization: DeviceInfo = {"name":"iPhone
Simulator”,"uuid":"001ECDDE-CB30-5633-BAEE-181F6CAC1786™, "platform”:"iPhone
Simulator™,"gap™:"1.2.8","version":"4.3.2","connection™: {"type":"wifi"}};

[Switching to process 33361 thread @xfb@3]
2812-083-13 11:26:49.414 Console[33361:fb®3]| [WARN] This is a warning message!
2012-03-13 11:26:49.415 Console[33361:fb03]| [INFO] This is a log message!
2012-083-13 11:26:49.416 Console[33361:fb03]| [ERROR] And this is an error message!
[Switching te process 33361 thread @x16f@b]

Figure 2-6 Viewing console messages in Xcode
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When working with the BlackBerry simulator, you can access the logs by holding
down the simulator’s Alt key and typing Iglg. The simulator will display the Event
Log, as shown in Figure 2-7.

S

llackBerry

Event Log (Warning)
a System - JVM:INFOp=2100000a,a='6.0.

a net.rim.fd - FDOn 1

a Helloworld4 - HellowWorld4 [2012-04-14
a HelloWorld4 - HelloWorld4 [2012-04-14
a HellowWorld4 - HellowWorld4 [2012-04-14
a HelloWorld4 - HelloWorld4 [2012-04-14
a HellowWorld4 - HellowWorld4 [2012-04-14
a HelloWorld4 - HelloWorld4 [2012-04-14
@ HelloWorld4 - Helloworld4 [2012-04-14
a HelloWorld4 - HelloWorld4 [2012-04-14

a Helloworld4 - HelloWorld4 [2012-04-14

Figure 2-7 BlackBerry Event Log application

When you open an Event Log entry, you can see the details behind the entry, as
shown in Figure 2-8. Press the keyboard’s n and p keys to navigate to the next and
previous entries in the log.

e

llackBerry

Event Information

Sep 30,2071 08:14:42

Debug [2011-09-30 08:14:42.112]: This
is a log message!

Figure 2-8 Viewing console messages on BlackBerry
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sages appear within the Event Log application; the BlackBerry implementation of the
WebKit engine doesn’t seem to respond to console.warn and console.error
messages.

@ Note: In my testing with the BlackBerry simulator, only the console.log mes-

Within the BlackBerry Event Log application, you have the ability to clear the log,
filter what’s displayed in the log, and copy the contents of the log to the clipboard
so you can use them in another application or send them to yourself via email.
Additionally, when working with a physical device, you can connect the device to
your development system and use the BlackBerry Java Loader application
(javaloader.exe) to copy the logs from the device. Many of these options are
described in detail in my other mobile development book, BlackBerry® Develop-
ment Fundamentals (www.bbdevfundamentals.com).

The Android SDK includes utilities that allow a developer to monitor log activity,
while an application runs within an Android emulator. This functionality is pro-
vided by the LogCat utility, which is an integral part of the Eclipse plug-in but also
available through the command line or a stand-alone utility.

To open the LogCat window in Eclipse, open the Window menu, select Show
View, and then select Other. In the dialog that appears, expand the Android cate-
gory and select LogCat, as shown in Figure 2-9, and then click OK. Eclipse will
open a new pane in the messages area of the IDE, as shown in Figure 2-10.

800 Show View

type filter text

| » = General
¥ = Android
Allocation Tracker
g Devices
@ Emulator Control
IiFile Explorer
Heap
=2 Layout View
@ Pixel Perfect
& Pixel Perfect Loupe
@ Pixel Perfect Tree
@ Resource Explorer
%_) Threads
=2§ Tree Overview
=23 Tree View
-

[ cancet | | 0OK |

Figure 2-9 Eclipse Show window dialog
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E‘AProblems =l console Hﬂﬁ ®©®®®|+I§‘:‘|§lvmﬁ
Time pid tag Message
TU=U5 T/7 %5 5. L 55l  [ETANGSe SOLITE FETUFTed’ eFFOF GO0 = [€, WS = CENOOT Opel TI1E 8T SOUrce [InS 20967
10-03 17:23:3. D 331 PhoneBa.. file://fandroid asset/gwe/index.html: Lins 17 @ This iz a warning message!
10-03 17:23:3. Web Con.. This is a warndng message! ab file://fandrodid asset/wew/index. btml:17
10-02 17:23:3. PhomeBa.. file:///android assetswwwiindex. htnl: Line 12 © This is a log message!
10-03 17:23:3. Web Com. This is 2 log message! at file://‘fandroid asset/www/index.htnl:ls
10-03 17:23:3 Fhome@s.. file:f/fandroid assetsgww/index htnl: Line 19 © &nd this is an error message!
10-03 17:23:3 Web Con. dnd this is an error message! at file:///android asset/mww/index html:1%
10-03 17:24:0. Activit. findishReceiver called but no pending broadcasts
10-02 17:26:2. dalvilvm GC CONCURRENT freed 1126EK, S8¥ free 2291E/6727K, external 200ZK/2137K, pauvsed 4dms+dms
10-03 17:28:2. D&l SntpCli.. request time failed: java.met. SocketException: Address family not supported by protocol

Filter:

Figure 2-10 Eclipse messages area

This pane will display all messages generated by the Android device emulator as
well as console messages written by your PhoneGap application; you can see the
three messages written by the sample application. Use the V (verbose), D (debug),
I (info), W (warning), and E (error) buttons at the top of the pane to filter the con-
tents of the pane as needed to allow you to more quickly locate the entries you are
looking for while debugging an application.

Google also offers a stand-alone utility called the Dalvik Debug Monitor Server
(DDMS) that you can use to monitor the Android emulator console when testing
PhoneGap applications outside of the Eclipse IDE. To launch the DDMS utility,
you must first launch an Android emulator. Once the emulator is running, open a
file explorer (Finder on Macintosh or Windows Explorer on Windows), navigate
to the Android SDK tools folder, and execute the DDMS utility located therein.
The file is called ddms . bat on Microsoft Windows and ddms on Macintosh.

When the utility launches, it will display a window similar to the one shown in
Figure 2-11. At the top of the utility are windows that show the different processes
running in the emulator on the left and a list of additional options on the right. The
lower half of the application’s window displays the same LogCat pane from the
Eclipse plug-in.

To access the LogCat content from the command line on Windows, open a com-
mand prompt, navigate to the Android SDK pTatform-tools folder, and issue the
following command:

adb logcat

On Macintosh, open a terminal window, navigate to the Android SDK platform-
tools folder, and issue the following command:

./adb Togcat
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e

-
Dalvik Debug Monitor
L 'g

File Edit Actions Device

CRTI A A UM Heap | Allocation Tracker | Sysinfo | Emulator Contrel | Eve * [ >
Name Telephony Status ol
| > B) emulator-5554 Online An Voice: [home '] Speed: IFuH '] 1
Data: [home V] Latency: [None V]
Telephony Actions
Incoming number:
(@ Voice
SMS
tessage: -
< 1 » -
+ - QOQO® & H
Log
Time pid tag Message o
10-0315:35:24.940 I 6 ActivityManager Displayed com.phonegapbook.debugandroid/.DebugAndroidActivity...
10-0315:35:25.551 I 43  Web Console Adding event listener at file:///android_asset/www/indexhtml:11
10-0315:35:25.742 I 4%  Database sqlite returned: error code = 14, msg = cannot open file at source line ...
10-0 962 W 496  Web Console This is a warning mes at file:///android_asset/www/index.html:17

10-03 15:35:25.962 I 49  Web Console
10-0315:35:25.962 E 436 Web Console

This is a log message! at file:///android_asset/www/index.html:18 I

And this is an error message! at file:///android_asset/www/indexhtml.. +

Filter:

& )

Figure 2-11 Android DDMS application window

The adb utility will connect to the emulator and retrieve and display in real time
the contents of the logcat from the Android emulator, as shown in Figure 2-12.
In the figure, the three console messages generated by the application are
highlighted.

Application Tag Text
B T L

com.phonegapbook. debugandroid  SoftKeyboard.. Ignore this event
com. phonegapbook. debugandroid  PhoneGaplog file:///android_asset/waw/index.html: Line 11 : Adding event listener

com.phonegapbook

sm. phonegapb

com.phonegapbook.
com.phonegapbook.

C k
com. phonegapbook .

debugandroid
debugandroid
debugendroid
debugandroid

Web Console
Databose
PhoneGaplLog

Web Console

Adding event listener at file:///android_asset/www/index.html:11

sglite returned: error code = 14, msg = cannot open file at source line 25467
file:///android_asset/waw/index.html: Line 18 : This is @ warning message!
This is a warning message! at file roid_asset/www/index.html:18

file:///android_gsset/waw/index. html: Line 19 : This is a log message!

debugandroid  PhoneGaplog

com. phonegapbook. debugandroid Web Console This is a log message! at file:///android_asset/www/index.html:19
com.phonegapbook . debugandroid  PhoneGaplog file:///android_asset/www/index.html: Line 20 : And this is an error message!
com.phonegapbook . debugandroid Web Console And this is an error message! at file:///android_osset/www/index.html:28

Figure 2-12 Viewing console messages on Android

Third-Party PhoneGap Debugging Tools

There’s a very active partner community supporting PhoneGap with additional
tools for PhoneGap developers. In this section, I’ll introduce several of the avail-
able tools that help developers test and debug PhoneGap applications. This is by
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no means a complete list of options; refer to the PhoneGap wiki (http://wiki
.phonegap.com) for information on additional tools that might be available.

Ripple Mobile Environment Emulator

When developing a PhoneGap application, it’s quite time-consuming to build the
application and load it into a simulator or emulator for testing. The Ripple Mobile
Environment Emulator (RMEE) is a freely available tool that helps alleviate this
problem by providing a desktop browser—based interface you can use to test your
PhoneGap applications. The RMEE emulates the execution of the PhoneGap APIs
within the browser container. You should use the emulator for quick testing of
PhoneGap application features during development and then switch to packaging/
building PhoneGap applications and testing them on actual devices or device emu-
lators or simulators for more thorough testing. The RMEE is not designed to
replace testing on real devices, device simulators, or device emulators.

RIM and the Ripple Emulator

Tiny Hippos, the company that produced of the Ripple Mobile Environment Emulator,
was recently purchased by RIM and is expected to become the default way to test
BlackBerry WebWorks applications. The emulator has supported PhoneGap for quite a
while and is expected to continue to support the project under RIM’s ownership.

The RMEE is implemented as an extension to the Google Chrome browser, so
before you can start using the emulator, you must first install the latest version of
Chrome from www.google.com/chrome. Once you have Chrome up and running,
launch the browser and navigate to http://ripple.tinyhippos.com. From the Tiny
Hippos home page, click the Get Ripple link, and follow the prompts to install the
latest version of the emulator.

Before you can start emulating PhoneGap within the RMEE, you must first con-
figure the browser to allow the emulator access to files on the local file system.
Open the Chrome browser, right-click the Ripple icon to the right of the browser’s
address bar, and select Manage extensions. The browser will display a page simi-
lar to the one shown in Figure 2-13. Enable the “Allow access to file URLs” option
for the RMEE as shown in the figure and then close the page by clicking the X to
the right of the Extensions tab.


http://wiki.phonegap.com
http://wiki.phonegap.com
www.google.com/chrome
http://ripple.tinyhippos.com
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= | =
() HelloWorldd | @ Extensions A
(< MI@)chrome://extensions| % [E A
E Extensions
Extensions (2) Developer mode

Ripple Mobile Environment Emulator {Beta) - Version: 0.6.1
A browser based him!5 mobile application development and testing tool
Disable - Uninstall  [7] Allow inincognito  [¥] Allow access to file URLS

WinZip Courier - Version: 3.0.2
‘:- WinZip Courier Google Ghrome Extension
Disable - Uninstall [7] Allow in incognito

Get more extensions >>

Figure 2-13 Configuring the Ripple Emulator in Google Chrome

Once the browser has been configured, open your application’s index.htm1 file in
the browser. You can press Ctrl+O on Windows or Command+O on Macintosh to
open the File Open dialog. Once the page has loaded, you need to enable Ripple
for the selected page. To do this, complete one of the following options:

* Click the Ripple icon to the right of the browser’s address bar to open a
window, allowing you to enable Ripple for the loaded page.

» Right-click the page, open the Emulator menu, and then select Enable.

* Append ?enableripple=true to the file URL to enable Ripple directly
within the address bar when loading an application’s index.htm1 file.

Once the RMEE is enabled for the loaded page, the browser will display a page,
shown in Figure 2-14, that prompts you to identify which type of emulation you
want to enable for this page. As you can see, the RMEE supports PhoneGap plus
several other platforms and frameworks. Click the PhoneGap button to continue.

Are you ready for this?!?!

You're
for thi

Figure 2-14 Enabling PhoneGap emulation in the Ripple emulator
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At this point, the RMEE will display a page with the content from the index.htm1
file rendered within the boundaries of a simulated smartphone screen, as shown in
Figure 2-15. Wrapped around the simulated smartphone are properties panes that
can be used to configure options and status for the simulated smartphone such as
simulated device screen resolution, accelerometer, network, geolocation, and more.

Devices Settings
Platforms Device & Network Settings

Information - Geolocation

HelloWorid4 Config

HelloWorld4

PhoneGap application that makes calls to the
p API's and uses the jQuery Mobile framework.

p (version placehaolder string)
eneric - WVGA (480x800) (version Generic).

Accelerometer

Figure 2-15 PhoneGap application running in the Ripple emulator

You can click each of the tabs to expand the options for the tab and make changes
to the simulated device’s configuration. At this point, you would simply click
around within the simulated smartphone screen and interact with the options pre-
sented within your application. When you find a problem or a change you want to
make within the PhoneGap application, simply return to your HTML editor, make
the necessary changes, write the changes to disk, and then reload the page in the
Chrome browser to continue with testing.

Weinre

Web Inspector Remote (Weinre) is a community-built remote debugger for web
pages. It has been donated to the PhoneGap project and is currently implemented
as part of the PhoneGap Build service. You can find the download files and instruc-
tions at http://phonegap.github.com/weinre. Weinre consists of a debug server,
debug client, and debug target. The debug server runs on Macintosh or Windows,
and the debug client runs in any compatible desktop browser.


http://phonegap.github.com/weinre
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For PhoneGap development, it allows a developer to debug a web application on
physical device or a device emulator or simulator. To configure Weinre, perform
the following steps:

1. Install a debug server on a desktop computer.
2. Launch the debug server.
3. Windows only: Point a compatible desktop browser at the debug server.

4. Connect the remote web application to the server.

The server component of Weinre consists of a stand-alone Macintosh executable
or a Java JAR file for Windows. On Macintosh, load the debug server by double-
clicking the application’s executable in Finder. The debug server and debug client
are packaged together in the same application, so there are no additional steps
needed to launch the debug client.

On Windows, the debug server consists of a single JAR file that, assuming Java is
on the Windows Path, can be loaded using the following command:

java -jar path/to/weinre.jar

There are additional command-line options that can be passed to the JAR file
while it’s loading to allow you to configure the host address the server will respond
to, the server port number, and more. Refer to the Weinre documentation for addi-
tional information about the available command-line options. When the server
starts, it will display a message indicating the URL to use to start the debug client;
by default it should be http://localhost:8080. Point a compatible WebKit-based
browser at the server to open the debug client.

To connect the PhoneGap application to the debug server, add the following
<script> tag to the <body> section of the application’s index.htm1 file,

<script src="http://debug_server:8080/target/
target-script-min.js"></script>

replacing the debug_server portion of the URL with the correct host name or IP
address for the debug server. This provides the code needed for the PhoneGap
application to upload information to the debug server. The Android emulator does
not have the ability to connect to host-side resources using an IP address, so for the
Android emulator, you must use the host address http://10.0.2.2, as shown in the
following example:

<script src="http://10.0.2.2:8080/target/
target-script-min.js"></script>
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Note: Be sure to remove the Weinre <script> tag from your PhoneGap application
before releasing it into production. The application will likely hang if attempting to
connect to debug server that isn’t available.

Figure 2-16 shows the debug server running on a Macintosh. On the bottom of the
window are tabs that control the server while the toolbar on the top of the window
contain options for the remote debugger client.

8.0.0 weinre - Web Inspector Remote

Targets

o localhost [channel: 1404744838 id: anonymous] -
file:///android asset/www/index.html

Clients

e localhost [channel: 1404744837 id: anonymous]
Server Properties

boundHost:  localhost

boundHosts:
e localhost

deathTimeout: 15
httpPort: 8080
readTimeout: §

2
Debugger Server Console |Server Home Page |

Figure 2-16 Weinre server/debug client on a Macintosh

The debug client provides the means to view and optionally manipulate many of
the page elements and other aspects of your application’s web content. You can
view the browser console, as shown in Figure 2-17, to see console messages writ-
ten by the PhoneGap application, or you can change application values or proper-
ties to tweak the application while it’s running.

The available documentation for Weinre is pretty light, but since the project’s
capabilities are based upon the Google Chrome Developer Tools, you can find
additional information on the Google Code web site at http://code.google.com/
chrome/devtools/docs/overview.html.
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8.0.0 weinre - Web Inspector Remote

@| Errors Warnings Logs

L This is a warning message!
This is a log message!

@ And this is an error message!

>

= 0
Debugger Server Console|Server Home Page

Figure 2-17 Weinre debug client console

Dealing with Cross-Platform Development Issues

As interesting as all of these PhoneGap capabilities are, there are a lot of issues
that make cross-platform development tasks difficult. The PhoneGap project is
supported by developers from all over the world, including developers who may
have experience with only one or a small number of mobile platforms and devel-
opers who have a strong opinion about how something should be done. The prob-
lem with this is that when you take development projects written by different
people and try to collect them into a single framework, you can bump up against
inconsistencies. Add to this that every mobile platform supported by PhoneGap is
different and has different ways of doing things, and you have a difficult task to
make everything work cleanly and seamlessly.

Note: To the PhoneGap project’s credit, things move pretty quickly, and the issues
I’m complaining about here could very well be fixed in any subsequent release of the
framework. Be sure to check the latest documentation before working around any of
the issues listed in the sections that follow.

Let’s look at some examples.
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API Consistency

Figure 2-18 shows the supported feature matrix from the PhoneGap web site; you
can find the page at www.phonegap.com/about/features. As you can see, the table
is pretty complete; there are some gaps, but it’s more full than empty. On the other
hand, since PhoneGap is supposed to be a cross-platform framework, the gaps in
this table make it very hard to truly create a cross-platform application using those
APIs. If a particular feature you want to use in your application is supported on
only some mobile platforms, then you’ll have to make special accommodation
within your application for platforms that do not support the particular AP

:m PhoneGap Abouty  Developersv  Communityv  Supportv [\ qoiiost
Supported Features
ACGELEROMETER o o o O o o o o
GAMERA o o o * o 6o 6o 6 o
COMPASS x (/] (/] x /]
conTAcTS o 6 o * | @ O * | @ O
FILE o o o . ® o . s
GEOLOGATION o o o o o o o o o
MEDIA o o x ¥ - e . %
NETWORK ® o o o o o o o6 o
NOTIFICATION (ALERT) o & o o o0 o o0 6 o
NOTIFIGATION (SOUND) Qo © 6o o o o 6 6 o
NOTIFICATION (VIBRATION) ® /] ) (/] (] (/] (/] (/] (/]
STORAGE o © o % A ® o o *
To see a more complete lst of supported features, plaase vist our Roadmap |

Case Studies Blog FAQs License Contact

Figure 2-18 PhoneGap-supported feature matrix
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Another problem arises when you look through the API documentation found at
http://docs.phonegap.com/. For most of the PhoneGap APIs, the documentation
lists that the APIs are supported only on Android, BlackBerry, and iOS devices.
It’s likely the issue here is that the PhoneGap developers are like most developers
and don’t like to write (or update) documentation; the impact on you is huge. Do
you rely upon the API documentation? Do you instead ignore the documentation
and use feature matrix as the correct reference? Or do you cover your bases and
assume it is all wrong and test everything?

No matter what, this can be quite a challenge; ideally the PhoneGap project team
will get more organized and make sure all of the documentation is up-to-date as
each new version is released.

Multiple PhoneGap JavaScript Files

One of the first issues I bumped up against when learning to do cross-platform
PhoneGap development was that the PhoneGap JavaScript library is different
between mobile platforms. So, the JavaScript code within the PhoneGap JavaScript
file for BlackBerry projects is different from what is found in the PhoneGap Java-
Script file for Android projects. My original thought when I started was that I could
just copy the web content folder between projects, build the application, and be
done, but since each platform’s JavaScript file is different, I would have to copy
over the web content and then also make sure the correct PhoneGap JavaScript file
was in the folder as well.

To make things work, with earlier versions of the PhoneGap framework, the
BlackBerry and bada PhoneGap JavaScript libraries had different file names than
on other platforms. This has supposedly been fixed, but you better check to make
sure when building applications.

Web Content Folder Structure

As you will see in the chapters that follow, in some cases, some PhoneGap project
developers have created nonstandard project folder structures for PhoneGap proj-
ects. For example, for a typical Symbian project (described in Chapter 7), the
application’s web content files would normally be placed in the root of the proj-
ect’s folder structure. The HTML, JavaScript, and CSS files should be placed right
at the top of the folder hierarchy, so they can be easily accessed when working
with the project. For some bizarre reason, the PhoneGap project places the files in
a framework/www folder, complicating the project’s folder structure and making it
more difficult to get to the application’s content files.
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Application Requirements

One of the things you might bump into as you build cross-platform PhoneGap
applications is the need to supply additional files in your application to accommo-
date the requirements for a particular OS version. For example, in the default
PhoneGap project for iOS, you will find the following note:

<!-- If your application is targeting i0S BEFORE 4.0 you MUST
put json2.js from http://www.JSON.org/json2.js into your www
directory and include it here -->

Apparently a feature was added in PhoneGap 0.9 that requires the use of the
JSON.stringify() function, so you will have to make sure you include the appro-
priate JSON library in your application. This further complicates a developer’s
ability to use an application’s web content across multiple device platforms since
an i0S application in this example might have additional lines of code needed to
support this i10S-specific feature.

Application Navigation and Ul

Mobile device platforms typically share some common elements but at the same
time implement unique features or capabilities that help set them apart from com-
petitors. The Android and iOS operating systems support many of the same fea-
tures but sometimes implement them in a different way. Because of this, any
mobile application designed to run on different mobile operating systems must
take into consideration the differences between mobile platforms.

As you build PhoneGap applications for multiple mobile device platforms, you
will need to implement different UI capabilities on different operating systems.
On the Android and BlackBerry platforms, there’s a physical Escape button that
can be pressed to return to a previous screen; on i0S, there will need to be a back
button added to the bar at the top of the application screen.

Because of this, a PhoneGap application will need to either contain additional
code that checks to see what platform it’s running on and update the UI accord-
ingly or it will need to have different versions of the application’s web content
depending on which OS the application is running on. Neither approach is easy.
There are several books on mobile web development available that deal directly
with these types of issues.
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Application Icons

Each mobile platform and often different versions of a particular device OS have
different requirements for application icons. A developer building PhoneGap appli-
cations for multiple device platforms will need to be prepared to create a suite of
icons for their application that addresses the specific requirements for each target
device platform and/or device OS. The PhoneGap project maintains a wiki page
listing the icon requirements for the different supported operating systems at http://
wiki.phonegap.com/w/page/36905973/Icons%20and%20Splash%20Screens.

Additionally, for some devices on some carriers (older BlackBerry devices, for
example), the mobile carrier applies a specific theming to the OS in order to help
distinguish themselves in the market. Any application icon designed for one of
these devices will need to accommodate, as best as possible, rendering pleasantly
within different themes.
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Part II

PhoneGap
DeveloperTools

This part of the book provides complete instructions on how to set up a develop-
ment environment for each of the mobile platforms supported by PhoneGap. Once
you have the tools set up, each chapter will describe how to create, build, and test a
PhoneGap application for each platform.
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3

Configuring an
Android Development
Environment for
PhoneGap

There are several options for PhoneGap development on Android; the tools run
on Linux, Apple Macintosh OS, and Microsoft Windows. Additionally, develop-
ers have access to both an Eclipse plug-in as well as command-line tools for build-
ing applications. This chapter includes the steps to follow to install and use the
Android development tools on Macintosh OS and Windows.

Refer to the Android Developer web site (http://developer.android.com) for addi-
tional or more up-to-date installation instructions including instructions for instal-
lation on a system running Linux.

To complete the steps outlined in this chapter, you must first perform several
installation steps using instructions provided elsewhere in the book:

1. Install the PhoneGap framework using the instructions provided in
Appendix A.

2. Install the Oracle Java Developer Kit (JDK) using the instructions pro-
vided in Appendix B.

3. If you are intending to use the command line to build Android applica-
tions, install Apache Ant using instructions provided in Appendix C.
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Once those steps have been completed, you’re ready to start work on PhoneGap
applications for Android.

Installing the Android SDK

The Android SDK is deployed in two parts. First, you install the SDK starter pack-
age on the local system; second, SDK components are added to the existing instal-
lation via download from the Android developer web site. The starter package
contains utility programs used to manage the Android software development envi-
ronment on the computer and the individual Android version SDKs are installed as
needed. This allows for a single installation on a developer workstation, and then
needed software updates (including adding additional SDKs) are performed on
the fly via software download.

To download the started package, point your browser of choice to http://developer
.android.com. On the landing page, click the Download link highlighted in

Figure 3-1.
@ |English E_] ndroid Desion  Android.co
[earc]
SDK Dev Guide Reference Resources Videos Blog
# Download
Developer Announcements g The Android SDK has the
tools, sample code, and docs
. Introducing Google Play: An integrated digital you need to create great apps.
content destination where users buy and enjoy ‘
- all of their favorite content in one place. It's the Leam more »
/ new destination for Android apps!

~ Read more » ——=~ Publish
Google play b

Google Play is an open senice
that lets you distribute your
apps to devices.

Android Developers on Google+

We now have a Google+ page for +Android
Developers. We'l use it to host Hangouts for
developers. talk about the latest releases,
development and design tips, and much more.

We're on m Follow
-

q-___J_, configurations as you build and
> ¢ ;\" @ > update your apps
Android 4,0.3 Google TV Leam more »

Leamn more »

Contribute

Android Open Source Project
gives you access to the entire
platform source

Learn more »

Target Devices

The Device Dashboard provides
information abaut deployed
Android devices to help you
target suitable device

Figure 3-1 Android developer web site landing page
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On the page that opens, shown in Figure 3-2, select the appropriate download for
the operating system running on the computer.

Download the Android SDK

Welcome Developers! If you are new to the Android SDK, please read the steps below, for an overview of how to set up the SDK.

If you're already using the Android SDK. you should update to the latest tools or platform using the Andreid SDK and AVD Manager,
rather than downloading a new SDK starter package. See Adding SDK Components.

Windows android-sdk_r12-windows zip 36486190 bytes 8d6c104a34cd2577c5506c55d981aebf

installer_r12-windows exe (Recommended) 36531492 bytes 367f0ed4ecd70aefc290d1f7dcb578ab

Mac OS X (intel) android-sdk_r12-mac_x86 zip 30231118 bytes 34154424572b4b1afab123ab817086e7
Linux (i386) android-sdk_r12-linux_x86 tgz 30034243 bytes f8485275a8dee3d1929936ed538ee99%a

Figure 3-2 Android SDK download options

For Windows users, use the recommended option and download the Windows exe-
cutable. Once the file has downloaded, launch the downloaded file to begin the
installation. Using this option installs the software and places the appropriate
shortcuts for running the Android tools onto the Windows Start menu.

Windows Installation Issues

You must pay attention to several issues related to the Android SDK Starter Package
installation on Windows when installing the software.

Early versions of the Android SDK installed its files in the root of the system'’s hard
drive. For some reason, Google changed its approach, and more recent SDK
versions have installed its files in the Windows Program Files folder. While this is a
good thing, conforming to Windows standards, there have been many bugs
reported when the files are installed in that location. Google is aware of the
problems and is working on fixing them, but I recommend you don't allow the
installer to installin the Program Files folder; instead, install the files off of the root
of the system'’s hard drive (c:\android-sdk\, for example).

On Windows, the installer sometimes has difficulty locating the required JDK
installed on the system (described in Appendix B). When this happens, just click
the Back button, and then click Next again in the installation wizard. The installer is
usually able to find the JDK if you give it another chance. Repeat the process as
many times as necessary depending on your experience with the installer.
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For Macintosh computers, download the Macintosh version of the SDK to your
system’s downloads folder. The Macintosh OS may automatically extract the files
within the folder; if not, manually extract the files to the location of your choice.
You can either execute the tools from the downloads folder or open Finder and
drag the Android SDK folder to the App1ications folder or another folder of your
choice.

When the installation is complete, launch the Android SDK Manager (the file is
called Android SDK.exe on Windows and android on Mac OS). When the pro-
gram launches, it will connect to the Android developer web site and retrieve the
list of SDK packages available for download. Each package refers to a specific
version of the Android operating system. You can select only the packages you
need based upon the OS versions you know you will be developing for, or you can
just accept the default of all packages and click the Install Selected button to begin
the installation, as shown in Figure 3-3.

800 Android SDK and AVD Manager 13

Virtual devices SDK Location: /Users/jwargo,/Downloads/android-sdk-mac_x86
Installed packages | |Packages available for download
R———
Settings | b #4 Android SDK Platform-tools, revision &

About ¥ [ Documentation for Android SDK, API 13, revision 1
P 5 SDK Platform Android 3.2, API 13, revision 1

P % SDK Platform Android 3.1, API 12, revision 3

b 5 SDK Platform Android 3.0, APl 11, revision 2

b 5 SDK Platform Android 2.3.3, APl 10, revision 2

P % SDK Platform Android 2.2, API B, revision 3

P % SDK Platform Android 2.1, API 7, revision 3

¥ 5 SDK Platform Android 1.6, API 4, revision 3

& 5 SDK Platform Android 1.5, API 3, revision 4

L3 é Samples for SDK APl 13, revision 1

» & samples for SDK APl 12, revision 1

> & Samples for SDK API 11, revision 1

» &y samples for SDK API 10, revision 1

L3 é Samples for SDK API &, revision 1

EEE

[ERRERAEAEEREEE

Description

Android Repository

|“Add Add-on Site... | Delete Add-on Site.. @ | Refresh | | Install Selected |

Figure 3-3 Selecting Android SDK packages for installation

A lot of files are associated with each SDK package, so the process of download-
ing and installing the packages will take a very long time. Make sure you’re on a
fast network connection before starting the installation and have other work you
can do while you wait for the download and installation to complete. When the
package installation completes, you may be prompted to restart the Android SDK
Manager before continuing.
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In the next step, you’ll need to create an Android Virtual Device (AVD) to use for
your testing of PhoneGap applications. The AVD is an Android device emulator
representing a standard Android device. Click the “Virtual devices” option in the
Android SDK and AVD Manager, as shown in Figure 3-4.

4 B
Andreid SDK and AVD Manager { =HAE éj
List of existing Android Virtual Devices located at C'\Users\John M. Wargo'.andreidiavd

nstalled packages
Available packages AVD Name Target Name Platform  APILevel CPU/ABI MNew...
iﬁ';'tg‘ = No AVD available =
Delete...
Repair...
Details...
Start...
Refresh
~ A valid Android Virtual Device. A repairable Android Virtual Device.
% An Android Virtual Device that failed to lead. Click 'Details' to see the error.
g,

Figure 3-4  Android Virtual Devices view

Click the New button, and you will see a dialog similar to the one shown in Fig-
ure 3-5. In the dialog, give the AVD a name and select the options appropriate for
your Android application development needs; then click the Create AVD button.

Most modern smartphones (excluding Apple iOS) include a certain amount of
device memory plus provide the means to add memory through an extra memory
card (typically a Micro SD card). More sophisticated mobile applications will
make use of both types of memory, using device memory for transient values and a
memory card for storing ancillary files or larger data sets or databases. It’s likely
that in your PhoneGap development efforts you’ll someday need to write and read
data from a memory card, so when you’re setting up your Android AVD, be sure to
allocate some space for an SD card as shown in the figure. The file option points
the emulator to a local file on the development workstation, which allows you
share the contents of a simulated SD card between emulators.

The Skin option is used to define the size of the emulated Android device. Keep in
mind when making a selection here that the emulator can take up quite a large
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amount of screen real estate, so if you are working on a developer workstation
with a smaller monitor, you may want to select a smaller skin so the emulator
doesn’t exceed the boundaries of the screen.

. 5
Create new Android Virtual Device (AVD) [

MName: Android-233

Target: Google APIs (Google Inc.) - API Level 10 ']

CPU/ABL | ARM (armeabi)

SD Card:

@ Size: 256
© Files Browse...
Snapshot:
[T Enabled
Skin:
@ Built-in: |'Default (WVGABDO) i
() Resolution: x
Hardware:
Property Value
Abstracted LCD density 240
Delete
Max VM application hea... 24
Device ram size 256
Override the existing AVD with the same name
[ Create AVD J [ Cancel ]

b A

Figure 3-5 Create new Android Virtual Device (AVD) dialog

As shown in Figure 3-6, the AVD manager allows you to define many different
Android emulator configurations, which allow you to more easily text your
PhoneGap applications using different predefined configurations.

To launch an emulator, select the emulator definition in the AVD Manager and
click the Start button. The AVD manager will display a dialog allowing you to
change some emulator settings before launching, such as scaling the emulator on
the screen, wiping emulator memory, or launching from a particular snapshot.
Click the Launch button to start the emulator.

On many systems, the emulator will take a very long time to start, so be patient.
When the emulator launches, it will display a screen similar to the one shown in
Figure 3-7. There will be an image of an Android smartphone screen on one side
and a keyboard with additional simulator control options on the other side.
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Android SDK and AVD Manager [E=RIEN =
List of existing Android Virtual Devices located at C:\Users\John M. Wargo'.androidiavd
Ava!labla packages AVD Name Target Name Platferm  APILevel CPU/ABI New...
iﬁ:f)':f‘ | ~ Android-2.. Google APls (Google .. 233 10 ARM (armea... || [~

Repair...

Refresh

~ Avalid Android Virtual Device. @ A repairable Android Virtual Device,
¥ An Android Virtual Device that failed to load. Click 'Details' to see the error.

Figure 3-6 Android AVD Manager with an Android emulator defined

B 5554:Android-233

= illl & 1:55

See all your apps.
Touch the Launcher icon.

Figure 3-7 An Android emulator all ready to go
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At this point, you would interact with the emulator just like you would a regular
device—swiping and clicking, launching applications, and more.

Eclipse Development Environment Configuration

Google provides an Eclipse plug-in that simplifies the development of Android
applications. Eclipse (www.eclipse.org) is a free, popular, open source integrated
development environment (IDE) that’s used primarily for Java and web develop-
ment but supports many other options as well. There are several editions of Eclipse,
each addressing a particular type of development or a particular suite of tools.

Google’s tools support multiple editions of Eclipse and currently (although sub-
ject to change) support Eclipse 3.5 (Galileo) or greater. Since PhoneGap projects
consist of both native and web technologies, I recommend installing the Eclipse
IDE for Java EE Developers, which includes the Java development tools needed
for Android development and the appropriate web content editors needed for
PhoneGap web application development.

Applaud Eclipse Plug-In

In case you’re interested, Mobile Developer Solutions (www.mobiledevelopersolutions
.com) offers a free Eclipse plug-in called Applaud that helps simplify PhoneGap
development for Android devices.

Point your browser of choice to www.eclipse.org/downloads/, and select the
appropriate download for your developer workstation. Figure 3-8 shows a subset
of options for Windows computers, the page should automatically detect Macin-
tosh or Linux computers and display the appropriate options for the current OS. If
not, simply select the OS from the drop-down list at the top of the download list to
change to an appropriate list of downloads.

Be sure to select the appropriate download bit-depth for the operating system you
are running. For example, select the 32-bit version of the download if your devel-
opment system is running a 32-bit OS, even if the system processor is 64-bit.

Once the Eclipse files have been downloaded, extract the downloaded files to the
appropriate folder (your choice, as appropriate for the target OS) on your system’s
hard drive and create the appropriate application shortcut needed to launch the
Eclipse executable (ec1ipse.exe for Windows and ec11ipse for Macintosh OS).


www.eclipse.org
www.mobiledevelopersolutions.com
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www.eclipse.org/downloads/
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Visit ofher Eclipse Sites
g CliE 80083

Home Downloads Users Members Committers Resources Projects  About Us Custom Search
Packages Developer Builds Projects Indigo Torrents B Like {15
Compare Packages  Older Versions Eclipse Indigo (3.7) Packages for [ CRNNES (1114

You will need a Java runtime
\._* Eclipse IDE for Java EE Developers, 212 uB Windows 32 Bit environment (JRE) to use Eclipse (Java
Downloaded 1,334 995 Times Details Windows 64 Bit SE 5 or greater is recommended). All
downloads are provided under the terms
. Eclipse Classic 3.7, 174m8 Windows 32 Bit and conditions of the Eclipse Foundation
Downloaded 1,104,326 Times Details Other Downloads Windows 64 Bit Software User Agreement unless
otherwise specified.
~Ja Eclipse IDE for Java Developers, 12218 Windows 32 Bit

Downloaded 383,114 Times Details. Windows 64 Bit ﬁ

Figure 3-8 Eclipse download page

implemented a security structure that by default removes a user’s ability to modify
the contents of the Windows Program Files folder. If you attempt to extract the
Eclipse files to the Program F1iles folder and receive an error, just extract the files
to the download folder and then copy the extracted ec11 pse folder to the Program
Files folder afterward.

@ Note: Later versions of Microsoft Windows (Windows Vista and Windows 7) have

Next you’ll need to install the Eclipse plug-in for Android development. Launch
Eclipse and open the Eclipse Workbench. Open the Help menu, and then select
Install New Software. Eclipse will display an installation wizard similar to the
one shown in Figure 3-9, although the wizard page initially displayed will not
have any of the data shown in the figure. Populate the “Work with” field with
https://dl-ssl.google.com/android/eclipse/ and press Enter. Eclipse will connect
to the Android software downloads site (represented by the URL you entered)
and download information about the available options. If you encounter a prob-
lem doing this, make sure you used an https instead of http when typing in the
server URL.

When the list of options appears in the dialog, place a check next to the Developer
Tools option (which will accept all options) and click the Next button. Follow
through the remaining options in the installation wizard including accepting the
Android license agreement to complete the installation. During installation,
Eclipse will prompt you to trust the software you are installing and will ask to
restart Eclipse at the end of the installation process.
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Install =) o e
& Insta = -
Available Software
Check the items that you wish te install. 3:
Work with:  https://di-ssl.google.com/android/eclipse/ -
Find more software by working with the "Available Software Sites” preferences.
type filter text
Name Version
a [V]000 Developer Tools
§ Android DDMS 12.0.0.v201106281929-138431
@ Android Develepment Teols 12.0.0~201106281929-138431
%’x Android Hierarchy Viewer 12.0.0~201106281929-138431
(§* Android Traceview 12.0.0.+201106281929-138431
[ Selectall | [ Deselectal 4 items selected
Details
Show only the latest versions of available software "] Hide items that are already installed
Group items by category What is already installed?

[] Show only software applicable to target environment
Contact all update sites during install to find required software

2 -
C,‘ < Back MNext = Finish

Figure 3-9 Adding the Android Developer Tools to Eclipse

When Eclipse restarts, open the Window menu, and then select Preferences. In the
dialog that appears, select the Android option and Eclipse will display a blank list
of Android SDK targets. In the dialog, click the Browse button, navigate to the
folder where you installed the Android SDK earlier in the chapter, and then click
the OK button. Once the Android SDK location has been set, click the Apply but-
ton, and Eclipse will refresh the list of the Android SDK versions available at the
specified location. At this point, your Android configuration in Eclipse should
look like Figure 3-10.

Creating an Android PhoneGap Project

For building PhoneGap applications for Android, two options are available to you.
You can build the application using Eclipse, or you can use the Android command-
line tools and your web content editor of choice. In this section, I’ll show how to
create a new Android PhoneGap project for each method.
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E Preferences LM
type filter text Android f=1E J r v
G | -
A:’;T;d — Android Preferences
Build SDK Location:  C:\android-sdk
DOMS Note: The list of SDK Targets below is enly reloaded once you hit "Apply’ or 'OK".
Editors
Launch Target Name Vendor Platform APL. =
LogCat Android 1.5 Android Open Source Project 1.5 3
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Ant Android 1.6 Android Open Source Project 16 4
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Figure 3-10 Configuring Android SDK settings in Eclipse

New Eclipse Project

To create a new Android PhoneGap project using Eclipse, open the Eclipse IDE,
open the File menu, and select New and then Project. Eclipse will present a wizard
similar to the one shown in Figure 3-11. Expand the Android option, select
Android Project, and click the Next button. If an option for Android projects does
not appear in this wizard, the Android plug-in for Eclipse (installed earlier in the
chapter) must not have installed correctly.

Eclipse will then prompt for the Android-specific settings for the project, as shown
in Figure 3-12. You will need to provide a name for the project, HelloWorld in the
example shown, plus select the Android SDK build target for the application.

' Warning: Although the dialog is presenting what appears to be a list of checkboxes,
implying that you can select more than one option in the list, the checkboxes actually
® @ work like radio buttons and will allow you to select only one option.

You will also need to scroll down in the dialog shown in Figure 3-12 and provide a
package name for your application (such as com.phonegapbook.helloworld). Set
other project options as needed, and then click the Finish button to create the project.



68 CHAPTER 3  CONFIGURING AN ANDROID DEVELOPMENT ENVIRONMENT FOR PHONEGAP

" "
& New B

Select a wizard —

Wizards:
type filter text

& Class -
& Interface
2% Java Project
¥ Java Project from Existing Ant Buildfile
5 Plug-in Project
b (= General
4 (= Android
52 Android Project
Ji Android Test Project
| Android XML File
» = Connection Profiles
b = CVS -

[0

@ < Back Next » Finish

Figure 3-11 Eclipse’s New Wizard: selecting project type
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Figure 3-12  Eclipse’s New Wizard: defining Android project options
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The first thing you have to do is create two new folders in the project folder struc-
ture: 1ibs and assets/www. The folders must be placed in the root directory of the
project folder. To create the folders, right-click the HelloWorld project in the
Eclipse Package Explorer (on the far left side of the Eclipse window shown in Fig-
ure 3-13). From the menu that appears, select New and then Folder. When
prompted, enter libs into the New Folder dialog and click Finish.

File Edit Run Source Refactor Navigate Search Project Window Help

s BRE $B~-0-Q%~ HE~- ™ F~- P I B 5 (@7 Tova )2 Java EE
[£ Pacl 5 Bz outine] = O|[[1) HelloWorldActivity.java =g
L | =
EG e~ package com.phonegapbook. helloworld; -
|
4 1= HellaWarld @ import android.app.Activity;[]
4 (8 s

public class HellolorldActivity extends Activity [
/*= Called when the activity is first created. =/
@override
public void onCreate(Bundle savedInstancestate) {
super.onCreate(savedInstanceState);
setContentView(R.layout.main);
}
}

4 3 com.phonegapbook.helloworld
& [1) HelloWorldActivity java
¢ &8 gen [Generated Java Files]
> =h Android 22
4 (5 assets
&= www|

& libs
s 2 res

[ AndroidManifestxml

[l default.properties

|2 proguard.cfg

:& Problems 2 @ lavadoc| [, Declaration| @~ =0

10 items

|| Description = Resource Path Location Type

< . ]

o* www - HelloWorld/assets

il

Figure 3-13 A new PhoneGap project in Eclipse

Repeat the same process for the second folder, entering assets/www in the New
Folder dialog. For this one, Eclipse will create two nested folders; it will first create
afolder called assets and then create a folder called www within the assets folder.

Next, we have some files and folders to copy from the PhoneGap software instal-
lation’s Android folder. First close the Eclipse IDE, and then from the file sys-
tem (Finder on Macintosh or Windows Explorer for Windows) perform the
following steps:

1. Copy the phonegap. js file to the project’s assets/www folder. The file will
be named phonegap-x.y.0.js where x refers to the major version number
and y is the minor version number. Example: phonegap-1.3.0.7s.
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2. Copy the phonegap. jar file to the libs folder. The file will be named

phonegap-x.y.0.jar where x refers to the major version number and y is
the minor version number. Example: phonegap-1.3.0.jar.

3. Copy the entire xm1 folder to the res folder (created by the Android

plug-in when the project was first created).

Once all of the files have been copied to the project, it’s time to modify the proj-
ect’s source files and convert the Android Java project into a PhoneGap project. In
the Eclipse Package Explorer, expand the HelloWorld project, expand the src
folder, and then double-click the HelloWorldActivity.java file. Eclipse will
open the project’s Java source file in the editor (as shown in Figure 3-13). Make
the following changes to the Java source file:

1.

Remove the android.app.Activity import. Since the project is no
longer a standard Android activity, it’s no longer needed.

. Add an import for com. phonegap . *. This provides the application with

access to the PhoneGap library functions in the phonegap. jar file you
copied over earlier.

. Change the He1loWor1dActivity class so that it extends from DroidGap

instead of Activity. This essentially changes the project from an Android
activity to a PhoneGap project.

. Replace the setContentView(R.Tayout.main) with super.loadUr]

("file:///android_asset/www/index.htm1"). This instructs the
program to load the application’s startup HTML file when the application
launches.

When you complete the changes, the Java source file should match the following:

package com.phonegapbook.helloworld;

import android.os.Bundle;
import com.phonegap.*;

public class HelloWorldActivity extends DroidGap {

/7’: £

Called when the activity is first created. */

@Override

public void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
super.loadUr1("file:///android_asset/www/index.html");

}
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— code you’ve entered. This is because Eclipse can’t locate the phonegap . jar file you
copied to the project folder. If this happens, in the Eclipse Package Explorer, right-
click the Tibs folder and select Build Paths and then Configure Build Paths. In the
dialog that appears, select the Libraries tab, and then add the . jar file to the project.

\\qp// Tip: When you save the project, Eclipse may complain that it doesn’t recognize the

Once the Java source file is configured correctly, you will need to update the
project’s manifest file. In the Eclipse Package Explorer, right-click the
AndroidManifest.xml file, select Open With, and then select Text Editor.

Paste the following permissions XML into the manifest file immediately follow-
ing the <manifest /> entry:

<supports-screens
android:largeScreens="true"
android:normalScreens="true"
android:smallScreens="true"
android:resizeable="true"
android:anyDensity="true"

/>

<uses-permission android:name="android.permission.CAMERA" />

<uses-permission android:name="android.permission.VIBRATE" />

<uses-permission android:name=
"android.permission.ACCESS_COARSE_LOCATION" />

<uses-permission android:name=
"android.permission.ACCESS_FINE_LOCATION" />

<uses-permission android:name=
"android.permission.ACCESS_LOCATION_EXTRA_COMMANDS" />

<uses-permission android:name=
"android.permission.READ_PHONE_STATE" />

<uses-permission android:name="android.permission.INTERNET" />

<uses-permission android:name=
"android.permission.RECEIVE_SMS" />

<uses-permission android:name=
"android.permission.RECORD_AUDIO" />

<uses-permission android:name=
"android.permission.MODIFY_AUDIO_SETTINGS" />

<uses-permission android:name=
"android.permission.READ_CONTACTS" />

<uses-permission android:name=
"android.permission.WRITE_CONTACTS" />

<uses-permission android:name=
"android.permission.WRITE_EXTERNAL_STORAGE" />

<uses-permission android:name=
"android.permission.ACCESS_NETWORK_STATE" />

<uses-permission android:name=
"android.permission.GET_ACCOUNTS" />
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The <supports-screens />entry tells the Android virtual machine which screen
properties are supported by the application. Since we’re building a web applica-
tion that will scale according to the available screen real estate, we're telling
Android which options are supported. For tablet applications, you could also add
the following to the list of options:

android:xlargeScreens="true"

Next, add the following to the first <Activity /> tagin the manifest file:

android:configChanges="orientation|keyboardHidden"

This tells the Android device running the application that the application will
automatically handle orientation changes or when the user hides the keyboard.

Then add a second activity to the manifest using the following XML

<activity android:name="com.phonegap.DroidGap"
android:label="@string/app_name"
android:configChanges="orientation|keyboardHidden">
<intent-filter></intent-filter>

</activity>

When completed, the manifest should match the following:

<?xm1 version="1.0" encoding="utf-8"7>

<manifest xmlns:android=
http://schemas.android.com/apk/res/android
package="com.phonegapbook.helloworld"
android:versionCode="1" android:versionName="1.0">

<supports-screens android:TargeScreens="true"
android:normalScreens="true" android:smallScreens="true"
android:resizeable="true" android:anyDensity="true" />
<uses-permission android:name="android.permission.CAMERA" />
<uses-permission android:name="android.permission.VIBRATE" />
<uses-permission android:name=
"android.permission.ACCESS_COARSE_LOCATION" />
<uses-permission android:name=
"android.permission.ACCESS_FINE_LOCATION" />
<uses-permission android:name=
"android.permission.ACCESS_LOCATION_EXTRA_COMMANDS" />
<uses-permission android:name=
"android.permission.READ_PHONE_STATE" />
<uses-permission android:name="android.permission.INTERNET" />
<uses-permission android:name=
"android.permission.RECEIVE_SMS" />
<uses-permission android:name=
"android.permission.RECORD_AUDIO" />
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<uses-permission android:name=
"android.permission.MODIFY_AUDIO_SETTINGS" />
<uses-permission android:name=
"android.permission.READ_CONTACTS" />
<uses-permission android:name=
"android.permission.WRITE_CONTACTS" />
<uses-permission android:name=
"android.permission.WRITE_EXTERNAL_STORAGE" />
<uses-permission android:name=
"android.permission.ACCESS_NETWORK_STATE" />
<uses-permission android:name=
"android.permission.GET_ACCOUNTS" />
<uses-sdk android:minSdkVersion="8" />
<application android:icon="@drawable/icon"
android:label="@string/app_name">
<activity android:name=".HelloWorldActivity"
android:label="@string/app_name"
android:configChanges="orientation|keyboardHidden">
<intent-filter>
<action android:name="android.intent.action.MAIN" />
<category android:name=
"android.intent.category.LAUNCHER" />
</intent-filter>
</activity>
<activity android:name="com.phonegap.DroidGap"
android:label="@string/app_name"
android:configChanges="orientation|keyboardHidden">
<intent-filter>
</intent-filter>
</activity>
</application>
</manifest>

Depending on the nature of your development project, you will likely want to
change the android:minSDKVersion element to reflect the minimum SDK ver-
sion required for the application:

<uses-sdk android:minSdkVersion="8" />
Save the changes, exit the text editor, and return to Eclipse.

The final step is to create the index.htm1 file that will be the main interface for the
PhoneGap application. In Eclipse, right-click the www folder in the Package
Explorer and select New and then File. In the New File dialog, enter index.html as
the file name, and then click Finish. Double-click the newly created file, and
Eclipse will load the file into the HTML editor window. Paste in the HTML from
the HelloWorld3 application from Chapter 2.
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Save your changes, and select Run from the Eclipse Run menu. Eclipse will launch
the default Android emulator you have defined and start the application. When it
loads, you should see a screen similar to what is shown in Figure 3-14.

HelloWorld3

This is a PhoneGap application that
makes calls to the PhoneGap APIs.

PhoneGap (version 1.0.0)
Android google_sdk (version 2.3.4).

F"F“T"Wr_“[—ﬂ_"ﬂ—

SRR
T P O

Figure 3-14 Android HelloWorld application running in the emulator

Using Command-Line Tools

For developers who want to do Android development using a different editor than
Eclipse or just prefer to use command-line tools, you can manage Android proj-
ects directly from the command line. The information provided in this section cov-
ers this topic at a high level; you can find additional details on the build process at
the Android Developer web site (http://developer.android.com).


http://developer.android.com
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To create a new Android application project, open a terminal window (Macintosh)
or command prompt (Windows), navigate to the Android SDK tools folder, and
then issue the following command:

android create project --target 14 --name HelloWorld --path

c:\dev\HelloWorld --activity HelloWorldActivity
--package com.phonegapbook.helloworld

The Android tools will create an Android project folder structure at the specified
location and create the necessary source and configuration files for the project.
Figure 3-15 shows a sample of the output from the process.

Launching Unix Applications from the Command Line

When launching applications from the command line in Unix (which applies to comput-
ers running Macintosh and Linux), when you navigate to a folder where the application
resides, you must predicate the application name with a ./ in order to launch the applica-
tion. For example, to launch the Android application on Mac OS, the command begins
with ./android and then includes any command-line options being passed to the
application on launch.

-
BN Command Prompt |ﬂlﬂ—hj

IC=~android-sdkstools>android create project ——target 14 —name HelloWorld —-path

c:\%ﬁu\HelloHorld ——activity HelloWorldActivity ——package com.phonegaphook.hellfis

oo K

Created project directory: c:swdeuvsHelloWorld

Created directory C:xDevsHellolWorldhsrchcomsphonegaphookyhelloworld

Added file c:“devsHellolWorldisrchcomiphonegaphookihelloworldiHellollorldActivity.
REUE

Created directory C:x\Dev:Hellollorldires

Created dlrectory G: \Deu\HelloHolld\hln

Added file c:“dev:HelloWorld res values strings.xml
Created directory C:xDevvHelloWorldirezslayout
Ndded file c:wdev:HellolWorldiresslayoutsmain.xml

Created directory C:DevsHelloWorldsressdrawable—hdpi
Created dlrectory G:sDevsHellolWorldsressdravahle— mdp1

Ndded file c:™dev:Hellolorld\proguard.cfyg
C:vandroid-sdk\tools>

& J

Figure 3-15 Creating an Android project using command-line tools

Table 3-1 describes the command-line options used during this process.
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Table 3-1 Android Tools Create Project Command-Line Options

Parameter Description

Target Identifies the Android API level used for the project. Each API
version is incremented sequentially with each Android release.
On my development system, the target of 14 refers to the
Android 2.3.3 SDK. The available SDK targets will vary
between Android SDK installations. To see a list of available
SDK targets, open a command prompt or terminal window,
and navigate to the Android SDK tools folder; then issue the
following command:

android Tist targets

Name Optional; the name for the project. The value provided here will
be used as the application’s . apk file name. An . apk file is
the Android executable file.

Path The target directory path for the project’s files. The folder will
be created if it does not already exist.

Activity The name of the default Activity class defined within the
project; this is the activity that’s launched when the application
first starts.

Package The Java package name for the application.

At this point, the project is exactly the same as the project created within Eclipse
(it’s actually this process that Eclipse uses behind the scenes to create new Android
projects). To convert this new Android project into a PhoneGap project, complete
the steps outlined in the previous section to modify the project’s files with the
appropriate PhoneGap components and code.

To build your new PhoneGap project using the command-line tools, you will need
to install Apache Ant (the installation steps are provided in Appendix C) and then
open a terminal or command prompt window, navigate to your project’s root
folder, and issue the following command:

ant debug

The Ant Build script included with the Android project will call the Java compiler
and build a debug version of the Android application that can be deployed to an
Android device (or Android emulator) for testing. Figure 3-16 shows an example
of the build process output. The executable application file, the HelloWorld-
debug.apk file, will be located in the project’s bin folder.
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-
BN Command Prompt |E|EI-£—L-J

[javac] Compiling 1 source file to C:“\Dev:Hellollorld-bin“classes
—post—compile:
—obhfuscate:
—dex:
[echo]l Converting compiled files and external libraries into C:xDeuHellolo
rldvbinsclasses . dex...
Fpackage-resources:

[echo]l Packaging resources
[aapt] Creating full resource package...

—package—-debug—=zign:
[apkbuilder] Creating HelloWorld-debug—unaligned.apk and signing it with a debug
key...

idebug :
[echo]l Running zip align on final apk...
[echo]l Debug Package: C:“Deuv:Hellolorld~bin“HelloWorld-debhuyg.apk

BUILD SUCCESSFUL
Total time: 3 seconds

iG:“DevsHelloWorld?>

& A

Figure 3-16 Building a PhoneGap application using the command-line tools

To build a version of the application for distribution to production devices, issue
the following command:

ant release

Android applications must be signed before they can run on an Android device.
The details of this part of the process are beyond the scope of this book. Refer to
the Android developer web site at http://developer.android.com/guide/publishing/
app-signing.html for additional information about application signatures and the
signing process.

Testing Android PhoneGap Applications

When it comes to testing and debugging a PhoneGap application, developers have
the option of using the Android emulator or running the application on a physical
device. The information provided in this section covers this topic at a high level;
you can find additional details on the debugging process at the Android developer
web site (http://developer.android.com).

The ability to test and debug an application on a device or emulator is built into the
Eclipse plug-in. As shown previously, simply launch the emulator or load onto a
device directly from the IDE. The following sections provide information on how
to test PhoneGap applications using the command-line tools.


http://developer.android.com/guide/publishing/app-signing.html
http://developer.android.com/guide/publishing/app-signing.html
http://developer.android.com
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Using the Emulator

When working with the command-line tools, you can easily deploy Android appli-
cations directly from a terminal or command prompt window.

When testing using the Android emulator, the first thing you must do is launch the
Android SDK and AVD Manager highlighted in Figure 3-6; then select one of the
emulators you have defined, and click the Start button. It may take a while, but the
selected emulator will launch and wait for your input. Once the emulator is run-
ning, you must install the application being tested. From the Android SDK tools
directory (c:\android-sdk\tools\, for example), install the application’s .apk
file on the emulator using the following command:

adb install <file_path>\<application>.apk

In this example, <file_path> refers to the folder where the file is located, and
<app1ication> refers to the executable file name for the application. By default, the
application’s executable (the application’s . apk file) will be located in the project’s
bin folder. For the HelloWorld application highlighted in this chapter, the project
was created in c: \dev\He1ToWor1d and the file name is He1ToWor1d-debug, so the
command to install the application on the simulator would be as follows:

adb install c:\dev\HelloWorld\bin\HelTloWorld-debug.apk

Installing on a Device

Before you can run your application on a device, you must ensure that USB debug-
ging is enabled on the device. The setting can be located on most Android devices
by launching the Settings application and selecting Applications, then Develop-
ment, and finally USB debugging.

Warning: To be able to test on a live device, your computer system must be able to
recognize an Android device when it’s connected to the system via a USB cable. If

@ you connect a device and it’s not recognized by the system, you must resolve any
connectivity issues before continuing.

Once your device is set up and connected via USB, navigate to the Android SDK
platform-tools/ directory (c:\android-sdk\platform-tools\, for example),
and install the . apk on the device using the following command:

adb -d install <file_path>\<application>.apk
The -d parameter passed to adb instructs the program to install the application to a

physically connected device (rather than to an emulator). This process will return
an error if more than one device is connected to the computer.
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Configuring a bada
Development
Environment for
PhoneGap

Bada is a mobile device operating system released by Samsung in 2010. Devices
for this OS are not available in the United States today, but bada devices are cur-
rently popular in Europe and Asia. The current version of the bada files for
PhoneGap do not support the currently version of the bada SDK; instead, it
requires an older version that is not currently available for download. You will
have to already have a version of the bada SDK earlier than version 2.0 installed in
order to build PhoneGap applications for bada. As the PhoneGap project team
adds support for the current version of the bada SDK, an updated version of this
chapter will be available on the book’s web site at www.phonegapessentials.com.

The bada development tools will run only on computers running Microsoft Windows,
so you’ll need to have a Windows PC or a Macintosh running a Windows virtual
machine (VM) to install the tools. Before getting started with the bada SDK, you
will need to install the PhoneGap framework, but unfortunately as of the time of
this writing, the PhoneGap files installed using the instructions provided in Appen-
dix A don’t contain the project files you need to build PhoneGap applications for
bada. It’s possible that by the time you read this, the PhoneGap files will be
updated to include the complete set of bada files. In the meantime, additional
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instructions are provided within this chapter for downloading and installing the
correct files for PhoneGap bada development.

The free bada development tools are implemented using the Eclipse IDE, so you
will also need to install the Oracle Java Developer Kit using the instructions pro-
vided in Appendix B.

According to the most current documentation for the bada components of
PhoneGap, the current version provides support for only the Acceleration, Cam-
era, Compass, Device, Geolocation and Network APIs.

Downloading and Installing the Correct
PhoneGap bada Files

For PhoneGap versions up to and including version 1.4.1, the default PhoneGap
download available at www.phonegap.com/download-thankyou doesn’t include
the project files needed to build PhoneGap applications on the bada platform. I've
spoken with the developer responsible for PhoneGap’s bada support, and he has
indicated that he will try to get the files updated in a subsequent release of the
framework.

To verify whether your existing PhoneGap framework installation (installed using
the instructions provided in Appendix A) contains the necessary project files, open
Windows Explorer, and navigate to the folder where the PhoneGap files have been
extracted. Then navigate to the bada folder and look for the .badaprj and . cpro-
ject files shown in Figure 4-1. If the files are there, you have what you need and
can skip the remainder of this section.

If you don’t see these two files, you will need to download a separate package from
the Apache Cordova Git repository. Open your browser of choice and navigate to
https://git-wip-us.apache.org/repos/asf?p=incubator-cordova-bada.git; Figure 4-2
shows the contents of the page. This is the location for the project within the Apache
Incubator; the location will likely change once the project makes it out of the
Apache Incubator, or, who knows, maybe they’ll change the project name yet
again.

On the page, click the “snapshot” link at the top of the list of commits, as high-
lighted in the figure. This will start a download of the latest version of the
PhoneGap bada project files. Save the file in an appropriate location, and then
extract the files. The files are currently saved in tar. gz format, so you may have to
do some additional work to extract the files since Windows may not automatically
recognize the format; the files extract easily using WinZip (www.winzip.com).


www.phonegap.com/download-thankyou
www.winzip.com
https://git-wip-us.apache.org/repos/asf?p=incubator-cordova-bada.git
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m@g

@uv| . v John M. Warge » Downloads » incubator-cordova-bada-916f0af » - | +3 | | Search incu... O [
File Edit View Tools Help
Organize + Include in library » Share with + Burn Mew folder §= » [0 @
=
< Favorites MName Date modified Type Size
Bl Desktop . lcons 2/6/20127:42 PM File folder
& Downloads inc 2/6/20127:42 PM File folder
7 Recent Places Res 2/6/2012 7:42 PM File folder
src f6/2012 7:42 PM File folder
- Libraries L -badapr /2012 4:12 PM BADAPR] File
@ Documents || «cproject E /2012412 PM  CPROJECT File
J’ Music L .gitignore /2012 4:12 PM Text Document
[E] Pictures L | -project 1/27/2012 412 PM PROJECT File
B videos | application.xml /2012412 PM XML Document
|| LICENSE 1/27/2012412PM  File
Ll Computer E] manifest.xml 1/27/2012 4:12 PM XML Document
Q'_i Local Disk (C:) = README.md 1/27/2012 412 PM MD File
L@ Shared Folders (\\wmware-host) (| | VERSION 1/27/2012 4:12 PM File
“j Network
< ] r
l 13 items
-
Figure 4-1 PhoneGap bada project files
projects / incubator-cordova-bada.git / summary 7iF it
summary | shortlog | log | commit | commitdiff | tree commit EZ search: Fre
description  Apache Cordova bada
owner The Apache Software Foundation
last change Fri, 27 Jan 2012 21:12:00 +0000
shortlog
10 days ago Anis Kadn upating version 1.4.0rc [master| 140 m"’”"”"""""‘”‘""” <«
10 days age Anis Kadri ignoring unsed files commit | pommitdiff | tree | seapshot
2012-01-24 Anis Kadn Updating phonegap version ‘comit | commitdiff | ree | snapshot
2011-09-30  stevengill updated version to 1.1.0 110 commit | commitdiff | tree | seapshot
2011-07-29 stevengili updated version 1.0.0 ‘comit | commitdiff | ree | snapshot
2011-07-19  stevengill updated version 1.0.0m2 commit | commitdiff | ree | snapshat

Figure 4-2 PhoneGap bada Git repository

One last step has to be completed. The bada project download includes each of the
JavaScript files that make up the standard phonegap.js file, but the actual
phonegap.js file is missing. Using Windows Explorer, navigate to the res\
phonegap folder shown in Figure 4-3. Double-click the phonegap.bat file high-
lighted in the figure, and a batch process will run that will concatenate each of the
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JavaScript files into the phonegap.js file your PhoneGap applications will
utilize.

f PSET—)
@'\:j" . » lohn M. Wargo » Downloads » incubator-cordova-bada-916f0af » Res » phonegap - |€,|| Search pho... ,Dl
File Edit View Tools Help
Organize « Open Share with + Print Burn New folder = ~ [0 @'
MNarmne : Date modified Type Size

W Favorites

Bl Desktop 1=|, accelerometer,js 1/27/2012 412 PM  JScript Script File
4 Downloads l|I:|, camera.js 1/27/20124:12 PM  JScript Script File
=l Recent Places l|I:lI COoMmpass.js 1/27/2012 412 PM  JScript Script File
1=|, contact.js 1/27/2012 412 PM  JScript Script File
7 Libraries LI, debugconsole.js 1/27/2012 412 PM  )Script Script File
3 Documents l|I:|, device,js 1/27/20124:12 PM  JScript Script File
& Music 1L filejs 1/27/2012412 PM  JScript Script File
=/ Pictures 1=|, geolocation js 1/27/2012 412 PM  JScript Script File
E Videos l|I:|, network.js 1/ 12412 PM  JScript Script File
lL:i, notification.js 1/27/2012 412 PM  JScript Script File
1% Computer 1=|, phonegap.base.js 1/27/2012 412 PM  JScript Script File
& Local Disk (C:) | phonegap.bat 1/27/2012 412 PM  Windows Batch File
¥ Shared Folders (\wmware-host) (. l|I:|| position.js 1/27/20124:12 PM  JScript Script File
?ﬂ Network

1% ymware-host
18 WIN-DITPHPMRIL4

| 1 r

= .| phonegap.bat Date modified: 1/27/2012 412 PM Date created: 1/27/2012 412 PM
‘4“.5; Windows Batch File Size: 167 bytes

Figure 4-3 PhoneGap bada project folder

As you can see, for bada, the PhoneGap project team has broken the naming con-
vention for the phonegap. js file. For most other platforms, the file name includes
the PhoneGap version number; for bada, it does not.

Creating a bada PhoneGap Project

Once the PhoneGap and bada SDKs have been installed, your development envi-
ronment is ready to create new PhoneGap projects. As you’ll see with some other
platforms, to create a new PhoneGap project for bada, instead of creating a new
project in the IDE, you will instead copy an existing project and modify its con-
tents to suit your needs.

Start the bada IDE using shortcuts installed in the Windows Start menu. When the
program first launches, it will display a start page similar to the one shown in Fig-
ure 4-4. Click the Workbench icon highlighted in the figure.
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© bada C++ - bada IDE CLEX

File Edit Source Refactor Mavigate Search Project Run window Help
() Welcome: 3. i =

bada

Copyright @ 2010 5 am sung Electronics o, Lrd

00
<

o

. -
°F &l

Overview API Reference Devcloper Guide  Application UI Guide Workbench

B

Figure 4-4 bada IDE start page

As is normal with Eclipse-based IDEs, the program will prompt you to select the
default location for the developer workspace used to store project files. You can
either accept the default value or specify a different location as appropriate for
your needs.

Once the workspace loads, open the File menu, and then select Import; the IDE
will open the Import wizard shown in Figure 4-5. Expand the bada section as
shown in the figure, select bada Application Project, and then click the Next
button.

The bada IDE will then display the Import Projects dialog shown in Figure 4-6.
Select the “Select root directory” option as shown in the figure, and then click the
Browse button to the right of the input field. The standard Windows folder selec-
tion dialog will appear; navigate to the folder where you extracted the bada project
files, and click the Done button to continue. When you complete this step cor-
rectly, the Import Projects dialog will list a PhoneGap project called Cordova
under the list of projects, as shown in Figure 4-6.
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Select
\

Import bada application project. | E - 5 I

Select an import source:

(= General

E Dutput Messages
= CJC++

= s

[ Plug-in Development
[ Remate Systems
[ RunjDebug

[ Tasks

= Team

©)

Figure 4-5 bada IDE Import wizard’s Select dialog

< Import

B

Import Projects
Select a directory to search For existing Eclipse projects,

-
(&) Select root directory: | Clincubator-cordova-bada-06a6095 ‘ Browse...
() Select archive file: | ‘ Browse. ..
Projects:
Cordova (Cihincubator-cordova-bada-06a6095) Select all

Deselect Al

Copy projects into workspace
‘wiorking sets
[[]add project to working sets

Select...

@

Figure 4-6 bada IDE: Import Projects dialog
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Select the “Copy projects into workspace” checkbox, and then click the Finish
button to continue. The IDE will copy the project files to the workspace and dis-
play a screen similar to the one shown in Figure 4-7.

© bada C++ - Cordova/Resfindex. html - bada IDE (=13
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- //Get the appInfo DOM element
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var element = document.getElementEyId('appInfo'):

5/ License
2] manifest.ml //replace it with specific information about the device running the application
£ READMEmd @ ) element.innerHTHL = 'PhoneGap (version ' + device.phomegap + ')<br />' + device
=] resource : Cordova 52 =8
</scripte
B (= 2400400 / v
B Farms </head>
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B BE'U BUDUD <nixHelloWorldd</hl>
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-L"C:/bada/1.2.1/IDE/workspace/Cordova/ 1ib" —shared —-o"PhoneGap.exe" ./sro/Accelerometer.o 2
D me .
H Wrikable Insert 7152

Figure 4-7 bada IDE

For PhoneGap projects, the index.htm1 and associated files (such as CSS and
JavaScript files plus any images and other content files) are stored in or beneath the
Res folder. Expand the Res folder in the Project Explorer, and click the index.htm1
file to open it in the editor, as shown in Figure 4-7. At this point, you can make
whatever changes you want to the application’s source files and begin testing your
application.

The default project in the download includes settings related to the configuration
of the IDE of the developer who created the project. Before you run the applica-
tion, you will have to clean up the project files. In the bada IDE, open the Project
menu and select Clean; the IDE will display a dialog similar to the one shown in
Figure 4-8. Click the OK button, and the IDE will process the project folder and
delete any files left over from a previous build of the project.
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C Clean |;|E]

Clean will discard all build problems and built states, The projects will be
rebuilk From scratch,

(%) Clean all projects () Clean projects selected below
O

Figure 4-8 bada IDE Clean dialog

bada projects also require a manifest file; the starting project has one included
with it, but you won’t be able to use that manifest for your application. The process
for creating a profile and its associated manifest file plus updating the project with
your new manifest file is described in the following section.

Creating a bada Application Profile

bada uses an application profile to define settings for applications that are sold
through their proprietary application storefront, the Samsung Apps Store. An
application profile’s settings are defined in a manifest file (manifest.xm1), which
must be included in the root folder of any bada application project and added to the
project’s properties. You can create internal use or test applications using a default
manifest file created by the IDE, or you can create a separate profile for each appli-
cation either within the IDE or from the bada developer web site.

For most mobile platforms, this part of the process is completed right before you
submit to the appropriate application store, but with bada development, it can be
part of the initial application project setup as well. For PhoneGap development,
you create a new bada project by importing an existing one, so you’ll need to have
your own profile available to add to the new project later.

To create an application profile, log into the bada developer web site using the cre-
dentials created at the beginning of the chapter. From the landing page, select the
My Applications menu (highlighted in Figure 4-9), and then select Application
Manager.
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m Signin | Signup  Englsh 200 [}
Developers
Library Dev Tools Forums Support Events _) My Applications #

The new bada Developers, ,
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* New Design & Functional Layout!
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# New Supported Language : Korean >

Featured + Beginning with bada Developer + bada 2.0 Power App Race [ New Featured Vid
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J + bada Documentation
o + Korea Wave3 LDC
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2 Here you will find bada References
O
Q9 B." bada 2.0 Lecture Video
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looking for Korean bada applications bada
+ For Other platform Developers \;v:é:rsﬂmwzll\lnmake our everyday life young

Port your application to bada. Now, 12
articles are newly posted for android

get“ Samsung Apps &=

Figure 4-9 Samsung bada developer web site

On the page that opens, select the Create a new Application ID button, as shown on
the right side of Figure 4-10.

m slcome JohnWargo  Signout | Profile  English &H=20] Q
Developers

Library Dev Tools Forums Support Events My Applications %

Application Manager & Hore > My Applications

Search My Application My Application List Create a new

Application 1D

@ Application Name
& Application ID

© Want to see more activity here?
Q Add some contacts or create something.

+Create a New Application ID
Recently Created

Figure 4-10 bada Application Manager

In the first step in the process, you must define a unique name for your application.
The site will open a pop-up window that prompts you for the application name (as
shown in Figure 4-11) and then validates the name’s uniqueness against all other
bada applications before allowing you to continue the process. Only after you
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have registered a unique name can you continue to provide a description of the
application and then move to the next step. Click the OK button to continue.

Check Application Name Availability x

Please enter your Application Name

Ex) testhpp
HelloPhoneGap “
Your A Name, HelloP is valid for entry.
Would you like to register HelloPhoneGap as your Application
Name?

Figure 4-11 bada Application Manager: checking bada application name availability

On the next page that appears, enter a description of the application, as shown in
Figure 4-12, and then click the Create button to continue.

Velcome John Warge = Signout | Profile | English | #=20 Q
badaveveiopers [
Library Dev Tools Forums Support Events My Applications #
Application Manager #& Home = My Applications = Application Manager = Created New Applicaiton ID
Guide Create New Application ID

Application Name
Your Application Name must be
4 and 20 alphanumeric charai
in length. The only symbals a
the dash (-"Jand u
Note that the Application Name may
change when itis registered at Samsung
Apps.

Description
A plaintext description of your application.

Input your Application Name and

scription! Required fields

Application Name " \ejiophoneGap Check Duplication

Description This is a sample PhoneGap application for bada.

4
47 /100 characters.

Figure 4-12 bada Application Manager: adding an application description

At this point, the application profile has been created, and the site will display the
confirmation page shown in Figure 4-13. Before you continue, you must define at
least one application version for the application. Click the Add a New Application
Version link highlighted in Figure 4-13.
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Library Dev Tools
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devices
For detailed information andusage

Application ID #
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HelloPhoneGap # Modify

This is a sample PhoneGap application for bada.

© Your Application ID has been created.

Mow add a new Application Version that you wish to develop.
+ Add a New Application Version (—

Figure 4-13 bada Application Manager: profile confirmation

On the next page that appears, enter a version number for the application, and then
click the Save button, as shown in Figure 4-14. Notice how Samsung limits the
major and minor version numbers to 35.

Library Dev Tools

bmmwelopers

Forums Support Events

felcome JohnWargo | Signout | Profile | English | 20| a

My Applications  #

< Back to Version List

Added Application versions

Application Manager

# Home = Wy Applications = Application Manager = Set your Application Version

You have noversions

Guide

What is Application Version?
You can revise the application version
number as your application matures and
is upgraded. The supported range of
application version numbers vary from
0.0.1t0 35.35.1295

Set your Application Version

Application ID #

w12i037csz

HelloPhoneGap

This is a sample PhoneGap application for bada.

Versio Number : 1 . O . 0

 What is Application version?
You can only enter a version number between 0.0.1 and 35.35.1295. Example: 35.35.1295

3 Major feature upgrade (0 ~ 35)
¥: Minor feature upgrade (0 ~ 35)
Z: build number or patch number (0 ~ 1295)

Save

Figure 4-14 bada Application Manager: setting the application version
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Next you will need to define the bada platform version you will be developing for.
On the confirmation page shown in Figure 4-15, click the Select the bada API Ver-
sion link highlighted in the figure.

m elcome John Wargo Signout | Profile | English = al20] a
Developers
Library Dev Tools Forums Support Events My Applications #
Application Manager 0 Home = 1y Aopleations = Appleston Hanaser = Version Prafile
<¢ Back to Version List

i ot i Get the ID
Selected Application Version HelloPhoneGap s Modify o —
100 B Application ID 3

This is a sample PhoneGap application for bada
Dates w12i037¢csz
Version Created: Feb 26,2012
Version Updated: Feb 26,2012
Version Information © Your Application Version Profile has been created.
) Now Select the bada AP| Version that you wish to develop.
bada APl Version: Unselected WheTTSetETtyKeEp Trmatthe manifestxmi file configuration may differ according to the API Version &
Application Type.

Download Manifests
You have not added profile units
Now select the bada API Version and
complete the Application Profile.

Figure 4-15 bada Application Manager: application version profile created

On the page that appears, the Application Manager will prompt you to select the
version of the bada SDK the application will use (API version) plus the type of
application that is being created, as shown in Figure 4-16. Select the appropriate
options for the application, and then click the Save button. The form should default
to SDK version 2.0, but since you’re working with an older version of the SDK for
PhoneGap development, you will want to change the selection to match the SDK
version you’re using.

At this point in the process, the Application Manager will display a page similar to
the one shown in Figure 4-17. What you need to do next is configure application-
specific security settings for the application. Click the Select your Privileged API
Group link highlighted in Figure 4-17.
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mnevelopers

Library Dev Tools
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Figure 4-16 bada Application Manager: selecting API version and application type
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Selected Privileged APl Group
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Figure 4-17 bada Application Manager: API version profile created

91



92

CHAPTER 4 CONFIGURING A BADA DEVELOPMENT ENVIRONMENT FOR PHONEGAP

From the page that appears (shown in Figure 4-18), you can enable or disable as
needed specific API permissions for the application profile. In this example, I've
cropped the page to show only a few of the available options; when doing this for your
own application profiles, you will see a much larger list of options. In Figure 4-18, the
settings for access to the camera and image capture capabilities are expanded and
enabled for this particular application as are settings related to working with web con-
tent. If the PhoneGap application you’re building doesn’t use either of those device
features, you can disable access to those features within the application by deselect-
ing the checkboxes shown. If you don’t set these options correctly, any portion of

your application that uses an API that is not enabled here will not work.

mnﬁelopers
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Figure 4-18 bada Application Manager: enabling API capabilities
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You can also upload an existing manifest file to capture API settings already
defined for a different application. To do this, click the Choose File button on the
top of the page, and select the manifest file you want to use.

Click the Save button to complete the API profile. The Application Manager will
display a page similar to the one shown in Figure 4-19. Next you need to select the
device feature set for the application. To do this, click the Select your Device Fea-
ture Set link highlighted in Figure 4-19.

m clcome JohnWarge = Signout | Profile | English | S0l a
Developers
Library Dev Tools Forums Support Events My Applications #
AppIICatlon Manager & Home = WMy Applications = Application Manager = Application Version Profile
< Back to Version List
i oot i Get the ID
Selected Application Version HelloPhoneGap 3 Modify e —
100 = Application ID
— This is a sample PhoneGap application for bada

Dates w12i037csz
Version Created: Feb 26,2012
Version Updated: Mar 14,2012

. . _ Selected Privileged APl Group #* NModity
Version Information  # Modify
bada AP Version: 1.2 CAMERA, IMAGE, WEB_SERVICE
Download Manifests
You have not added profile units
Mow select the bada API Version and Selected Device Feature Set

complete the Application Profile.

© Gotothe setup page to proceed with the next step] Select vour Device Feature Set. (—

Figure 4-19 bada Application Manager: API capabilities created

The site will display a page similar to the one shown in Figure 4-20. Since there
was only one device type supported with the bada 1.2 SDK, all you will need to do
here is click the Save button shown on the bottom of the figure to continue.

Next you will see the page shown in Figure 4-21. From this page, click the Down-
load manifest.xml button highlighted in the figure to download the application’s
manifest file to the local system. You will need this when you build your applica-
tion in the bada IDE.

Atany time, you can go back and update the settings for your application or create
a profile for the next version of the application. When you return to the Applica-
tion Manager, the list of defined profiles will display. Simply click the applica-
tion’s name to modify the settings or add a new application version.
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Figure 4-20 bada Application Manager: selecting target devices

Once you have a manifest file, you can add it to your PhoneGap project by right-
clicking the project in the IDE’s Project Explorer and selecting Properties. In the
dialog that appears, expand the bada Build option, and then select Manifest Infor-
mation, as shown in Figure 4-22.

Click the Import button at the bottom of the dialog, and then select the manifest
file you just created. After you’ve selected the file, click the OK button to save the
updated project properties. At this point, the application is ready to run with your
application manifest instead of the one included with the PhoneGap project.
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Figure 4-21 bada Application Manager: completed profile

Testing bada PhoneGap Applications

To launch an application in the bada emulator, right-click a project, open the Run
As menu, and then select bada Emulator Web Application. The IDE will launch
the bada device emulator and then load and execute the selected bada application.
Figure 4-23 shows the HelloWorld3 application from Chapter 2 loaded in the
emulator. The application source code had to be modified to accommodate the
location of the phonegap. js file within the bada project’s folder structure.
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Figure 4-22 bada project properties manifest settings
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Figure 4-23 bada device emulator
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Configuring a
BlackBerry
Development
Environment for
PhoneGap

This chapter includes the instructions to follow to install and use the BlackBerry
development tools to build PhoneGap applications for both BlackBerry smart-
phones and BlackBerry PlayBook tablet devices. To complete the steps outlined,
you must first perform several installation steps using instructions provided else-
where in the book:

1. Install the PhoneGap framework using the instructions provided in
Appendix A.

2. (Windows only) Install the Oracle Java Developer Kit (JDK) using the
instructions provided in Appendix B.

3. (Windows only) Install Apache Ant using instructions provided in
Appendix C.

Once you’ve completed those steps, you're ready to start work on PhoneGap
applications for BlackBerry.
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Installing the BlackBerry WebWorks SDK

As mentioned in Chapter 1, BlackBerry PhoneGap applications are essentially
BlackBerry WebWorks applications (a special kind of BlackBerry application)
with some extra PhoneGap stuff baked in. To build PhoneGap applications for
BlackBerry, you must leverage the BlackBerry WebWorks SDK. The tools consist
of a series of command-line tools you use to create, build, and test WebWorks
applications.

WebWorks Eclipse Plug-In

RIM used to distribute an Eclipse plug-in that could be used to build WebWorks applica-
tions but announced in 2011 that it would be ending support for the product at the end
of the year. So, that’s why you’re stuck with command-line tools for PhoneGap develop-
ment on BlackBerry.

To download the BlackBerry WebWorks SDK, point your browser of choice to
www.blackberry.com/developers. On the WebWorks page, select the Tools &
downloads option, and then download the latest version of the WebWorks SDK for
the BlackBerry device for which you will be developing applications. The file is
pretty large, so it may take a while to download; the toolkit includes the SDK as
well as server components and device simulators needed to test applications for
BlackBerry.

Note: If you will be supporting both BlackBerry smartphones and the BlackBerry
PlayBook tablet, you will have to download and install separate SDKs for each.
Beginning with BlackBerry 10 devices, RIM is expected to use a single SDK for both
device platforms.

The Macintosh and Windows installation steps are essentially the same: Once the
download has completed, launch the downloaded file to start the installation pro-
cess, and follow the prompts until the process completes.

On Windows systems, experience has proven that many Java applications have
difficulty running from a location that contains spaces in the folder name. Other
applications also seem to have difficulty running within the restricted security
environment on Microsoft Windows Vista and Windows 7. For these reasons, it’s
recommended to install the WebWorks SDK off the root of the system’s hard drive
rather than in the Program Files folder.
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For the WebWorks PlayBook SDK installation, you will also need to download
and install the Adobe Air SDK from www.adobe.com/go/getairsdk and the
VMware Player application (needed to run the PlayBook Simulator).

Signing Keys

You will need to register for a set of BlackBerry application-signing keys before you
can deploy an application fo a real device. RIM’s security architecture for Black-
Berry applications requires that any application that runs on a BlackBerry device
must be signed by RIM. Part of this signing process involves acquiring a set of keys
and installing them on the system requesting the signatures. The keys are free and
easy fo obtain, although it sometimes takes RIM three or more days to generate
and distribute keys once requested.

You can find additional information about the signing process on the BlackBerry
Developer’s web site at http://us.blackberry.com/developers/javaappdev/
codekeys.jsp. The process is also well documented in Chapter 12 of BlackBerry®
Development Fundamentals (www.bbdevfundamentals.com).

Creating a BlackBerry PhoneGap Project

When you installed the PhoneGap project files, included with them is a sample
project that demonstrates a wide range of PhoneGap project features. Figure 5-1
shows the sample project’s folder. Unfortunately, there’s currently no simple way
to create a new blank BlackBerry project using the files provided, but I hope this
will be changed in an upcoming release. You’ll have to copy the existing sample
project and then remove the code and any extra files included in the project.

phonegap.com/start#blackberry) includes instructions that indicate that you can
execute an ant command to create a new BlackBerry smartphone or tablet project.
This was a feature of earlier versions of PhoneGap (prior to version 1.0) and is no
longer a supported option. Ideally someday someone from the PhoneGap documen-
tation team will remove that reference from the Getting Started guide.

@ Note: The PhoneGap Getting Started guide for BlackBerry development (http://

To create a new BlackBerry PhoneGap project, simply copy the sample project
folder shown in Figure 5-1 to a new folder, and then modify the contents of the
index.html file (located in the www folder) to suit the needs of your application.
For the web application code used throughout the remainder of this chapter, we’ll
use the HelloWorld3 application used in Chapter 2.


www.adobe.com/go/getairsdk
http://us.blackberry.com/developers/javaappdev/codekeys.jsp
http://us.blackberry.com/developers/javaappdev/codekeys.jsp
www.bbdevfundamentals.com
http://phonegap.com/start#blackberry
http://phonegap.com/start#blackberry

100 CHAPTER 5 CONFIGURING A BLACKBERRY DEVELOPMENT ENVIRONMENT FOR PHONEGAP

= |3
@uv| .« Local Disk (C:] » phonegap-13 » BlackBerry » sample » - |""?| Search sample pel |
File Edit View Tools Help
Organize v Include in library = Share with + Burn Mew folder B= » [ @]
%
& Favoir Name Date modified Type Size
£ Favorites
Bl Desktop lib 1/4/2012 7:17 PM File folder
4 Downloads | wWww 1/4/2012 9:08 AM File folder
| Recent Places !‘I blackberry.xml 12/18/2011 5:53 PM XML Document
] build.xml 12/18/2011 5:53 PM XML Document
) Libraries & playbockxml 12/18/2011 5:53 PM XML Document
|5 Documents | project.properties 12/18/2011 5:53 PM  PROPERTIES File
.J'f Music
[E] Pictures
E Videos
- Computer
£, Local Disk (C)
L Shared Folders (Vwrmware-host) (
“ﬁ Network
1M ymware-host
< i 3
' 6 items
- g

Figure 5-1 PhoneGap BlackBerry WebWorks project files

For BlackBerry WebWorks projects, RIM uses a W3C standard called the Widget
Packaging and XML Configuration to define a file (config.xm1) that contains set-
tings that control part of the application build process. You can find the detailed
information about the standard at www.w3.org/TR/widgets. By default, the
config.xml file will be located in a PhoneGap project’s www folder. For each
PhoneGap application, you will need to modify the contents of this file with set-
tings for your application. A sample config.xm1 file is shown here.

BlackBerry WebWorks config.xml File

<?xml version="1.0" encoding="UTF-8"7>

<!--
Widget Configuration Reference:
http://docs.blackberry.com/en/developers/deliverables/15274/
-—>

<widget xmIns="http://www.w3.0rg/ns/widgets"
xmIns:rim="http://www.blackberry.com/ns/widgets"


www.w3.org/TR/widgets

version="1.0.0.0">

<nhame>Hello World</name>

<description>

CREATING A BLACKBERRY PHONEGAP PROJECT

A sample PhoneGap application.

</description>

<license href="http://opensource.org/licenses/alphabetical">

</Ticense>

<!-- PhoneGap API -->

<feature id="bTlackberry.

version="1.0.0.0" />

system" required="true"

<feature id="com.phonegap" required="true"

version="1.0.0" />

<feature id="bTlackberry.

version="1.0.0.0" />

<feature id="blackberry.

version="1.0.0.0" />

<feature id="blackberry.

version="1.0.0.0" />

<feature id="bTlackberry.

version="1.0.0.0" />

<feature id="blackberry.

version="1.0.0.0" />

<feature id="blackberry.

version="1.0.0.0" />

<feature id="bTlackberry.

version="1.0.0.0" />

<feature id="bTlackberry.

version="1.0.0.0" />

<feature id="blackberry.

version="1.0.0.0" />

<feature id="bTlackberry.

version="1.0.0.0"/>

<feature id="blackberry.

version="1.0.0.0"/>

<feature id="blackberry.
<feature id="bTlackberry.

<!-- PhoneGap API -->

<access subdomains="true"
<access subdomains="true"

<!-- Expose access to all

protocols -->

<access subdomains="true"

<icon rim:hover="false"

find" required="true"
identity" required="true"
pim.Address" required="true"
pim.Contact" required="true"
io.file" required="true"
utils" required="true"
io.dir" required="true"

app" required="true"
app.event" required="true"
system.event" required="true"
widgetcache" required="true"
media.camera" />

ui.dialog" />
uri="file:///store/home" />
uri="file:///SDCard" />
URIs, including the file and http
uri="*" />

src="resources/icon.png" />
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<icon rim:hover="true" src="resources/icon_hover.png" />

<rim:loadingScreen backgroundColor="#000000"
foregroundImage="resources/loading_foreground.png'
onFirstLaunch="true">
<rim:transitionEffect type="fadeOut" />
</rim:loadingScreen>

<content src="index.html" />

<rim:permissions>
<rim:permit>use_camera</rim:permit>
<rim:permit>read_device_identifying_information
</rim:permit>
<rim:permit>access_shared</rim:permit>
<rim:permit>read_geolocation</rim:permit>
</rim:permissions>

</widget>

Table 5-1 briefly describes each of the elements in the file. Additionally, an excel-
lent reference for the settings in the config.xm1 file can be found at www.tinyurl
.com/78q8sgr.

Table 5-1 Config.xml Elements

Element Description

Name The name of the application. The text provided here will appear on the Black-
Berry home screen below the application’s icon.

Keep the application’s name short and clear; it has only limited space assigned to
it on the BlackBerry home screen and is not as valuable if the BlackBerry OS has
to truncate it to make it fit on the screen.

Description | A description of the application. The text provided here will be displayed in the
BlackBerry Application Manager application. It’s used to help a user understand
the purpose of a particular application installed on a BlackBerry device.

License Represents the software license under which the application is released.

Feature Identifies a particular API feature used by the application. A developer must list
each API family the application uses. This is used by the BlackBerry Device
Software to validate which APIs are used against what permissions the user has
granted the application during installation or at a later time. This is part of RIM’s
standard application security infrastructure.

The list of values provided in the default config.xm1 file should represent all of the
possible options included in the PhoneGap application runtime container. It’s best to
leave the default list as shown; even though a particular PhoneGap application you
create might not make use of one of the APIs listed, Java code for calling the APIs is
still in the PhoneGap application container and therefore needs the feature enabled.

continues
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Table 5-1 Config.xml Elements (continued)

Element

Description

Access

Defines the external resources the application can access (file, network). You can
list each external resource individually, or you can use the asterisk to allow access
to any resource. Examples of each are shown in the earlier sample file.

If you don’t define an entry for a particular resource, the application will not be
able to access that resource and won’t display an error message either.

Icon

Specifies the file resource URL for the application icons used by the application.
Use the rim:hover="true" attribute to define that a particular icon is used when the
application is selected on the BlackBerry home screen. Use rim:hover="false"
for the alternate, unselected icon.

Loading
Screen

Used to define settings for the application’s load screen. As the PhoneGap application
loads, the settings defined here will define what appears as the application
initializes.

Content

Specifies the start page for the application. By default, most applications will use
index.htm1, but if your PhoneGap application needs for whatever reason to use a
different HTML file, then you would provide the file name here.

Permissions

Specifies the specific security permissions the application requires be enabled on
the BlackBerry device. The required permissions listed here are used to prompt the
user during installation to enable the settings required for the application. If the user
disables one of the required permissions, the portion of the application that needs
the permission will not function.

Using your text editor of choice, edit the application’s config.xm1 file as needed
with the appropriate settings for your application, and then save your changes. At
this point, the application is ready to be built.

Building BlackBerry PhoneGap Applications

The default PhoneGap project includes an Ant script that manages the process of
building the application plus some additional tasks that help with testing and
deploying a PhoneGap application. The script is in a file called build.xm1, and it
is located in the root of the PhoneGap project folder. I’ll cover the options for that
particular file in a minute.

Beginning with PhoneGap 1.3, the PhoneGap development team added support
for WebWorks tablet applications (applications built for the BlackBerry PlayBook
tablet). With older versions of PhoneGap, all of the supported build processes
were implemented in the build.xm1 file. Beginning with PhoneGap 1.3, the Ant
script (described later) calls out to the blackberry.xml or playbook.xm1 file
depending on the platform for which the application is being built.
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Configuring the Build Process

The build process leverages configuration settings defined in a WebWorks project
properties file called project.properties. This file is located in a WebWorks
project’s root folder and contains settings that tell the build script where to locate
BlackBerry-specific applications that are used during the build, test, and packag-

ing process. An example project.properties file is shown here.

BlackBerry project.properties File

FHoF o H o R H H H R o H H H H R H H H HH H KWW

BlackBerry WebWorks Packager Directory

The BlackBerry WebWorks Packager (bbwp) is required for
compiling and packaging BlackBerry WebWorks applications for
deployment to a BlackBerry device or simulator. The bbwp
utility is installed with the standalone BlackBerry WebWorks
SDK, and as part of the BlackBerry Web Plugin for Eclipse.

Please specify the location of the BlackBerry WebWorks
Packager in your environment.

Typical Tocation of bbwp for standalone BlackBerry WebWorks
SDK installation:
C:\Program Files (x86)\Research In Motion\BlackBerry
Widget Packager

Typical Tocation of bbwp for BlackBerry Web Plugin for
Eclipse installation:
C:\Eclipse-3.5.2\pTlugins\
net.rim.browser.tools.wcpc_1.0.0.201003191451-126\wcpc

The ANT script is brittle and requires you to escape the
backslashes. e.g. C:\some\path must be C:\\some\\path

Please remember to:
- DoubTle escape your backslashes (i.e. \ must be \\)
- Do not add a trailing slash (e.g. C:\some\path)

bTlackberry.bbwp.dir=C:\\Program Files\\Research In Motion\\

BlackBerry WebWorks Packager

playbook.bbwp.dir=C:\\Program Files\\Research In Motion\\

#

BlackBerry WebWorks SDK for TabletOS 2.1.0.6\\bbwp

(Optional) Simulator Directory
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# If sim.dir is not specified, the build script will use the

# simulator directory within the Blackberry WebWorks Packager.

blackberry.sim.dir=C:\\Program Files\\Research In Motion\
BlackBerry WebWorks Packager\\simpack\\6.0.0.227

# (Optional) Simulator Binary

# If sim.bin is not specified, the build script will attempt
# to use the default simulator in the simulator directory.
#blackberry.sim.bin=9800.bat

# (Optional) MDS Directory

# If mds.dir is not specified, the build script will attempt

# to use the MDS that 1is installed with the Blackberry

# WebWorks Packager.

blackberry.mds.dir=C:\\Program Files\\Research In Motion\\
BlackBerry WebWorks Packager\\mds

# BlackBerry Code Signing Password

# If you leave this field blank, then the signing tool will
# prompt you each time

blackberry.sigtool.password=

# Playbook Code Signing Password

# If you leave these fields blank, then signing will fail
playbook.sigtool.csk.password=
playbook.sigtool.pl2.password=

# BlackBerry Simulator Password

# If you leave this field blank, then you cannot deploy to
# simulator

blackberry.sim.password=

# Playbook Simulator IP

# If you leave this field blank, then you cannot deploy to
# simulator

playbook.sim.1ip=

# Playbook Simulator Password

# If you Teave this field blank, then you cannot deploy to
# simulator

playbook.sim.password=

# Playbook Device IP

# If you Teave this field blank, then you cannot deploy to
# device

playbook.device.ip=
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# Playbook Device Password
# 1If you Teave this field blank, then you cannot deploy to

# device

playbook.device.password=

Table 5-2 lists a brief description of the relevant configuration options defined in
the project.properties file. The BlackBerry and PlayBook development kits (at
least for the moment) use different SDKs to build their applications. Since the
project.properties file has to support configuration options for both SDKs,
each of the properties defined within the file are predicated with a blackberry. or
playbook. to indicate to which platform the property applies.

Table 5-2  Project.properties Configuration Options

Setting

Description

bbwp.dir

Specifies the location for the WebWorks SDK installed at the beginning of
the chapter. If the WebWorks SDK was installed to its default location, the
value for this setting should be correct. If installed in a different location,
the value should be changed to point to the current location.

sim.dir

Specifies the folder location for the device simulator that will be used to test
this application. This value is important only if you will be launching the
simulator using the build script described later in this section. If you omit
this value, the build process will use the default simulator included with the
WebWorks SDK.

sim.bin

Specifies the name of the batch file for the device simulator that will be used
to test this application. This value is important only if you will be launching
the simulator using the build script described later in this section. If you
omit this value, the build process will use the default simulator listed in the
simulator folder.

mds.dir

Specifies the folder location for the MDS simulator that will be used when
testing this application. If you omit this value, the build process will use the
default MDS simulator included with the WebWorks SDK.

Since the MDS simulator is included with the WebWorks SDK and the
program is rarely updated, there is little likelihood that you will ever need to
change this setting.

sigtool.password

Specifies the password you have assigned to secure the keys used by the
BlackBerry signature tool to sign applications. By providing a value here,
you bypass the need to type in the password every time the build process
needs to sign an application being built.

D ' /_ Folder Tips: When specifying folder paths in the project.properties file, be

= sample file.

~ sure to use double backslashes and to omit training backslashes as shown in the
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The device simulators included with the WebWorks SDK can access local
resources, but when they need to access data or applications residing on a network
server, they leverage the BlackBerry Mobile Data System (MDS) server to pro-
vide that access. Included with the WebWorks SDK is a full-featured version of
the BlackBerry MDS server component. The Ant scripts used to test PhoneGap
applications (described later in the chapter) will automatically load the MDS sim-
ulator before loading the appropriate device simulator. When the MDS simulator
launches, it will open a text-based window similar to the one shown in Figure 5-2.
During testing of your application on a BlackBerry simulator, you’ll want to leave
this window open. It will display a series of entries every time the device simulator
requests and receives data from a network resource such as a web server.

BN C\Windows\system32\cmd.exe - java -classpath classpath\activation janclasspath\bmdsjanclass... ‘ilﬂ‘ﬂ_hj

itarted. THREAD = SRPHQueuesManager?>
[<2011-09-82 14 38.198 EDT>:[381:<MDS-CS_MDS>:<DEBUG)>:<{LAYER = GPAK, EUVENT = §
itarted,. THREAD pakLaverLoverLayerListeningThread:UDP>
Sep 2, 20811 2: 8 PM org.apache.catalina.core.StandardEngine start
Servlet Engine: Apache Tomcat,5.5.23
B :38 PH_urg.apache.catalina.core.StandanHust start

idation disable
- 1 2:01:38 PM org.apache.catalina.startup.ContextConfig defaultWebConf i

INFO No (lefault weh.xml
Sep 2. 2811 :38 PM org.apache.catalina.core.fApplicationContext log
INFO: Admini t1onCDntlollel (Status):init
Sep 2. 2I11 8 PM org.apache.catalina.core.ApplicationContext log
INFO: SDEsmds
8 PM org.apache .catali re _fApplicationContext log
onController (Statist sinit
8 PM org.apache.catal core.ApplicationContext log
SDEmds
8 PM org.apache.coyote.httpll . HttpliBaseProtocol init
H Coyote HTTP~1.1 on http-2888@
Zep 2, 20811 8 PM org.apache .coyote_httpll HttpiiBaseProtocol start
INFO: Starting Coyote HTTP-1.1 on http-28R8A
(gﬂll B:)BZ 14:81:38.589 EDT>:[421: (HDS GS_MDS>:<DEBUG>:<{LAYER = SCM. Weh Server|
tarte

Figure 5-2 BlackBerry MDS simulator window

For additional information on the capabilities provided by MDS, refer to Chapter 4
of my other mobile development book, BlackBerry® Development Fundamentals
(www.bbdevfundamentals.com).

Using your text editor of choice, modify the project.properties file as needed
for your particular system’s configuration and save your changes, and you’re ready
to build your application.

Executing a Build

To build a BlackBerry PhoneGap application, open a command prompt or terminal
window, navigate to the project’s root folder, and issue the following command:

ant blackberry build

Ant will read its instructions from the build.xm1 file included with the project
and perform the steps needed to build the application.
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To build a PlayBook PhoneGap application, issue the following command:

ant playbook build

A sample listing of the output from this process is shown here:
Buildfile: C:\Dev\PhoneGap\BlackBerry\sampTle\build.xm1l
bTackberry:

build:

generate-cod-name:
[echo] Generated name: PhoneGapSample.cod

clean:
[deTete] Deleting directory C:\Dev\PhoneGap\BlackBerry\
sample\build

package-app:
[mkdir] Created dir:
C:\Dev\PhoneGap\BlackBerry\sample\build\widget
[copy] Copying 9 files to
C:\Dev\PhoneGap\BlackBerry\sample\build\widget
[zip] Building zip:
C:\Dev\PhoneGap\BlackBerry\sampTle\build\PhoneGapSample.zip

build:
[exec] [INFO] Parsing command Tine options
[exec] [INFO] Parsing bbwp.properties
[exec] [INFO] Validating application archive
[exec] [INFO] Parsing config.xml
[exec] [WARNING] Failed to find the <author> element
[exec] [INFO] PopuTlating application source
[exec] [INFO] Compiling BlackBerry WebWorks application
[exec] [INFO] Generating output files
[exec] [INFO] BlackBerry WebWorks application packaging
complete

BUILD SUCCESSFUL
Total time: 21 seconds

C:\Dev\PhoneGap\BTackBerry\sample>

If everything is configured correctly and the files are all in the right locations, at
this point you’ll have a compiled version of the application all ready to go.
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During the build process, the script will create a new folder called bui1d under the
project’s root folder. Within that folder are two folders that are important when it
comes to deploying your application to BlackBerry smartphones: OTA Install and
Standard Install. The OTA Install folder contains the files you will need to deploy
the application over the air (OTA), pushed to devices by the BlackBerry Enterprise
Server (BES). The files located in the Standard Install folder can be used to manu-
ally install an application (discussed later), be pulled down to a device from a web
server, or be deployed through the BlackBerry App World. Each of these options is
described in detail in Chapter 16 of BlackBerry® Development Fundamentals
(www.bbdevfundamentals.com).

Besides the build command used in the previous example, the build.xm1 file
also contains code supporting command-line options for the following processes:

* Tload-device

e Toad-simulator
e package-app

e clean

e clean-device

* clean-simulator

e help

To view information about each of these options, issue the command ant help in
the same command prompt window used to build the application. The script will
display usage instructions for each of the available options.

Testing BlackBerry PhoneGap Applications

To test the application, you have two options: You can test in the BlackBerry simu-
lator, or you can test on a physical device. This section contains instructions for
how to execute each option.

Testing on a BlackBerry Device Simulator

To test your PhoneGap application on a BlackBerry device simulator, open a com-
mand prompt, navigate to the project’s root folder, and issue the following
command:

ant blackberry load-simulator
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The build script will load the BlackBerry MDS simulator and then load the appro-
priate device simulator (BlackBerry or PlayBook) using default options for the
WebWorks SDK or using the specific settings you added to the project’s project
.properties file.

For BlackBerry devices, the location for the application’s icon will vary depend-
ing on which version of BlackBerry Device Software the simulator is running. For
newer BlackBerry Device Software versions, the application’s icon can typically
be found in the Downloads folder, but in some cases it’s loaded directly on the
Home Screen, as shown in Figure 5-3.

llackBerry

= Fledge Simulated Netw...

Tue 13 Mar 12:'”

Figure 5-3 BlackBerry HelloWorld PhoneGap application icon

Note: You can change the icon used for the application by copying the icon file to the
project’s resource folder and modifying the project’s config.xm] file to point to
the new icon file name.
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When you click the application’s icon, the application will load and display a
screen similar to the one shown in Figure 5-4.

llackBerry

HelloWorld3

This is a PhoneGap application that
makes calls to the PhoneGap APIs.

PhoneGap (version 1.0.0)
3.0.0.100 9800 (version 6.0.0.227).

Figure 5-4 BlackBerry HelloWorld PhoneGap application

To test your PhoneGap application on a BlackBerry Playbook device simulator,
issue the following command to load the application onto the simulator:

ant playbook load-simulator

You will need to launch the simulator manually and configure the options in the
project.properties file to load the application on the PlayBook simulator.
Refer to the PlayBook developer resources web site at www.blackberry.com/
developers for additional information on how to configure and use the PlayBook
simulator.

For PlayBook tablets, the application will load onto the device’s home screen. The
PlayBook does not currently support the concept of folders for grouping applica-
tion icons. To launch the application, simply touch the application icon on the
device screen.

Testing on a Device

To test your PhoneGap application on a physical BlackBerry device, connect a
device to the system using a USB cable, open a command prompt, navigate to the
project’s root folder, and issue the following command:

ant blackberry Tload-device

The build script will load the application on the physical device.
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You can also use the BlackBerry Javal.oader program (javaloader.exe) to load
the application onto a physical BlackBerry device. Navigate to the WebWorks
SDK installation’s bin folder, and then execute the following command:

Javaloader.exe -u Toad codfilename.cod

In this example, codfilename refers to the relative path to the application’s com-
piled executable (the . cod file), which for the current example is as follows:

Javaloader.exe -u Toad c:\dev\phonegap\BlackBerry\HelloWorld\
Build\StandardInstall\HelloWorld.cod

JavalLoader will connect to the device over the USB cable and transfer the applica-
tion’s files to the device. Once the process has completed, you can navigate to the
application’s icon on the device’s home screen and launch the application.

To test your PhoneGap application on a physical PlayBook device, connect a
device to the system using a USB cable, open a command prompt window, navi-
gate to the project’s root folder, and issue the following command:

ant playbook load-device
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Configuring an iOS
Development
Environment for
PhoneGap

This chapter includes the instructions to follow to install and use the Apple
development tools to build PhoneGap applications for iOS. You must have a
Macintosh computer running Macintosh OS X in order to be able to build applica-
tions for iOS.

Registering as an Apple Developer

To access developer-related content on Apple’s web site, you must first register as a
developer in Apple’s developer program. Apple keeps a very tight rein on its devel-
oper community; registration is free, but you will also need to join one of the
developer programs before you can download the latest version of Xcode (Apple’s
proprietary IDE for Macintosh OS and iOS development) or deploy any iOS appli-
cations to individual devices or through Apple’s App Store. The following devel-
oper programs are available:

 Individual: For individual developers creating free or commercial iOS
applications for distribution through Apple’s App Store
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* Company: For commercial developer organizations creating free or
commercial 10S applications for distribution through Apple’s App Store

e Enterprise: For organizations building iOS applications for distribution
through a private, enterprise App Store (for business applications)

e University: For higher educational institutions that include iOS develop-
ment in their curriculum

There’s a yearly membership fee for each of the listed programs except for the
University program. You can find more information on the different program
options at http://developer.apple.com.

Installing Xcode

Once you have registered for the appropriate Apple developer program, it’s time to
install Apple’s development tools on your Macintosh computer. iOS development
is performed using Xcode, which is available as a free download from the Apple
App Store provided you have the appropriate Apple developer program member-
ship. To install Xcode, launch the App Store application on your Macintosh and
enter Xcode in the search box in the upper-right corner of the application window.
The App Store will return a list of several options; click the Xcode option, and the
application will display a screen similar to the one shown in Figure 6-1. Click the
Free button, and then click the Install button that appears (in the same screen loca-
tion) to begin the installation process.

Xcode is a very large download, so it will take some time to download and install
the application. When you click the Install button in the App Store application,
Xcode isn’t actually installing; instead, the Xcode installer application is being
downloaded and installed on the system. Once the Xcode installer’s installation
completes, there’s still another installation that has to happen before you can start
writing i10S applications using Xcode. Confused?

You’ll be able to tell when the App Store download and installation completes,
because the button on the Xcode page in the App Store says Installed rather than
Free or Install. At this point, you can close the App Store application, and then
open the Launcher application. Then switch to the Launcher’s last page, as shown
in Figure 6-2, and look for the Install Xcode application highlighted in the figure.
Launch that application to begin the actual Xcode installation process, and navi-
gate through the prompts until the installation completes.


http://developer.apple.com
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Xcode

Xcode provides everything developers need to create great applications for Mac, iPhone,
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IDE analyzes the details of your project to identify mistakes in both syntax and logic, if
W

What's New in Version 4.1.1
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Figure 6-2 Xcode installation icon

Adobe Help

Install Xcode

115



116 CHAPTER 6 CONFIGURING AN 10S DEVELOPMENT ENVIRONMENT FOR PHONEGAP

Once you’ve completed the Xcode installation, you must now install the PhoneGap
project files and the Xcode plug-in used to create PhoneGap applications for iOS.
Refer to Appendix A for complete instructions.

Creating an iOS PhoneGap Project

With Xcode and the PhoneGap plug-in installed, you’re ready to begin building
PhoneGap applications for iOS. Note that the instructions and example screen
shots in this section are for Xcode version 4.

When you launch Xcode for the first time, you will see a screen similar to the one
shown in Figure 6-3. Select “Create a new Xcode project” to start the process. If
you’ve used Xcode previously and have the checkbox for “Show this window
when Xcode launches” disabled, then you will need to open the Xcode File menu
and select New Project.

@00
Recents
Version 4.1 (4B110)
" Create a new Xcode project = ~ Norecents
v Start building a new Mac, iPhone or iPad L= ]
b application from one of the included templates
— Connect to a repository
m“ Use Xcode's integrated source control features to
! _ work with your existing projects
= Learn about using Xcode
H Explore the Xcode development environment with
the Xcode 4 User Guide
Go to Apple's developer portal
Visit the Mac and i0S Dev Center websites at
- developer.apple.com No Selection
Open Other... IEShaw this window when Xcode launches [ Cancel ] [ Open J

Figure 6-3 Xcode: welcome screen

Xcode will prompt you to select the type of project you will be creating. Select the
option for iOS Applications on the left side of the window, as shown in Figure 6-4.
Select the option for PhoneGap-based Application and click the Next button.
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Choose a template for

your new project:

T

Framework & Library

=8 0 =

Other
Mavigation-based OpenGL ES PhoneGap-based Split View-based
‘__ Mac 05 X Application Application Application Application
Application ;
Framework & Library S . "
Application Plug-in
System Plug-in
Other Tab Bar Application Utility Application View-based Window-based
Application Application
‘I
|
|
m PhoneGap-based Application
PhoneGap
This template provides a starting point for a PhoneGap based application. On first run, it will
create the www folder. You must drag and drop in the www folder into your project (as a folder
reference). Then just modify the www folder contents with your HTML, CSS and Javascript.
| Cancel | Previous

Figure 6-4 Xcode: new project window

Xcode will prompt you for a product name for your project and a company identi-
fier, as shown in Figure 6-5. The product name and company identifier are concat-
enated together to form what should be a unique identifier for the particular project
being created. When the appropriate options have been defined for your applica-
tion, click the Next button to continue.

Choose options for your new project:

)\

Praduct Name | Hellowarld

Company Identifier [cum. phongapbook

Bundle Identifier com.phongapbook HelloWaorld

Cancel |

Figure 6-5 Xcode: defining project naming options

| Previous | FN&*&-A
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Xcode will then prompt you to select the destination folder for the new project, as
shown in Figure 6-6. Select or create the appropriate folder location for the proj-
ect, and click the Create button to continue. Note the option for creating a local Git
repository for the project; as discussed later in the book, the IDE’s integration with
Git can make building applications using PhoneGap Build a simpler process.

[«|» ||z

FAVORITES
EL Al My Files

= Apple t...nkgoth.jpg

L &% Development [
% Applications @l PhoneGapLib =
[=] Desktop [ Snagit !
™ Documents [ virtual Machines :
_H vocuments

w0 ™ Weathered...eather.png
0 Downloads @ workspace i
i\~ Movies
J7 Music
(& Pictures
SHARED

=l dinsdale =

Source Control: M Create local git repository for this project

Xcode will place your project under version control

| New Folder | I. Cancel .I | Create |

Figure 6-6 Xcode: defining the project location

At this point, Xcode will create the necessary 1OS project folders and source files
for the application. When completed, Xcode will display its workspace window
similar to the one shown in Figure 6-7.

The left side of the window contains the navigator area that lets you browse the
folder and file structure for the project. On the right is the editor area, which is cur-
rently displaying summary information for the application. You can switch
between the tabs (Summary, Info, Build Settings, Build Phases, and Build Rules)
to see the different possible options for the application’s configuration. The avail-
able options won’t be covered here; instead, we’ll focus only on the PhoneGap-
related topics. There are many great books on iOS development that should be
referenced for a detailed discussion of Xcode and iOS development.

In the project summary, you will want to enter a version number for the applica-
tion and then select the supported device orientations for the application. Many a
PhoneGap developer has forgotten to enable the necessary options here and has
been frustrated when the PhoneGap application will support only a single
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orientation (which is the default for iOS projects). There will be good reasons for
some applications to support only one or two orientations, but in general you will
probably want to enable all available options here for most applications. The
PhoneGap application runtime container will fire an event that will allow your
web application to execute code to deal with orientation changes as they happen,
but only when you enable the correct options here.

eoe

) @ (=] Eos @Eoo (@

Scheme i Editor View Organizer

| < b | [Helloworld

B HelloWorld - HelloWorld.xcodeproj

Run Stop
& =08 [

w] PROJECT

| Summary | Info Build Settings Build Phases Build Rules

v ] Helloworld
» K3 PhoneGap.framework
¥ [_|Resources

¥ | | Capture.bundle

1 Hellowerld

|05 Application Target

TARGETS

Identifier

Version

com.phongapbook.Helloworld

Build 1.0

» [_]en.lproj
» [ es.lproj
»[_Jicons
» [_|splash
¥ [_|Classes
|h] AppDelegate.h
|m| AppDelegate.m
¥ [ | Plugins
|| README
» [ Supporting Files
» [ ] Frameworks
P || Products

Deployment Target | 3.1 ]

¥ iPhone / iPod Info

Main Interface |

Supported Device Orientations

0 =

Portrait Upside Landscape Landscape

Down Left Right

App lcons

Retina Display

Modernize Project

Launch Images

Add Target

+ | OEE S

Figure 6-7 Xcode: new PhoneGap project

The Summary tab also displays the application icons and launch screens in use for
the application. These images populate with default PhoneGap project images, but
for any production application, you should provide your own custom images. To
change the image for any of these options, right-click an image, and select an
appropriate option from the menu that appears: Select File, Show in Finder, or
Delete.

The PhoneGap Xcode project in its current state doesn’t have access to the web
content it needs to provide the application with its user interface or application
logic. The last part of the process includes some counterintuitive steps that may
not make much sense but are still required in order to make this work. These steps
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are not required for earlier versions of Xcode and may no longer be required for
more recent versions of PhoneGap as they are released.

Launch the new PhoneGap project by clicking the Run icon in the upper-left cor-
ner of the Xcode window. Xcode will build the application, launch the default
iPhone simulator, and then display the error message shown in Figure 6-8. Don’t
panic; this is expected behavior. For some reason, the PhoneGap new project wiz-
ard doesn’t create the web content files when the project is first created; instead, it
creates them the first time the application is launched, and even then it creates
them in what appears to be the wrong location. At this point, close the iPhone
simulator by opening the iOS Simulator menu and selecting Quit iOS Simulator.

a

Carrier = 9:02 AM (==

: dtart Page at 'www/index.html’ was
l ERROR: S Pag : index.html]'
not found.

Figure 6-8 First launch of a new PhoneGap application in the iPhone simulator

Next, open Finder and navigate to the folder where you created the Xcode project,
as shown in Figure 6-9. Notice the www folder highlighted in the figure; it contains
the default web content files for the new PhoneGap project. What you’re going to
need to do here is drag the www folder onto the project in Xcode. Do not drag the
www folder onto the project’s folder in Finder, but instead drag it onto the PhoneGap
project’s entry in the Xcode navigator area, as shown in Figure 6-10.

[ HsN3] (i Documents
<> | = iE e =R Q
FAVORITES Name 4| Date Modified Date Created Sizd
= = w About Stacks Aug 2, 2011 10:35 AM Jun 10, 2011 6:33 PM 7.9M
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[ www ¥ [ Helloworld Today 9:04 AM Today 8:50 AM -
‘2" AirDrop » [ Helloworld Today 8:50 AM Today 8:50 AM -
.. Applications 2 HelloWorld. xcodeproj Today 8:50 AM Today 8:50 AM 81 K
> W owww Today 2:01 AM Today 9:01 AM -
s " PhoneGapLib Today 7:00 AM Today 7:00 AM ~
= » [ Snagit Aug 4, 2011 10:01 AM Aug 4, 2011 10:01 AM i
0 Downloads » [ virtual Machines Aug 22, 2011 9:25 PM May 21, 2011 8:14 PM -
H Movies L [:l workspace Yesterday 3:10 PM Yesterday 3:10 PM =
J4 Music
(& Pictures

SHARED

Figure 6-9 The PhoneGap project’s web content folder in Finder



CREATING AN 10S PHONEGAP Project 121

¥ | IHelloworld [
b &= PhoneGap.framework
v [;| Resources
» | | Capture.bundle
» || en.lproj
> |__| es.lproj
| 3 |__| icons
» [ splash
¥ | | Classes
@ AppDelegate.h
@ AppDelegate.m
¥ | | Plugins
|| README
> [:jSuppuning Files
» || Frameworks
» [ Products

Figure 6-10 Dragging a PhoneGap project’s web content into Xcode

To make this process easier, position Xcode and Finder so they take up only a por-
tion of the screen and are positioned next to each other. Drag the folder over, and
with the www folder contents positioned over the highest-level folder in the
PhoneGap project (as shown in Figure 6-10), release the mouse button. Xcode will
prompt you to select how copied the files are referenced in the Xcode project (Fig-
ure 6-11). Select the option “Create folder references for any added folders,” and
then click the Finish button to continue.

Choose options for adding these files:

Destination |_| Copy items into destination group's folder (if needed)

)\

Folders () Create groups for any added folders
() Create folder references for any added folders

Add to targets [ oA HelloWorld

| Cancel |[ Finish ]

Figure 6-11 Xcode: options for adding files to a project
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At this point, the new Xcode project will now have a reference to the web content
files it needs, and you should be able to see the contents of the www folder in the
Navigator area shown on the left side of Figure 6-12. Simply click the index. htm1
file in the navigator to open the file in the Editor area, as shown in the figure.
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Figure 6-12 A new PhoneGap project in Xcode

As shown in the figure, the default iOS project for PhoneGap contains instructions
and code designed to help a beginning PhoneGap developer build a better applica-
tion. For your applications, you will simply augment the provided code with the
appropriate HTML, CSS, and JavaScript for your application. For the example in
this chapter, we’ll use the code from the HelloWorld3 application from Chapter 2.

Testing iOS PhoneGap Applications

You’ve already seen how to launch a PhoneGap application in Xcode. Simply
select the iPhone or iPad simulator version you want to test on, and then click the
Run button in the upper-left corner of the Xcode Ul. Xcode will build the
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application, launch the selected simulator, load the application into the simulator,
and start the application. With the sample application code included in the default
PhoneGap project, the application will display the screen shown in Figure 6-13.

Carrier = 3:30 PM

HelloWorld3

This is a PhoneGap application that makes
calls to the PhoneGap APls.

PhoneGap {version 1.2.0)
iPhone Simulator iPhone Simulator (version

43.2).

- /

Figure 6-13 Sample PhoneGap application running in the iPhone Simulator
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Configuring a Symbian
Development
Environment for
PhoneGap

On the Symbian platform, PhoneGap applications are implemented as Web
Runtime (WRT) widgets, a standard application type for Symbian devices. With
WRT, a web application’s files are simply packaged into a compressed file before
being deployed to mobile devices. There are some similarities here with the W3C
widget specification described in Chapter 5, but since WRT widgets predate the
specification, they are configured and packaged differently.

Symbian PhoneGap applications can be built on systems running Macintosh OS,
Linux, or Microsoft Windows. Before getting started with Symbian development,
you will need to install the PhoneGap framework using the instructions provided
in Appendix A. In addition to the default PhoneGap files to build PhoneGap appli-
cations for Symbian, you will need to install the Nokia Web Tools as well as have
access to the Make command-line utility.

Installing the Nokia Web Tools

Nokia offers a complete suite of tools for web development on the Symbian plat-
form called Nokia Web Tools. Unfortunately, the most recent editions of the Nokia
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SDK removed support for testing WRT applications with a simulator. To be able to
work with PhoneGap applications on Symbian, you will need to download version
1.2 of Nokia Web Tools located at www.tinyurl.com/7b7nyng. Do not download
the latest version of the SDK.

Download the appropriate file for the operating system your development system
is running, launch the installer, and then follow the prompts to complete the
installation.

@ Note: The Nokia Web Tools SDK has an automatic update facility built in. Since we

require version 1.2 of the SDK, you cannot allow the automatic update to happen.

Assuming you will want to use your favorite web content editor for PhoneGap
development, most of the tools included in the download will likely go unused.
The important tool for PhoneGap development is the web application simulator
(called Web App Simulator on Windows and WebSDKSimulator on Macintosh OS),
which will be described at the end of the chapter.

Installing the Make Utility

The default PhoneGap project for Symbian includes a makefile used by the Make
utility to package the application for distribution to Symbian devices. Macintosh
computers already include the appropriate files needed to process the makefile.
For systems running Microsoft Windows, you will need to install additional
software.

For Windows users, point your browser of choice to www.cygwin.com, and down-
load the Cygwin installation file setup.exe. Launch the Cygwin installation pro-
gram, and follow the prompts to install the software.

By default, Cygwin installs a minimal set of applications. At one point during the
installation process, the installer will prompt you to select additional packages to
install with Cygwin, as shown in Figure 7-1. For Symbian PhoneGap development,
you will need to add the Make and Zip utilities to the list of programs installed dur-
ing the installation.

You can either browse the categories listed in the dialog to locate the particular util-
ity or type the utility’s name in the search box on the dialog and press Enter. Once
you have located the utility, click the refresh indicator on the line for the particular
utility. This will change the option from Skip to the particular version of the utility
being installed, as shown in Figure 7-1. Once both required utilities have been
added to the installation, click the Next button to continue with the installation.


www.tinyurl.com/7b7nyng
www.cygwin.com
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Figure 7-1 Cygwin installation: Select Packages dialog

At the conclusion of the installation, you should have a Cygwin icon on the desk-
top. When you double-click the icon, a Windows command window will open and
display a dollar sign prompt indicating it is waiting for you to type in a command.
At this time, we won’t be using Cygwin, so type exit and press the Enter key to close
the Cygwin window. We'll get back to that later.

By default, Cygwin configures its start-up folder to point to the Cygwin installation’s
home folder (c:\cygwin\home\ in the default installation location). It’s likely your
PhoneGap application projects will be in a different folder, so you will need to recon-
figure Cygwin to use your source code folder as its root folder. This is accomplished
by setting the HOME environment variable in Windows. To do this, open the Win-
dows Control Panel, select System or right-click My Computer, and select Proper-
ties. In the System Properties application, click the Advanced System Settings tab,
and then click the Environment Variables button on the bottom of the window.

Windows will display a dialog that lists the environment variables defined in the
system. At the bottom of the dialog is the listing of system variables, the system-
wide environment variables that affect all users. Click the New button in the Sys-
tem variables section of the dialog, and Windows will display a dialog similar to
the one shown in Figure 7-2. Enter HOME in the Variable Name field, and for
Variable Value enter the full path pointing to the folder you will be using for source
code. Click the OK button to create the system variable, and then click OK again to
close the Environment Variables dialog.

To test the changes you just made, open a Cygwin command prompt by double-
clicking the Cygwin icon on the Windows desktop. At the command prompt, type
1s, and then press the Enter key; if everything is configured correctly, you should
see a directory listing of your source code folder.
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Environment Variable 3

New System Variable by
Variable name: HOME
Variable value: n‘::\dev

[oc ] [omai ]

System variables

Variable Value i
ComSpec C:\Windows\system32'cmd. exe [
FP_NO_HOST_C... NO

JAVA_HOME C:\Program Files\Javaljdk1.6.0_27
NUMBER_OF_P... 2 =

Figure 7-2 Adding a new Windows system variable

Creating a Symbian PhoneGap Project

The PhoneGap download package contains the skeleton of a simple Symbian
PhoneGap application you can use to create new PhoneGap projects. Figure 7-3
shows the file structure for the project. To create a new Symbian PhoneGap appli-
cation, simply copy the Symbian folder from the PhoneGap installation location to
your project’s source code folder, and then change the copied folder’s name to the
name of the new application project.

= g
@Q'| |. « phonegap-1.0 » Symbian » framework » www - |‘-,| Search www ,D‘
File Edit View Tools Help
Organize » Include in library Share with Bum MNew folder =« O @
4 | phonegap-10 + Mame Size Type Date modified Date created
i 4 Android - ”
2 i - | Icon.png 8KB PNG File 8/18/2011 3:38 PM 8/18/2011 3:38 PM
> j4 Bada
|¥| index.html 1KB Firefox Document 8/18/2011 3:38 PM 8/18/2011 3:38 PM
i . BlackBerry-WebWorks
i | Infa.plist 1KE PLIST File 8/18/2011 3:38 PM  B/18/2011 2:38 PM
1) Documentation s . . T
o T L phonegap js 58 KB JScript Script File 8/18/2011 3:38 PM 8/18/2011 3:38 PM
Wi 3
4 | Symbian |:
4 | framework
- e
> s v 4 m ¥
’ 4 items
b A

Figure 7-3 PhoneGap sample application for Symbian
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As shown in Figure 7-3, the project’s web content has been placed in the \ framework\
www folder. Edit the index.htm1 file and the other content in the folder to match
the needs of your application.

Configuring Application Settings

Options for a Symbian WRT widget are defined in an XML-based configuration
file called info.p1ist stored alongside the widget’s web content, as shown in Fig-
ure 7-3. A sample info.pTist file is shown here:

<?xml version="1.0" encoding="UTF-8"?7>
<!DOCTYPE plist PUBLIC “-//Nokia//DTD PLIST 1.0//EN"
“http://www.nokia.com/DTDs/plist-1.0.dtd">
<pTlist version="1.0">
<dict>
<key>DisplayName</key>
<string>HelloWorld</string>
<key>Identifier</key>
<string>com.phonegapbook.helloworld</string>
<key>Version</key>
<string>1.0</string>
<key>AlTowNetworkAccess</key>
<true/>
<key>MainHTML</key>
<string>index.html</string>
<key>MiniViewEnabled</key>
<false/>
</dict>
</plist>

The widget’s settings are defined as a dictionary of key/string pairs, as shown in the
example. For each key defined within the file, theres a corresponding string value
that defines the value associated with the key:

* DisplayName: Displays the string value displayed along with the widget’s
icon on the smartphone’s home screen

* Identifier: Unique identifier identifying the widget
* Version: The version number for the widget

* AllowNetworkAccess: Controls whether the widget is allowed to access
network resources (remote servers and so on)
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* MainHTML: Identifies the file name for the application’s start-up HTML page

* MiniViewEnabled: Controls whether the widget is designed to be a home
page widget, an application that renders a content area on the device’s home
screen

To change settings for a widget, simply open the file using your text or XML editor
of choice, make the appropriate changes for your widget, and save the file.

Modifying HelloWorld3 for Symbian

The HelloWorld3 application from Chapter 2 won't run on Symbian without mod-
ification. For a reason unknown to me, the onLoad event attribute for the HTML
<body> tag doesn’t work correctly, so you have to embed the code that adds the
deviceready event listener directly within the HTML header, as shown in the fol-
lowing example:

<!DOCTYPE html>
<html>
<head>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0, user-scalable=no;"/>
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>
<script type="text/javascript" charset="utf-8">

document.addEventListener(“deviceready", onDeviceReady,
false);

function onDeviceReady() {

//Get the appInfo DOM element

var element = document.getElementById('appInfo');

//replace it with specific information about the device

//running the application

element.innerHTML = 'PhoneGap (version ' +
device.phonegap + ')<br />' + device.platform + ' ' +
device.name + ' (version ' + device.version + ').';
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</script>
</head>
<body>
<h1>HelTloWorld3</hl>
<p>This 1is a PhoneGap application that makes calls to the
PhoneGap APIs.</p>
<p id="appInfo">Waiting for PhoneGap Initialization to
complete</p>
</body>
</html>

Packaging Symbian PhoneGap Projects

When you're ready to test the application in a simulator or deploy the application
to a device, you must first package the application. Packaging is essentially zipping
the application files into a zip archive and then changing the extension of the
archive from .zip to .wgz. If you want, you can zip up the files manually and then
change the file extension, but the Symbian PhoneGap project comes with a make-
file that can be used to automate the packaging process.

Note: When using a terminal window to navigate around in a file system, use the cd
command to change directories and the Ts command to list a folder’s contents.

On Macintosh computers, open a terminal window; then navigate to the project’s
root folder. On Windows computers, launch Cygwin; then navigate to the proj-
ect’s root folder. Type make and press Enter to start the process; the terminal win-
dow will display a series of messages as the application is packaged, as shown in
Figure 7-4. As you can see from the figure, the makefile first consolidates many of
the PhoneGap JavaScript libraries into a single file called phonegap. js, creates a
zip file containing the widget’s web content, and then renames the file to the appro-
priate .wgz extension.

At this point, the PhoneGap application has been packaged into a file called
app.wgz and can be loaded into the Symbian Web App Simulator or deployed to
a real device. To change the file name for the packaged application, edit the
makefile and change any references to app.wgz to the appropriate file name for
your application.
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Figure 7-4 Packaging a Symbian PhoneGap application using Make

Testing Symbian PhoneGap Applications

To test PhoneGap widgets for Symbian, launch the Symbian Web Application Sim-
ulator (the simulator application icon is labeled Web App Simulator on Windows
and WebSDKSimulator on Macintosh OS). When the simulator launches, it will
open two windows on the screen; the first is the toolbar (shown in Figure 7-5), a
sort of simulator controller that allows you to poke and prod at the simulator while
it’s running, and the second is the device simulator window (shown in Figure 7-6).
You will use the toolbar when loading widgets into the simulator and when debug-

ging widgets.

‘. . x B X

€ Ranad Location : iz Kayboa vEniz Wab Inspscior Dzvics Fropartisz

Figure 7-5 Symbian Web App Simulator toolbar

Note: If the option for the web simulator is missing, check to make sure you didn’t
inadvertently install a version of the Nokia Web Tools SDK newer than version 1.2.
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To test a PhoneGap widget, launch the simulator, click the File button on the tool-
bar, navigate to the folder where the widget’s .wgz file is located, and open the file.
The widget will load in the simulator and then display a screen similar to the one
shown in Figure 7-6.

HelloWorld3

This is a PhoneGap application that makes calls to the
PhoneGap APIs.

PhoneGap (version undefined)
5 5800 XpressMusic (version 0).

Figure 7-6  Symbian Web App Simulator

Notice that the HelloWorld3 application isn’t displaying as much device informa-
tion as with the same application on other platforms. It’s clear that the PhoneGap
development team has some work to do on Symbian.

The simulator represents a real device, and touch interactions with the device screen
are performed using the mouse. Use the Location and Accelerator buttons on the
toolbar to simulate a particular GPS location and control the perceived orientation
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of the device. Use the Events button to control events affecting the simulated device
such as adding or removing power or a memory card, receiving SMS or MMS mes-
sages, and more.

The toolbar also provides capabilities that help with debugging widgets. Click the
Web Inspector button to open the Web Inspector, as shown in Figure 7-7. The Web
Inspector is essentially the Eclipse debug window with styling to match the other
Nokia tools. You can click the different buttons across the top of the window to
inspect and interact with different aspects of the widget currently running within
the simulator including setting breakpoints, setting watches, evaluating variables,
and more.

sandbox:/ /36059199 /Users/jwargo/Librz
T [Ty aviceInfo) != 'object’)

| » Watch Expressions
| ¥ Call Stack

Jused
, ¥ Scope Variables
Not Faused

: ¥ Breakpoints

Figure 7-7 Symbian Web Inspector
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Configuring a Windows
Phone Development

Environment for
PhoneGap

Windows Phone is the most recent addition to the list of supported device plat-
forms for PhoneGap; support for Windows Phone was added to the PhoneGap 1.1
release. Setting up a development environment for Windows Phone is similar to
the i0S development setup; all you need to install is the standard development
environment and the default PhoneGap installation files, and you’re ready to go.

The Windows Phone development tools and device simulators are supported only
on Microsoft Windows. You will need a Windows PC or a Macintosh computer
running Windows or a Windows virtual machine in order to develop PhoneGap
applications for Windows Phone.

Installing the Windows Phone Development Tools

The Microsoft Windows Phone SDK 7.1 provides the complete suite of tools you
need to build mobile applications for the Windows Phone OS. Point Microsoft
Internet Explorer to http://create.msdn.com and follow the prompts to download
the SDK.
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Note: The Windows Phone SDK has some hefty system requirements; be sure that the
development system you have selected for Windows Phone development meets or
exceeds the minimum requirements.

The Windows Phone Emulator will run only on current hardware with hardware
graphics acceleration, so if you have an older machine, you should probably plan on a
video card upgrade. When you try to test PhoneGap applications on a system thatisn’t
supported by the emulator, the PhoneGap application won’t even display any content
on the emulator screen when it launches.

The SDK installer you downloaded won'’t take very long to download and consists
of a simple application that pulls down the full SDK components as needed during
installation. The SDK consists of Microsoft Visual Studio 2010 Express for Win-
dows Phone, Windows Phone Emulator, and several other tools that aren’t related
to PhoneGap development. There’s a lot of stuff included, so be sure to allocate a lot
of time for the installation. Launch the downloaded file and follow the prompts to
install the SDK. At the conclusion of the SDK installation, you will be prompted
to launch the Visual Studio; go ahead and do that, if only to confirm that the instal-
lation completed successfully.

Once you've verified that Visual Studio installed correctly, close Visual Studio, and
then install PhoneGap using the instructions provided in Appendix A. With the
PhoneGap files installed into Visual Studio, your system is ready for PhoneGap
development.

Creating a Windows Phone PhoneGap Project

To create a new PhoneGap project for Windows Phone, open Visual Studio; then
open the File menu and select New Project. In the dialog that appears, select
the Visual C# category in the navigator on the left side of the dialog. Select the
GapAppStarter option, provide a name and destination for the application, and
click the OK button, as shown in Figure 8-1.

Visual Studio will create a new PhoneGap project folder with a default index.htm1
and style sheet and open the IDE window. In the Solution Explorer shown on the
right side of Figure 8-2, expand the www folder, then double-click the index.htm1
file to open the file in the editor.
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To add new content to the application, simply add additional files to the Solution
Explorer either directly from within the IDE or manually from the file system (by
adding the files to the project’s folder on the hard drive). When new content is
added to the folder, you must refresh the project’s file manifest included in the
project. To do this, in the Visual Studio Solution Explorer for the project, right-
click the GapSourceDictionary.tt item and select Run Custom Tool; then fol-
low the prompts to execute the process. This will update the contents of the
GapSourceDictionary.xml file included with the project, which instructs
the packager on which content files to include with the packaged application.

One of the things the default sample application for Windows Phone does is add
some additional code to the project to enable a console log function, as shown in
bold in the following listing. As mentioned in Chapter 2, PhoneGap leverages the
console functions enabled by the WebKit rendering engine. On Windows Phone,
Microsoft is using its own rendering engine, so the WebKit features won't be avail-
able to the program. This code makes logging capabilities available within any
PhoneGap application.

<!DOCTYPE html>
<html>
<head>
<title>HelloWorld3</title>
<meta name="viewport" content="width=320;
user-scalable=no" />
<meta http-equiv="Content-type"
content="text/html; charset=utf-8"/>
<Tink rel="stylesheet" href="master.css" type="text/css
media="screen" title="no title" charset="utf-8"/>
<script type="text/javascript'>

// provide our own console if it does not exist
if(typeof window.console == "undefined") {
window.console =
{1og: function(str) {window.external .Notify(str);}};
}

// output any errors to console log, created above.
window.onerror=function(e) {

console.log("window.onerror ::" + JSON.stringify(e));
b
console.log("Installed console ! ");
</script>

<script type="text/javascript" charset="utf-8"
src="phonegap-1.1.0.js"></script>
<script type="text/javascript">
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function bodyLoad() {
document.addEventListener("deviceready",
onDeviceReady, false);
3

function onDeviceReady() {
//Get the appInfo DOM element
var element = document.getElementById('appInfo');
//replace it with specific information about the device
//running the application

element.innerHTML = 'PhoneGap (version ' +
device.phonegap + ')<br />' + device.platform + ' ' +
device.name + ' (version ' + device.version + ').';

}
</script>
</head>
<body onlLoad="bodyLoad() ;">
<hl>HelloWorld3</hl>

<p>This is a PhoneGap application that makes calls to the
PhoneGap APIs.</p>
<p id="appInfo">Waiting for PhoneGap Initialization to
complete</p>
</body>
</html>

Testing Windows Phone PhoneGap Applications

Visual Studio supports testing applications on the Windows Phone emulator and
on physical Windows Phone devices. When testing applications from within
Visual Studio, the execution target for the application is controlled by the option
selected in the toolbar drop-down highlighted on the right side of Figure 8-3.

File Edit View Project Debug Tools Window Help

Pl S | # a9 - ™ - | B Windows Phone Emulator i
Windows Phone Device
Windows Phone Emulator

i E AT E 2

Figure 8-3 Visual Studio toolbar

To test the application, open the Debug menu and select Start Debugging, press
the F5 key, or click the green triangle to the left of the target device drop-down field
shown in Figure 8-3. Visual Studio will do the following:

1. Build the application.
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2. (Optionally) Launch the emulator if selected as the target and not already
running.

3. Deploy the application to the selected target.

4. Launch the application on the emulator.

Using the modified version of the HelloWorld3 sample application from Chap-
ter 2, the default emulator will display a screen similar to the one shown in

Figure 8-4.

HelloWorld3

This is a PhoneGap application that
makes calls to the Pho

srsion 1.1)
eEmulator (version

Figure 8-4 Windows Phone emulator
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Using PhoneGap Build

As you can see from the previous chapters, building PhoneGap applications for
multiple mobile platforms can be a challenging endeavor. You have to install each
platform’s SDK, as well as IDEs, build tools, simulators or emulators, and more.
As you read through the chapters, you probably said to yourself, “There has got to
be an easier way!” Fortunately, there is. The PhoneGap Build service provides the
means to build PhoneGap applications in the cloud, without the need to install a
bunch of software on a developer workstation. All you have to do is write your
web applications using your web content editor of choice, upload the files to the
cloud, and then let PhoneGap Build do the rest.

PhoneGap Build currently supports the following mobile platforms:

* Android

* BlackBerry
* i0S

* Symbian

¢ webOS

This chapter will describe how to use the PhoneGap Build service. It’s important
to note that the service is still in beta and the UI for the service changes dramati-
cally on a regular basis. By the time you read this, it will look completely differ-
ent, although the process should be about the same (or similar) to what is
described here.
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The Fit

You may be asking yourself if PhoneGap Build is so cool, why would you ever
want to use the individual development SDKs to build your PhoneGap applica-
tions? With PhoneGap Build still in beta, there’s no clear information regarding
how widely adopted it will be by the PhoneGap community. The fact that it’s going
to be a for-fee service might also affect adoption of the service.

As you’ll see later in the chapter, PhoneGap Build currently uses a single applica-
tion icon and a single splash screen image for all versions of the application
(except for i0S). If your application needs a different branding or look and feel on
different platforms, then you will need to use the native SDK approach rather than
PhoneGap Build.

In my testing of the service, I found that the build process could be quite slow,
although this could have been caused by the service’s beta status. With Build, the
process of getting the built application onto a device, emulator, or simulator was
more cumbersome than it would be on some platforms using native SDKs or even
command-line tools. On platforms like Android or iOS, since there’s an IDE to
work with, saving your code and then building and deploying to a simulator or
emulator takes a matter of seconds.

If you’re like me, you’ll write code and then save and test regularly; the delays
caused by using Build could extend the length of time you spend working on the
application.

On the other hand, as I worked on the chapters that followed, I found that building
a single application and uploading it to the Build service in order to generate appli-
cations for multiple platforms made it very easy to put each sample application
through its paces on multiple mobile platforms simultaneously. Without access to
the Build service, it would have taken me much more time to accomplish what |
needed for this book.

Getting Started

Before you can use PhoneGap Build for your PhoneGap projects, you must first
create an account on the PhoneGap Build web site. Point your browser of choice to
http://build.phonegap.com to begin the process. PhoneGap Build is free during the
beta period but will switch to a for-fee service when it’s released into production.
Table 9-1 lists the planned pricing options for the service.
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Table 9-1 PhoneGap Build Pricing Structure
Developer Starter Team Corporate

Pricing Free $12/monthor | $30/month or | $90/month or

$120/year $300/year $900/year
Public apps Unlimited Unlimited Unlimited Unlimited
Private apps 1 3 10 25
Private collaborators 1 1 3 10

Configuration

Several of the mobile platforms that PhoneGap Build supports require that applica-
tions are digitally signed before they can be loaded on devices or deployed to the
appropriate application stores. For that reason, you must configure the PhoneGap
Build service with the appropriate signing keys for each of the supported platforms.

For Android and BlackBerry devices, the PhoneGap Build process will work with-
out any signing keys, but you will want to configure your specific keys for those
platforms before releasing an application for distribution through an application
store. Android applications require only a signature before deployment to the
Android Market. BlackBerry applications will not run on a device without being
signed. By default, PhoneGap Build signs BlackBerry applications using Nitobi’s
signing keys, with the expectation that you will provide your own signing keys
before releasing the application to distribution.

For iOS development, Apple tightly controls the signing process and severely lim-
its what a developer can do with an application. For this reason, PhoneGap Build
will not even build an iOS application without the appropriate developer creden-
tials first being configured in PhoneGap Build.

To configure signing keys in PhoneGap Build, open your browser of choice, and
then log into the PhoneGap Build web site using the credentials you supplied when
creating an account. Click the “Edit account” link currently located on the bottom of
the page. PhoneGap Build will open a page similar to the one shown in Figure 9-1.

For each of the platforms you will be supporting that require application signing,
click the “Add a key” link. PhoneGap Build will open a dialog similar to the one
shown in Figure 9-2. Depending on the mobile platform, you may need to upload
multiple files as shown in the figure (Android uses only a single file; BlackBerry
and 10S require two). Provide a title for the set of keys, select the appropriate files
as needed, and click the Create button. Repeat this process as many times as needed
for each set of keys you will be using and each platform you will be supporting.
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Figure 9-1 PhoneGap Build: account configuration

BlackBerry Key Files
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PhoneGap Book Keys

csk file
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Mo file chosen
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Figure 9-2 PhoneGap Build: key file upload dialog

While a particular developer might need only a single set of keys for Android and
BlackBerry applications, the title field shown in the dialog allows you to give a
unique name to each set of keys being defined within PhoneGap Build. Since
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adeveloper may be building applications for multiple customers and each customer
will have a specific set of keys, this allows a developer to define settings for each set
of signing keys they work with and then pick the appropriate keys to use on an
application-by-application basis. Since Apple’s provisioning profiles are associ-
ated with one or more i0OS devices, a developer might define different sets of keys
depending on which devices will be working with a particular build of an applica-
tion (during testing for example), switching to a publically distributable profile
before releasing through Apple’s App Store.

Once you’ve defined a set of keys for a particular platform, you can configure
PhoneGap Build to use that key as the default key for the platform. To enable this
feature, in the list of keys shown in Figure 9-1, simply enable the Default radio
button (not shown in the current figure) next to the key you want to use as the
default for the selected platform.

Creating an Application for PhoneGap Build

When working with PhoneGap Build, a PhoneGap application can be nothing
more than a simple index.htm1 file or as complicated as a folder containing the
index.htm1 file plus additional JavaScript, CSS, media files, and any additional
content the application needs. The application in this case is simply the web con-
tent files, nothing else. Unlike what you saw with configuring an application for
any of the supported mobile platforms individually, with PhoneGap Build there
don’t have to be any special files or special folder structures for the application.
All you have to do is get the web content up to the PhoneGap Build server, and it
takes care of everything else for you.

Chapter 2 explained that the PhoneGap JavaScript file was named differently
depending on which mobile platform you were working with, but with PhoneGap
Build your application simply has to make a reference to a generic phonegap. js
file, as shown next. You don’t even need to include the phonegap. js file in the
package uploaded to the server; PhoneGap Build will make sure the latest version
of PhoneGap is copied over and used by the project.

<script type="text/javascript" charset="utf-8"
src="phonegap.js'"></script>

PhoneGap Build will use default settings such as application icon, splash screen,
security settings, and more unless you tell it differently. To configure application-
specific settings for your PhoneGap application, PhoneGap Build uses the
config.xml file defined as part of the W3C Widget Packaging and XML Configu-
ration specification described in Chapter 5.
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The specification includes the means to define a single set of application icons (a
home screen and optionally, for BlackBerry, a hover image) and a loading screen
(splash) image. Unfortunately, application icon resolution (and sometimes graph-
ics file format) varies across mobile device platforms and even across mobile
devices. To fix this particular problem (and others), the PhoneGap Build develop-
ers have implemented some PhoneGap and PhoneGap Build—specific settings to
the options available in the config.xm1 file.

As of this writing, the PhoneGap Build development team is still making enhance-
ments to the features, options, and configuration settings for the service. Because
of this, it’s best to refer to their up-to-date documentation for specifics on the
supported config.xml file options. Anything I wrote here about those settings
could be nullified at any time by the PhoneGap Build development team. Detailed
information about the PhoneGap Build-supported settings can be found at
http://build.phonegap.com/docs/config-xml.

One of the things I learned when working with the service is that when building
applications for iOS, PhoneGap Build requires that the config.xm1 file’s widget
element contains an 1id attribute that contains a unique in reverse domain format,
as shown in the following example:

<widget xmlns=http://www.w3.0rg/ns/widgets
xmIns:rim=http://www.bTlackberry.com/ns/widgets
version="1.0.0.0" id="com.phonegapbook.kitchensink">

If you don’t have that setting defined, the application will not build.

Creating a PhoneGap Build Project

When the PhoneGap web application is ready, it’s time to upload the files and start
the build process.

Upload Options

PhoneGap Build supports several mechanisms for delivering the application’s
files to the build server:

e Index.html Upload: For applications that don’t use any external Java-
Script, CSS, or media files, simply upload the index.htm1 file to the
PhoneGap Build server. PhoneGap Build will build the application using
default settings for all options.


http://build.phonegap.com/docs/config-xml

147

CREATING A PHONEGAP BuiLp ProjeEcT

e Zip Upload: For applications that consist of more than one content file
(optionally including the config.xm1 file), compress the application’s
files into a zip file and upload to the PhoneGap Build server.

e Pull from Repository: PhoneGap Build retrieves the application’s files
from a public Git or Subversion repository. You can even create a new Git
repository, hosted by PhoneGap Build, while creating a new PhoneGap

Build project.

New Project

When you log into PhoneGap Build and there are no applications defined,
PhoneGap Build will prompt you to create a new application project, as shown in
Figure 9-3. If adding an additional application project to your account, click the
Apps menu item at the top of the page, and then click the New App button.
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If you want to kick the tires quickly, just copy & paste the sample
repo below into the url field:
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2 create a new git repository
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@ upload an archive or index html file

Choose File | kitchen-sink zip

Cancel Create

Navigation Brought to you by

Apps © Copyright 20082010 Nitabi
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Figure 9-3 PhoneGap Build: new project dialog
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In the dialog, specify a name for the application and the method you’ll use to pro-
vide Build with the application’s web content files. The “enable debugging” option
will be described later. Depending on which option is chosen for “select upload
method,” you will be prompted either to provide the files for upload or for infor-
mation related to the repository where the application’s files are or will be stored.
When everything is set correctly, click the Create button to start the build process.
PhoneGap Build will update the page to indicate build status as the process runs,
as shown in Figure 9-4.
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Figure 9-4 PhoneGap Build: waiting for the build to complete

The Build Process

Unless you have a default key configured for iOS, PhoneGap Build will immedi-
ately register an error (the exclamation point icon shown in Figure 9-4) for the i0OS
application because PhoneGap Build doesn’t have any provisioning profile for the
application. You’ll see how to fix that error later. In a few seconds, or a few min-
utes, depending on how busy the PhoneGap Build servers are, the screen will
update to show that the build process has completed for each platform, as shown in
Figure 9-5.

Project Configuration

Click on the application’s name to view details for the application project.
PhoneGap Build will display a page similar to the one shown in Figure 9-6.
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Figure 9-6 PhoneGap Build: application details
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If you included a config.xm1 file with your application’s content files, PhoneGap
Build will ignore the project title you supplied when you created the project and
instead use the value specified for the config file’s Name element. The application’s
description, displayed in Figure 9-6, will be populated from the config file’s
Description element.

From this page you can download or install the application executables for each
supported mobile platform; this will be described later in the chapter. For now,
let’s fix the issue with the iOS application.

The warning symbol shown for the iOS application is indicating that the appropri-
ate signing information has not been defined for the application. To fix this prob-
lem, click the Edit button at the top of the page; then on the page that opens, click
the Signing button. PhoneGap Build will display a page similar to the one shown
in Figure 9-7.

For each of the operating systems, select a key from the drop-down list shown in
Figure 9-7, and click the Update Code button to save your changes and build the
application with the selected signing keys.
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Figure 9-7 Setting the signing options for the application

Dealing with Build Issues

When the build service encounters an error building an application for a particular
platform, it will display a frowny face for the particular application’s build status,
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as shown in Figure 9-8. In this case, it’s indicating that the BlackBerry build pro-
cess failed.

Application i0s Android webos Symbian  BlackBerry

The Test ( 2
l. ADMIN | Version 1.0.0.0, last built 10/06/2011 \ E ' - A @

Figure 9-8 PhoneGap Build: build errors

If you hover your mouse over the frowny icon, the page will display information
about the error, as shown in Figure 9-9. If you click the icon, a page will open that
lists possible error conditions and recommended solutions for each.

Error - invalid characters [_-
Jin filenames and/or
dirsctonies more info »

AanalRan

Figure 9-9 PhoneGap Build: build error information

At this point, you will need to dig into the error condition and resolve the problem
before continuing. With the service still in beta and the Nitobi folks still working
out the kinks, sometimes simply rebuilding the application solves the problem.

As indicated in Figure 9-9, the BlackBerry build process found that there were
invalid characters in file names within the application. This particular error has
popped up inconsistently with the applications I've built using the service. If you
looked at the application’s content, you would see that the file names for jQuery
Mobile have dashes in them. If you remove the dashes from the file names, update
index.htm1 to reflect the file name changes, and upload the updated content to the
Build service, you should see that the application builds correctly.

The problem, though, is that this particular issue doesn’t occur with every applica-
tion; it’s hit-or-miss whether this will occur with any particular build. Addition-
ally, the BlackBerry WebWorks Packager utility (described in Chapter 5), the
utility actually doing the build for BlackBerry, doesn’t have any issues with dashes
in a file name. This is a clearly a bug with PhoneGap Build that has been in place
for a very long time, and I hope it will be addressed before the service goes live or
soon thereafter.
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Testing Applications

You can load applications created by PhoneGap Build onto a device, simulator, or
emulator in several ways.

OTA Download

When the PhoneGap Build process completes, the application’s entry on the ser-
vice’s web site contains links to the individual application executables for each
supported platform, as shown in Figure 9-10. On platforms that support applica-
tion downloads, on a physical device, or from a device simulator or emulator, you
can open a web browser, navigate to the PhoneGap Build web site, log in, and then
download the application directly.

i0s Android web0Ss Symbian BlackBerry

ipa apk ipk wgz ota

Figure 9-10 PhoneGap Build: application download buttons

For Android, Symbian, and webOS, the download link points directly to the ap-
plication executable, so if you want to download the file first from a desktop
browser and then transfer the file to a device for testing, that’s not a problem. For
BlackBerry, it points you to the application’s . jad file, which is essentially a text
file pointing to the installation executable. If you configure signing keys for the
BlackBerry application, a link will be provided that allows you to download the
installation files separately.

You will also find similar links on the application details page shown in Figure 9-6.

Via Camera

You can also load an application using a code-scanner application on a compatible
smartphone. Many smartphone models ship with some sort of code-scanning appli-
cation preinstalled. If one is not preinstalled, several free code scanner applications
are available in the smartphone app stores; AT&T even offers a free one for many
common mobile platforms at www.wireless.att.com/businesscenter/solutions/
mobile-marketing/mobile-barcode-download.jsp.

To view an application’s code, open the application’s details page shown in Fig-
ure 9-6. For each platform, PhoneGap Build displays a two-dimensional code, as


www.wireless.att.com/businesscenter/solutions/mobile-marketing/mobile-barcode-download.jsp
www.wireless.att.com/businesscenter/solutions/mobile-marketing/mobile-barcode-download.jsp
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shown in Figure 9-11. To load the application on a physical device, launch a code-
scanning application on the device, and point it at the appropriate code for the operat-
ing system the device is running. When the scanner application recognizes the code,
it will launch the browser and open the downloadable version of the application.

Blackberry

OTA install rebuild

Figure 9-11 PhoneGap Build: application scan code

Debug Mode

When you enable debug mode for an application, PhoneGap Build leverages
the Weinre debug server (described in Chapter 2) to allow you to debug the built
application directly on a device. With this feature enabled, PhoneGap Build
modifies your PhoneGap application so it includes the Weinre JavaScript library
Target-script-min.js and then exposes a debug server within the PhoneGap
Build console, which allows you to interactively debug the application. Refer to
Chapter 2 for more detailed information on how this process works.

When you look at the details page for an application that has been built with debug
mode enabled, a Debug button will appear at the top of the page, as shown in Fig-
ure 9-12.

@Phoneﬁap:Build Apps Docs Blog Help Jwargo@mecnellysoftworks.com sign out

Figure 9-12 PhoneGap Build: debug-enabled application

Click the Debug button to begin a debug session on the server. The browser will
open a new window and display the Weinre debug server console. At this point, the
debug console is waiting for a debug-enabled version of the application to connect
to the debug server. On a compatible, network-connected smartphone, open the
browser, navigate to the PhoneGap Build web site, and install the application us-
ing the instructions provided in this section; then launch the application once the
download has completed. After the application has launched and completed its
initialization procedures, the application will automatically connect to the debug
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server. When the debug server receives a connection from the device, it will update
the console with information about the device, as shown in Figure 9-13.

[ [ESREER—=)

{2 PhoneGap Build % )’ — weinre: local://findexhtml \E

C' | @ debug.phonegap.com/client/#4dc473dc-eee5-11e0-b951-1231390521a2 o E A

DEVICES

170.35.224 65 [channel: 1253712595 id: 4dc473dc-eee5-11e0-b951-1231390521a2] - local#findex.html Lz

D=l

Figure 9-13 PhoneGap Build: Weinre debug console, device connected

At this point, you perform the standard debug functions supported by Weinre. As
you interact with the application on the device, you can use the console to view con-
sole messages, inspect page elements (shown in Figure 9-14), and more. Refer to
Chapter 2 or the Weinre documentation for information on the capabilities of Weinre.

[ BN

{2 PhoneGap Build x)/ == weinre: local://findexhtml \@
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=1 CL Y
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T
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Figure 9-14 PhoneGap Build: Weinre debug console
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Part Il

PhoneGap APIs

This part of the book describes in detail each of the PhoneGap APIs and provides
example code demonstrating how to use the functionality provided by each API.
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Accelerometer

The Accelerometer API allows a PhoneGap application to determine a device’s
orientation in a three-dimensional space (using X, Y, and Z coordinates). The cur-
rent PhoneGap API documentation claims that the values returned by the acceler-
ometer indicate the changes in a device’s motion through space, but in testing what
the accelerometer returns are values that define the device’s actual orientation in a
three-dimensional space. If the accelerometer were actually measuring motion
through space, then the accelerometer API would return no information when the
device is stationary, which is not the case.

For example, on an Android device, with the device lying flat on a tabletop, the
accelerometer will return approximately the following values: X:0, Y:0, Z:10. As the
device is flipped so it’s standing on its left edge, the values will adjust to approxi-
mately X:10, Y:0, Z:0. If you instead move the device so it’s standing on its bottom
edge, the values will adjust to approximately X:0, Y:10, Z:0. Standing the device on
its top edge will result in approximate accelerometer values of X:0, Y:-10, Z:0. An
application uses these values to determine how a user is holding the device and is
most useful for games and interactive applications.

PhoneGap developers can query an API to determine a device’s orientation at a
particular time or can watch the accelerometer to monitor the device’s acceleration
repeatedly over a periodic time interval. Determining motion through space is
simply a matter of comparing subsequent orientation measurements and calculat-
ing the difference between them.

The API returns accelerometer values that vary depending on the device OS. For
example, devices running BlackBerry Device Software 7 return values from about
—-1000 to 1000, while Android devices as shown return values from about —10 to
10. Your applications will need to provide for this variance and adjust their
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accelerometer scaling depending on which mobile platform the application is
running on. This is yet another reason why testing on physical devices and on all
supported platforms is important for any developer.

Holding the device in position will result in some variance in values; the device is
“moving” the tiniest bit after all, so your applications will have to adjust for minor
movement of the device and respond to what are clearly true movements of the
device through space. Most likely your application will simply ignore the last few
decimal places in the measurement or convert to the nearest integer.

In most cases, you will need to test applications that use the Accelerometer API on
physical devices. The iPhone simulator and the Android emulators, for example,
don’t include an option for setting device orientation except in the iPhone’s case
where you can simulate shaking the device. Only a physical device will give you the
ability to put this API through its paces.

Unfortunately, there’s no way with PhoneGap to determine programmatically
whether a device has an accelerometer except to query the accelerometer and then
deal with any errors that are returned. If your application relies upon the ability to
determine a devices orientation, say for a driving game or a bubble level applica-
tion, then you will likely need to abort the application when the accelerometer API
returns an error.

Note: Not all smartphones have an accelerometer. The iPhone series of devices have
always had one, but RIM didn’t add one until the BlackBerry Storm running Black-
Berry Device Software 4.7.

Querying Device Orientation

The Accelerometer API allows an application to query the current orientation of
the device using the following code:

navigator.accelerometer.getCurrentAcceleration(onAccelSuccess,
onAccelFailure);

The function takes as parameters the names of two functions: the onAccelSuccess
function is executed when accelerometer data is available; the onAcce1Failure func-
tion is executed when there is an error retrieving accelerometer data.

Accelerometer data is passed to the onAccelSuccess function through an accel-
eration object, namely, the accel object shown in the following example. The
object encapsulates four values reflecting the current orientation (X, Y, and Z
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values plus a timestamp indicating when the measurement was taken) of the
device, as shown here:

function onAccelSuccess(accel) {
xPos = accel.x;
yPos = accel.y;
zPos = accel.z;
tStamp = accel.timestamp;

}

If you think about it, there are probably not a lot of use cases for just determining
the device’s orientation a single time. In any game or application that truly uses
orientation, determining the way the application user is orienting the device over
time is much more useful than just checking it once. You could write the applica-
tion so it periodically checks the device orientation manually (through repeated
callsto getCurrentAcceleration), butdefiningan accelerometer watch (described
in the next section) is a more efficient way to do this. If your application needs to
perform a lot of calculation or do some work using network resources between
checking orientation, then checking orientation when you want using this API
would work, but you run the risk of the application not appearing responsive to the
end user.

The iPhone doesn't support the concept of determining orientation through a
direct API call; instead, you must use an accelerometer watch to obtain orienta-
tion information. In this case, a call to getCurrentAcceleration simply causes
the successFunction to be called and passed the accelerometer value from the
last firing of an accelerometer watch.

Let’s take a look at a sample application that uses the getCurrentAcceleration
API (see Example 10-1). The application creates a simple page with a button the
user can click to refresh the device’s orientation data within the page.

Example 10-1

<!DOCTYPE html>
<html>
<head>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0,
user-scalable=no;" />
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>
<script type="text/javascript" charset="utf-8">
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//Accelerometer content
var ac;

//PhoneGap Ready variable
var pgr = false;

function onBodyLoad() {

}

document.addEventListener("deviceready", onDeviceReady,
false);

function onDeviceReady() {

}

//Get a handle we'll use to adjust the accelerometer
//content
ac = document.getElementById('accelInfo');

//Set the variable that lets other parts of the program
//know that PhoneGap is initialized
pgr = true;

function getAcceleration() {

}

if (pgr == true) {
//Clear the current orientation
ac.innerHTML = "";
//get the current orientation
navigator.accelerometer.getCurrentAcceleration(
onAccelSuccess, onAccelFailure);
} else {
alert("Please wait,\nPhoneGap is not ready.");

}

function onAccelSuccess(accel) {

}

//We received something from the API, so...

//first get the timestamp in a date object

//so we can work with it

var d = new Date(accel.timestamp);

//Then replace the page's content with the

//current acceleration retrieved from the API

ac.innerHTML = "<b>Current acceleration</b><hr />X: " +
accel.x + "<br />Y: " + accel.y + "<br />Z: " +

accel.z + "<br />Timestamp: " + d.tolLocaleString() +

"<hr />Click the button to refresh.";

function onAccelFailure() {

}

alert("Accelerometer error!");

</script>



QUERYING DEVICE ORIENTATION

</head>
<body onTload="onBodyLoad()">
<hl>Example 10-1</hl>
<p>This is a PhoneGap application that measures
Device acceleration using the Accelerometer API.</p>
<p><input type="button"
value="Refresh Orientation” onclick="getAcceleration();">
</p>
<p id="accelInfo">Nothing to see here (yet),
click the button.</p>
</body>
</html>

The JavaScript code within the application starts by defining a couple of variables. The
application uses the ac variable to give it an easy way to update the acceleration con-
tent every time the button is clicked. Since the application user can click the button
before PhoneGap has finished initializing, the pgr variable is used as a flag to allow
the application to determine whether the onDev1i ceReady function has been executed
yet. When pgr is false, the application will not attempt to query the accelerometer.

When the user clicks the button, the application executes the getOrientation
function, which calls the getCurrentAcceleration API and passes in the names
of the functions that are executed on success (onAccelSuccess) and failure
(onAccelFailure). After accelerometer values are retrieved, the API calls the
onAccelSuccess function passing in the current accelerometer values. At this
point, the application updates the current page with the accelerometer data.

When you run the application on an Android device, you will see a screen similar
to the one shown in Figure 10-1.

ATaT @ T B =4 . & 330PM

Example 10-1

This is an PhoneGap application that
measures device acceleration using the
Accelerometer APL.

Refresh Orientation

Current Orientation

X: -0.9610517024993896

¥: 7.335374355316162

Z: 6.237029075622559

Timestamp: Wed Jan 18 2012 15:29:58 GMT-
0500 (EST)

Click the button to refresh,

Figure 10-1 Example 10-1 running on an Android device
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Watching a Device’s Orientation

Instead of querying a devices orientation through repeated calls to
getCurrentAcceleration, a PhoneGap application can set up an accelerometer
watch that automatically measures accelerometer data at specific intervals. To
define an accelerometer watch, use the following code:

watchID = navigator.accelerometer.watchAcceleration(
onAccelSuccess, onAccelFailure, accelOptions);

This will enable the watch and, through the acce10ptions object, define options
that control how the watch operates.

Aswith getCurrentAcceleration (described in the previous section), the names
of two functions are passed to the API when the watch is created. In the example
shown, the onAccelSuccess function is executed when accelerometer data is
available, and the onAccelFailure function is executed when there is an error
retrieving accelerometer data.

The third parameter to watchAcceleration is an optional value that defines how
often the watch fires. This watch frequency is passed to the function as an object, as
shown in the following example:

var accelOptions = { frequency: 1000 };

The frequency value is represented in milliseconds (1 second = 1,000 millisec-
onds). If the accelOptions value is omitted, the watch defaults to measuring
accelerometer data every 10 seconds.

In the example call to watchAcceleration shown earlier, you'll notice that the
result of the call to watchAcceleration is assigned to the watchID variable. An
application will use the watchID value later when canceling a watch when it is no
longer needed, as shown in the following example:

navigator.accelerometer.clearWatch(watchID);

Let’s take alook at Example 10-2, an application that uses thewatchAcceleration
API. This application is an extension of Example 10-1; it removes the Refresh but-
ton and instead automatically updates accelerometer data every half second (500
milliseconds).

Example 10-2

<!DOCTYPE html>
<html>
<head>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
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<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0, user-scalable=no;"

/>

<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>

<script type="text/javascript" charset="utf-8">

// Accelerometer watcher ID
var awlD;

//Orientation content

var ac;

function onBodylLoad() {
document.addEventListener("deviceready", onDeviceReady,
false);
}

function onDeviceReady() {
//Get a handle we'll use to adjust the
//acceleration content
ac = document.getElementById('accelInfo');

//Accelerometer Options, read the accelerometer
//every half second (500 milTliseconds)
var accelOptions = { frequency: 500 };

//Add the accelerometer watcher
awID = navigator.accelerometer.watchAcceleration(
onAccelSuccess, onAccelFailure, accelOptions);

}

function onAccelSuccess(accel) {
//Then replace the page's content with the
//current orientation retrieved from the API
ac.innerHTML = "<b>X:</b> " + accel.x +
"<br /><b>Y:</b> " + accel.y +
"<br /><b>Z:</b> " + accel.z;

}

function onAccelFailure() {
alert("Accelerometer error! Clearing Watch ID");
//Cancel the watch
navigator.accelerometer.clearWatch(awID);

}

</script>
</head>
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<body onTload="onBodyLoad()">
<hl>Example 10-2</hl>
<p>Apache PhoneGap Accelerometer Watcher</p>
<p><b>Current Orientation</b><hr /></p>
<p id="accelInfo">Waiting for PhoneGap to initialize.
</p>
<hr />
</body>
</html>

In the application’s onDeviceReady function, the application first creates the
accelOptions variable that defines the watch frequency. Then, the application
creates the watch using a call to watchAccelerometer. Every half second, the
application calls onAccelSuccess to update the page with the latest values from
the accelerometer. When you run the application on an Android device, you will
see a screen similar to the one shown in Figure 10-2.

ATRT 8 B =28 336PM

Example 10-2

PhoneGap Accelerometer Watcher
Current Orientation
X: 0.804145336151123

Y: 3.4127142429351807
Z: 8.933858871459961

Figure 10-2 Example 10-2 running on an Android device

Be sure to check the PhoneGap API documentation at http://docs.phonegap.com/
en/1.1.0/phonegap_accelerometer_accelerometer.md.html for information about
platform-specific oddities with this particular API.


http://docs.phonegap.com/en/1.1.0/phonegap_accelerometer_accelerometer.md.html
http://docs.phonegap.com/en/1.1.0/phonegap_accelerometer_accelerometer.md.html
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Camera

The PhoneGap Camera API provides an application with the ability to work
with images, either captured directly from the camera or retrieved from the
device’s photo repository. When retrieving an image, the API can return either a
URI pointing to the image file on the device’s file system or the base64-encoded
string representing the content from the image.

The API provides a single method, navigator.camera.getPicture, which is
used to retrieve an image, and a cameraOptions object that’s used to define param-
eters around how the image is obtained, how it’s formatted, and more.

Applications can also use the PhoneGap Capture API to capture images using the
camera. Refer to Chapter 12 for more information about this API. The Camera and
Capture APIs are different enough that you will want to evaluate both before
selecting an option for your application.

Accessing a Picture

To obtain a picture from the device, an application should execute the following
function:

navigator.camera.getPicture( onCameraSuccess, onCameraError,
cameraOptions );

Like other PhoneGap APIs, the call to getPicture requires that you pass in two
functions that are executed on success and failure of the call. In this case, they’re
the onCameraSuccess and onCameraError functions. The onCameraSuccess
function is executed when an image is obtained (I'll explain more about where the
images come from and how you configure the API in the “Configuring Camera
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Options” section later in this chapter). The onCameraError function is executed
when the user cancels the process of retrieving an image once started or when an
error occurs with the process.

Example 11-1 shows the Camera API being used with its default options. Accord-
ing to the PhoneGap API documentation, the cameraOptions parameter is
optional, but that turns out to be true for some platforms and false on others. Let’s
take alook at the example application and then discuss the exceptions afterward.

Example 11-1

<!DOCTYPE html>
<html>
<head>
<title>Example 11-1</title>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0, user-scalable=no;"
/>
<script type="text/javascript" charset="utf-8"
src="phonegap.js'"></script>
<script type="text/javascript" charset="utf-8">

function onBodyLoad() {
document.addEventListener("deviceready", onDeviceReady,
false);
}

function onDeviceReady() {
navigator.notification.alert("onDeviceReady");

}

function takePhoto() {
navigator.camera.getPicture(onCameraSuccess,
onCameraError);

}

function onCameraSuccess(imageURL) {
navigator.notification.alert("onCameraSuccess: " +
imageURL) ;
3

function onCameraError(e) {
navigator.notification.alert("onCameraError:
3
</script>
</head>

+ e);
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<body onToad="onBodyLoad()">
<hl>Example 11-1</hl>
<p>Using the PhoneGap Camera API<br />

<input type="button" value="Take a Picture"
onclick="takePhoto() ;">

</p>

</body>

</html>

In this application, there’s a simple page with a button that the user clicks to take
a picture using the camera. When the button is clicked, the takePhoto function
is executed, which simply calls the getPicture method, passing in the
onCameraSuccess and onCameraError functions.

In this example, we're not passing in a cameraOptions object, so getPicture will
just use the default options of getting the image from the camera and returning a
file URI pointing to where the image was stored after it was taken. Once an image
has been obtained from the camera, the onCameraSuccess function is called and
passed to the URI pointing to the image file that was just created. In your applica-
tions, you'll probably do something with the image URI, but in this case all the
application does is display an alert and show the file URI passed to the function.

Figure 11-1 shows the Example 11-1 application running on an Apple iPhone.

ui AT&T = 9:07 PM 3 =

Example 11-1

Using the PhoneGap Camera API

Take a Picture

Figure 11-1 Example 11-1 running on an Apple iPhone
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When you click the Take a Picture button, there’s a slight delay, and then the stan-
dard camera application will open and allow you to take a picture. The delay can be
quite long, so your application may want to display a “please wait” screen before
calling the API. Once a picture has been taken, iOS will display the preview win-
dow shown in Figure 11-2. At this point, you can either retake the picture or click
the Use button to return to the PhoneGap application.

Preview

Figure 11-2 Camera preview on iPhone

Notice from the figure that there’s no way to cancel the process at this point. If the
user initiates the taking of a picture in a PhoneGap application running on iOS,
there’s no way to cancel the process and not take a picture.

Counterintuitive Process

In my testing, the picture capture process was not very user friendly; only BlackBerry
provided an intuitive interface for this part of the process. On BlackBerry, after you
take the picture, you're immediately returned to the PhoneGap application.

ForiOS and Android, you're presented with a preview window you can use to
validate that the picture is the one you want. While this is a good thing from the
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user’s standpoint, the way you transition from the preview screen back fo the
PhoneGap application can be a counterintuitive part of the process.

OniOS, you have to click the Use button shown in Figure 11-2, which makes some
sense but may not be completely clear to the user what “use” means. On some
flavors of the Android OS, there’s no label on the button; you have to know to click
the paper clip icon highlighted in Figure 11-6. Fortunately, some Android devices
display OK, Retake, and Cancel buttons on the preview window.

Be aware of these inconsistencies and take them it info account when creating
applications that leverage the camera.

On iOS, when control returns to the calling program, the application displays an
alert and shows the file URI for the image file just created, as shown in Figure 11-3.

Figure 11-3 Example 11-1 displaying an image file URI

One of the things to note about the iOS version of the application is that the file
URI returned to the program references a temporary location that is available only
to the application. If you take a look at Figure 11-3, you’'ll see that the file URL
refers to the following:

file://localhost/var/mobile/Applications/
169DF9CB-25D0-4EC8-85B2-380A6342E08D/tmp/photo_001.jpg
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In this file URI, the file://localhost/var/mobile/Applications/ location
refers to a file system area allocated to application data. The 169DF9CB-25D0-
4EC8-85B2-380A6342E08D part refers to a unique identifier associated with each
iOS application. The tmp folder refers to a temporary storage location allocated to
the application; when the application closes, there’s a high likelihood that the tem-
porary storage allocated to the application will be cleared, and you will lose access
to the image file. If your application needs access to the image file at a later time, it
will need to make a copy of the image file (using the File API described in Chap-
ter 18) in a less volatile location before the application closes.

Absent Camera Simulators

One of the frustrating things about the iOS simulator and older Android emulators is
that Google and Apple omitted camera simulators in their simulation products.
When testing an application that uses the PhoneGap Camera APl on one of these
products, it will fail, even though the real devices support the capability. Newer
Android emulators have apparently been outfitted with a camera simulator.

Fortunately, oniOS, the PhoneGap device.name property (described in Chapter 16)
will accurately report whether the application is running on a physical device or a

simulator. An application could detect when it’s running on a simulator and retrieve
an image from the photo library instead of the camera.

For Android, there’s no direct way to determine whether the application is running
on an emulator or a physical device. When testing camera functionality, the
emulators won't work; you'll have to resort to on-device testing exclusively.

When you run Example 11-1 on an Android or BlackBerry device, you’ll have
problems. In my testing, on Android it takes a picture but then crashes the PhoneGap
application as it returns picture information to the application. On BlackBerry, it
won't even take the picture; you click the button, and nothing happens. Apparently
the default value for Camera.DestinationType in cameraOptions for those two
platforms is DATA_URL, which, because of memory limitations described elsewhere
in this chapter, will cause an application to crash when a picture is taken at full
resolution. This bug has been identified and should be fixed in PhoneGap 1.4.
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To make the application work on Android and BlackBerry, you must modify the
callto getPicture to include a simple cameraOptions object, as shown in the fol-
lowing example:

function takePhoto() {
navigator.camera.getPicture(onCameraSuccess, onCameraError,
{quality: 50,

destinationType: Camera.DestinationType.FILE_URI }

R

}

With that in place, you can run the application on BlackBerry and then click the
Take a Picture button to see a screen similar to the one shown in Figure 11-4.

ilackBerry

Figure 11-4 Example 11-1 taking a picture on a BlackBerry device

When you click the camera button at the bottom middle of the screen, the captured
image will be returned to the PhoneGap application, as shown in Figure 11-5.
Notice from the figure that the image file is stored in the default BlackBerry photo
storage location, so unlike iOS, any pictures taken by the application will be avail-
able after the application terminates.
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Cm———

HackBerry

Example 11-1

Using the PhoneGap Camera API
Take a Picture |

Alert

onCameraSuccess: file:///store/
home/user/camera/IMG-
20111111-00001.jpg

oK

Figure 11-5 Example 11-1 camera image file location on BlackBerry

If you do not want your application’s photos to be left lying around after your appli-
cation closes, you will need to manually delete the image file(s) once your applica-
tion is through processing them. The application can use the PhoneGap File API
(described in Chapter 18) to delete the file after the application is done with it.

Figure 11-6 shows Example 11-1 running on an Android device. In this case, the
picture has already been taken, and what’s shown is the picture preview window
that the Android OS provides users. The frustrating part of whats shown in the
figure is that from the user’s standpoint, it's hard to know what to do next here. It’s
likely clear to the user that he is previewing a picture he just took (he did just take
the picture after all), and it’s possible that he will figure out that he can take another
picture by clicking the camera image and can delete the image by clicking the trash
can icon. The purpose of the paper clip icon, highlighted in Figure 11-6, is unclear,
but when you click it, information about the selected image is returned to the
PhoneGap application.
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Rename

IMG002

NEW @

Figure 11-6 Example 11-1 image preview on Android

You might be asking yourself, what do I do with this image file URI once I get it
back from the camera? Well, it’s a file pointer pointing to an image file, so once the
application knows where the file is, it can read from the file, copy it somewhere else
(using the PhoneGap File API, described in Chapter 18), or even pass the file URI
to the PhoneGap application’s Ul to display the image within the application.

Example 11-2 is a slightly modified version of Example 11-1. In this version, when
the image URI is returned to the application, an HTML image tag is written to the
index.htm1 page so the captured image will appear on the screen.

Example 11-2

<!DOCTYPE html>
<html>
<head>
<title>Example 11-2</title>
<meta http-equiv="Content-type"
content="text/html; charset=utf-8">
<meta name="viewport" id="viewport"
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content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0, user-scalable=no;"

/>

<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>

<script type="text/javascript" charset="utf-8">

function onBodyLoad() {
document.addEventListener("deviceready", onDeviceReady,
false);
3

function onDeviceReady() {
navigator.notification.alert("onDeviceReady");

}

function takePhoto() {
navigator.camera.getPicture(onCameraSuccess,
onCameraError,
{quality : 50,
destinationType : Camera.DestinationType.FILE_URI});
}

function onCameraSuccess(imageURL) {
//Get a handle to the image container div
ic = document.getElementById('imageContainer');
//Then write an image tag out to the div using the
//URL we received from the camera application.
ic.innerHTML = '<img src="' + imageURL +

""" width="50%" />';
3

function onCameraError(e) {
console.log(e);
navigator.notification.alert("onCameraError: " + e +
" (" + e.code + ")");
h
</script>
</head>
<body onload="onBodyLoad()">
<hl>Example 11-2</hl>
<p>
Using the PhoneGap Camera API
<br />
<input type="button" value="Take a Picture"
onclick="takePhoto();">
<div id="imageContainer"></div>
</p>
</body>
</html>
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The major change is in the onCameraSuccess function shown here. It’s been
rewritten so it grabs the content of the imageContainer <div> and then replaces it
with an <img> tag that references the file URI returned by the getPicture
function.

function onCameraSuccess(imageURL) {
//Get a handle to the image container div
ic = document.getETementById('imageContainer');
//Then write an image tag out to the div using the
//URL we received from the camera application.
ic.innerHTML = '<img src=""' + imageURL + '" width="50%" />';

}

Figure 11-7 shows the application running on an Android device.

Example 11-2

Using the PhoneGap Camera API

Take a Picture

Figure 11-7 Example 11-2 running on an Android device
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Configuring Camera Options

Now that you know how to take pictures using the camera, let’s talk about options
you can use to configure how the process works. As you may remember from
the previous section, when calling getPicture, a developer can pass in a
cameraOptions object that defines parameters controlling how the picture is
obtained. The cameraOptions object supports the following properties:

e quality

e destinationType
* sourceType

* allowEdit

e encodingType

* targetWidth

* targetHeight

e mediaType

Each of these options will be described in greater detail in the following sections.
Like with many other features of PhoneGap APIs, certain API options (such as
allowEdit in the Camera API) apply on only a limited number of mobile
platforms.

Here’s an example of a fully configured cameraOptions object you could use in
one of your PhoneGap applications:

var cameraOptions = { quality : 75,
sourceType : Camera.PictureSourceType.CAMERA,
destinationType : Camera.DestinationType.FILE_URI,
allowEdit : true,
encodingType: Camera.EncodingType.JPEG,
targetWidth: 1024,
targetHeight: 768 };

When passed to the getPicture function, this cameraOptions object tells
getPicture to get the picture from the camera (sourceType), return a file URI that
points to the image file captured (destinationType), allow the user to edit the pic-
ture before returning it to the program (allowEdit), return the picture asa . jpeg
file (encodingType), configure the encoded image file to use 75% image quality
(quality), and set the image dimensions to 1024 by 768 pixels (targetWidth and
targetHeight).

Now let’s describe each of the cameraOptions properties in greater detail.
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quality

When working with smartphone cameras, higher-resolution optics in the camera
lens plus limited memory storage and network bandwidth available to devices
drove the need to be able to compress images so they took up less storage space and
transmission bandwidth. As part of this compression process, standards such as the
JPEG specification included support for using image quality to control compression
rates when an image file is being saved. By using different image quality settings,
defined as percentages, you can dramatically affect the physical size of an image file.

An image quality of 100% shows the image at its full capacity, with no reduction in
image quality, and gives you the best possible picture. As you reduce the image
quality, you will see some degradation in clarity in the image, but for most pur-
poses it will be acceptable—only smaller in file size.

The quality parameter allows a developer to specify the percentage image quality
for a picture captured using the Camera APIL In most cases, you will use values
from 50% to 100% for your images. This is not so much because you care about
image quality, but more because you need to reduce image quality in order to
reduce image file size.

As you'll see in the following section, developers can have an image file URI
returned from a call to getPicture or the actual raw, base64-encoded image file
data. Using the image file URI is easy; it’s just a file pointer, and you've already seen
examples here of how to use it in your applications. When obtaining raw image data
from getPicture, you have to deal with the fact that the device and the JavaScript
interpreter on the device have limits on how much data they can process. As newer
smartphones get higher and higher resolution cameras, you must reduce image
quality so that a PhoneGap application can successfully process the returned image
data. When processing raw data from a high-resolution picture at 100% quality,
youd be processing a huge string, and the application might just crash without tell-
ing you why (like we saw when using default options for cameraOptions in Exam-
ple 11-1). When you reduce image quality, you reduce the amount of data the
application must process and increase the likelihood it will actually work.

Unfortunately, there is no guideline I can give you for how much you have to
reduce your image quality to guarantee success. You'll just have to guess and test
and know that the value may differ on different platforms and even on different
devices on the same platform. The folks working on PhoneGap recommend using
50% image quality (or lower) when working with raw image data.

To configure a cameraOptions object to use a picture quality of 50%, use the fol-
lowing code:

quality : 50
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According to the PhoneGap documentation, this option is ignored on the Black-
Berry platform.

destinationType

When capturing an image using getPicture, applications will use destinationType
to control whether the image information is returned as a file URI pointing to the
image file stored in device memory:

destinationType: Camera.DestinationType.FILE_URI

To receive the picture’s image data as a base64-encoded string value, use the
following:

destinationType: Camera.DestinationType.DATA_URL

Working with file URIs is easy, as shown in Example 11-2. The application has a file
pointer than can be manipulated within the application either by populating an
HTML 1img tag or when using the File API to copy the file to another location.
Once you know where the file is, accessing the image file is a simple process.

Figure 11-8 shows the output from Example 11-1 when a destinationType of
Camera.DestinationType.DATA_URL is used. As you can see from the figure, what
you have to work with is just a huge string, which, as mentioned in the previous sec-
tion, may cause memory overflow and crash your program if the string is too big.

@ Alert

onCameraSuccess:
/91/4AAQSkZIRgABAQAAAQAB
AAD/2wBDAAgGBgcGBQgHBwW
cJCQgKDBQNDAsLDBkSEw8UH
RofHhOaHBwglC4nICIsIxwcKD
cpLDAXNDQOHYcSPTgyPC4zND
L/2wBDAQKICQwWLDBgNDRgyI
RwhMjIyMjlyMjlyMjIyMjlyMjly
MjlyMjIyMjlyMjIyMilyMjIyMjly
MilyMjIyMiTymjL/
WAARCAAYACUDASIAAhEBAXE
B/8QAHWAAAQUBAQEBAQEAA
AAAAAAAAAECAWQFBgcICQoL
[BQAtRAAAGEDAWIEAWUFBAQ
AAAF9AQIDAAQRBRINMUEGE1
FhByJxFDKBkaEIIOKxWRVSOfA

I

Figure 11-8 Raw image data rendered in an Android alert dialog
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Using this raw image data, you can still render the picture in the UI, but you're
more likely going to want to either store the data in a database or upload the data to
a file server. There’s just too much risk in trying to manipulate the image on the
mobile device.

sourceType

The sourceType parameter is used to define where getPicture gets its picture
from. When sourceType is omitted, getPicture will simply use the camera
(Camera.SourceType.CAMERA) to grab the picture. Applications can specify to
use the device’s photo library using the following:

sourceType : Camera.SourceType.PHOTOLIBRARY

To retrieve photos from a saved photo album, use the following:
sourceType : Camera.SourceType.SAVEDPHOTOALBUM

On most platforms, specifying a sourceType of SAVEDPHOTOALBUM or PHOTOLIBRARY
does essentially the same thing. As shown in Figure 11-9, when the application
makes a call to getP1icture, the device will open the photo library application and
allow the user to first select a photo album and then select a single picture before
returning the selected picture to the PhoneGap application.

Camera_Internal (1) Caradye

Culowies n .t (119) Wi

BT

4th of July ...arty (139)

Figure 11-9  Photo gallery application on Android
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On iOS devices, the two operate differently. When a sourceType of PHOTOLIBRARY
is specified, the application behaves similarly to what is highlighted in Figure 11-9.
When specifying a sourceType of SAVEDPHOTOALBUM, the application will open
the standard iOS Camera Roll photo library and allow the user to select a picture
from there.

According to the PhoneGap documentation, this option is ignored on the Black-
Berry platform.

allowEdit

AniOS application can use the alTowEd1 t option to instruct getPicture to allow
the user to edit the selected image before returning it to the PhoneGap application.
To configure a cameraOptions object for this option, use the following:

allowEdit : true

Once enabled in an application, after the camera takes a picture, the device will
display a screen similar to the one shown in Figure 11-10. At this point, the user
can pinch, prod, and slide the picture around to fit the portion of the image they
want to capture into the reticle shown in the figure. When the user clicks the
Choose button, the edited picture is returned to the calling PhoneGap
application.

4:13 PM

Figure 11-10  Picture editing on the iPhone
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encodingType

A PhoneGap application uses the encodingType cameraOption to tell getPicture
what kind of picture to take. Supported options are JPEG and PNG, with JPEG being
the default on most, if not all, platforms. To configure getPicture to return a
JPEG file, use the following:

encodingType: Camera.EncodingType.JPEG

To use PNG files, use the following:
encodingType: Camera.EncodingType.PNG

This option is not supported on all platforms; refer to the PhoneGap documenta-
tion for specifics.

targetHeight and targetWidth

The targetHeight and targetWidth parameters control the height and width
of the image obtained using getPicture. You can set either targetHeight or
targetWidth, and the image will be scaled accordingly. If you specify both, the
image will be scaled to the one that results in the smallest aspect ratio. Either way,
the aspect ratio will be maintained.

Since there’s no way to programmatically determine the camera resolution or the
supported aspect ratio before taking a picture, there is therefore no way to accu-
rately set these values within an application without guessing or direct testing on
each supported device.

To define a cameraOptions object that specifies targetHeight and targetWidth
for the image, use the following code:

targetHeight: 100, targetWidth: 100

mediaType

Since many modern smartphones can typically store multiple media types in a
photo library or photo library, the PhoneGap Camera API supports the addition of
amediaType value in the cameraOptions object in cases where the sourceType is
set to PHOTOLIBRARY or SAVEDPHOTOALBUM. The parameter supports the following
options:

* DEFAULT: Returns image information using the format specified in the
destinationType value

* ALLMEDIA: Allows selection from all media types
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* PICTURE: Allows the selection of photographs only
* VIDEO: Allows selection of video files only

When the option for VIDEO is selected, only a file URI will be returned to the call-
ing program. Returning the raw video image data in a JavaScript String variable
would certainly overload the JavaScript interpreter included in the browser and
would most likely crash the application.

Dealing with Camera Problems

As with any computer or smartphone development, there are lots of places where
things can go wrong. The purpose of this section is to highlight some of the ways
you can tell what’s going on when the Camera API fails.

When the onCameraError function fires, the Camera API passes in an error object
that can be queried to determine the cause of the error. As shown in Figure 11-11,
the error is a simple text message that tells what happened. In this case, the user
clicked the Cancel button in Figure 11-10, so there’s no image information to
return to the PhoneGap application.

Alert

onCameraError: no image selected

(0] 4

Figure 11-11 An example of the onCameraError function firing in a PhoneGap
application
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When the application runs on a device that doesn’t have a camera, you will see an
error similar to the one shown in Figure 11-12.

Alert

onCameraError: no camera
available

- 4

Figure 11-12 An example of the onCameraError function firing on an iOS simulator

If your application is running on a device that doesn’t have a camera, it’s likely, but
not guaranteed, that the onCameraError function will be executed by the Camera
API. If an application fails and you’re not sure why, don’t forget that the console log
may contain information that can help. Figure 11-13 shows a portion of the iOS
console with Example 11-1 running. Notice that when the I click the Take a Picture
button, the console logs an error indicating that source type 1 (the camera) is not
available.

RUIZ=3=13 IZT4Z755.835 LAMEralest[332Z47ThU3] Device INITIALIZATIONT DEVICEInTo = { Name : IFNohe
Simulator”,"uuid":"@@81ECDDE-CB30-5633-BAEE-181F6CAC1786", "platform”:"iPhone
Bimulator™,"gap”:"1.2.8","version":"4.3.2","co " T Tiwifi 3

2012-03-13 12:43:00.286 CameraTest[34224:7b@3]| Camera.getPicture: source type 1 not available.
2012-083-13 12:43:00.289 CameraTest[34224:7b83]( [INFO] no camera available

[Switching to process 34224 thread 0x16487]

Figure 11-13  Using the console to debug camera issues
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This is one of those weird examples where even though the device supports a
camera, Apple hasn’t decided it’s important enough to include that functionality in
the device simulator. In this case, to be able to test on the iOS simulators, your
application will need to check to see which device it's running on and use a photo
library rather than the camera in cases where the camera is not available.

If your application seems to be running properly but when you take a picture noth-
ing happens or the application crashes, it’s likely caused by the application return-
ing raw camera data (rather than a file URI) and the device isn’t capable of
processing a string of that size. When this happens, try cranking down image qual-
ity (using the cameraOption quality setting) to 50% or less to see whether this
fixes the problem. If it does, then you’re going to have to do some work to deter-
mine the optimal image quality setting for your application and the devices it’s
running on.
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Capture

The PhoneGap Capture API allows an application to capture audio, video, and
image files using the appropriate built-in application on a mobile device. The
device’s default camera application is used to capture pictures and videos, while
the device’s default voice recorder application is used for capturing audio clips.

PhoneGap’s implementation of the Capture API is based on the W3C Media Cap-
ture APl (www.w3.org/TR/media-capture-api). For whatever reason, though, the
PhoneGap team has omitted support for many of the options supported by the W3C
API. So, as you’ll see later, while the API is based upon a standard, with PhoneGap
many of the API options just don’t work or haven’t even been implemented.

Camera vs. Capture

You may be asking yourself why PhoneGap implemented both Camera and
Capture APIs considering that there’s some overlap between the two in that they
can both capture images. Essentially, the Camera APl was implemented before
PhoneGap adopted the W3C Capture API. It is likely PhoneGap just kept the
Camera API for backward compatibility with existing applications.

While both APIs capture images, the APIs operate in different ways. The Camera
APl can capture only images but supports alternate sources for the image files,
while the Capture API will only allow you to interact directly with the capture
application and allow multiple captures with a single API call.
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Using the Capture API

As with most PhoneGap APIs, the Capture APl is accessed through a call to one of
the capture methods while passing in both success and failure functions plus an
options object that controls aspects of the capture event. Each of the parameters
passed to the capture functions will be explained later in the chapter.

To capture one or more audio files, an application would make a call similar to the
following:

navigator.device.capture.captureAudio(onCaptureSuccess,
onCaptureError, captureOptions);

To capture one or more image files, an application would use the following:

navigator.device.capture.captureImage(onCaptureSuccess,
onCaptureError, captureOptions);

To capture one or more video files, an application would use the following:

navigator.device.capture.captureVideo(onCaptureSuccess,
onCaptureError, captureOptions);

In these examples, the onCaptureSuccess function is called after the capture
application (either the device’s camera application or audio recorder) has finished
capturing the appropriate media type. When the function is called, the API passes
in an array containing information about the media files that were captured by the
call to the Capture API. The function should then loop through the array and pro-
cess each of the media files generated during the capture, as shown in the following
example:

function onCaptureSuccess(filelList) {
var len, 1i;
//See how many files are Tisted in the array
Ten = filelList.length;
//Make sure we had a result; it should always be
//greater than 0, but you never know!
if(len > 0) {
//Media files were captured, so let's process them
for( i =0, Tlen; i < Ten; i += 1) {
//
//Do something with the returned file Tist
//

3

} else {
//This will probably never execute
alert("Error: No files returned.");

}

}
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The file list array passed to the function supports the following properties:

e name: The short name for the file (a file name plus extension)

* fullPath: The full file path for the file (a file path, file name, and
extension)

* type: The file’s Multipurpose Internet Mail Extensions (MIME) type
¢ TlastModifiedDate: The date and time the file was last modified

* size: The file’s size in bytes

An application can use these properties to locate and manipulate each file returned
from the capture event, typically rendering the file within the application’s UI or
uploading them to a server for processing or storage.

In the following example, the file list is parsed, and the application’s UI is updated
to include an ordered list of file short names that can be clicked to open the file.

function onCaptureSuccess(filelList) {
var i, len, htmlStr;
Ten = filelList.length;
if(len > 0) {
//Get a handle to the results area of the screen/page
res = document.getElementById("captureResults");
htmlStr = '<p>Results:</p><ol>"';
for( i =0, len; i < len; i += 1) {
htmlStr += '<li><a href="file:/' +
fileList[i].fullPath + "">" + fileList[i].name +
'</a></Ti>";
3
htmlStr += '</01>"';
//Set the results content
res.innerHTML = htmlStr;
}
}

There’s a function an application can call to obtain information about a media file:

mediaFile.getFormatData(successCallback, errorCallback);

Information about the media file is obtained in the successCallback function
through the MediaFileData object passed to the function. Unfortunately, as you
look at the PhoneGap API documentation, there is very limited support for this
capability today.

Calls to the Capture API will create media files for each capture event. These files will
be left wherever the capture application places them before passing the file list back
to the PhoneGap application that called the Capture API. When your application is

187



188

CHAPTER 12 CAPTURE

done processing the captured files, you may want to delete the files to save space and
keep the user from seeing media files that are no longer useful.

The onCaptureError callback function is executed whenever there is an error
with a particular capture event. The function is passed an error object that can be
queried to determine the cause of the error. The Capture API includes several con-
stants that can be evaluated against to determine the specifics of the error:

* CaptureError.CAPTURE_INTERNAL_ERR: The camera or microphone
failed to capture an image or sound.

e CaptureError.CAPTURE_APPLICATION_BUSY: The camera or audio
capture application is busy serving another capture request.

* CaptureError.CAPTURE_INVALID_ARGUMENT: The application made an
invalid use of the API (an invalid or missing parameter, for example).

e CaptureError.CAPTURE_NO_MEDIA FILES: The application user exited
the camera or audio capture application before completing a capture.

* CaptureError.CAPTURE_NOT_SUPPORTED: The specified capture operation
is not supported.

The following is an example of an onCaptureError callback function that uses
these properties:

function onCaptureError(e) {
var msgText;
//Build a message string based on the
//error code returned by the API
switch(e.code) {
case CaptureError.CAPTURE_INTERNAL_ERR:

msgText = "Internal error, the camera or microphone
failed to capture image or sound.";

break;

case CaptureError.CAPTURE_APPLICATION_BUSY:

msgText = "The camera application or audio capture
application 1is currently serving other capture
request.";

break;

case CaptureError.CAPTURE_INVALID_ARGUMENT:
msgText = "Invalid parameter passed to the API.";

break;
case CaptureError.CAPTURE_NO_MEDIA_FILES:
msgText = "User Tlikely canceled the capture process.";
break;
case CaptureError.CAPTURE_NOT_SUPPORTED:
msgText = "The requested operation is not supported

on this device.";
break;
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default:
//Create a generic response, just in case the
//following switch fails
msgText = "Unknown Error (" + e.code + ")";

}

//Now tell the user what happened
console.log(msgText);
alert(msgText);

}

In my work with the Capture API, I discovered that iOS applications returned the
correct error object when the user canceled a capture, but Android devices I tested
on did not. The Android devices regularly returned an unknown error and triggered
the default portion of the swi tch statement shown in the example. For that reason,
an application might not really be able to tell what happened when a capture failed.

Configuring Capture Options

Each of the supported capture methods accepts an optional captureOptions
object that controls aspects of how the capture is performed. The available proper-
ties supported by captureOptions are as follows:

e duration
e Timit
e mode

All options are not supported across all capture types. Table 12-1 illustrates where
each option applies to the different capture types.

Table 12-1 Capture Options

Capture Option
Capture Type Duration Limit Mode
Audio X X X
Image X X
Video X X X

A valid captureOptions object would be defined using the following code:
var captureOptions = {duration: 5, Timit: 3};

This example creates a captureOptions object that configures a maximum cap-
ture recording duration of five seconds and a maximum of three captures during
the capture event.
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duration

The duration property applies to only audio and video capture and is designed to
control the length (in seconds) of a particular media capture. It allows an applica-
tion to specify the maximum number of seconds an audio or video clip can be.
When used in an application, the user can record media clips shorter than, but no
longer than, the number of seconds set for this property.

Looking at the current PhoneGap API documentation, the duration captureOption
is not supported on Android and BlackBerry, and it is supported only on iOS for
audio capture. Because of this limitation, it's probably best not to use this option in
your PhoneGap applications.

limit
The inappropriately named 1imit captureOption defines the number of captures
performed with the call to the particular capture method. It would make more

sense if they called this quantity, but since it’s part of the W3C specification, they
had to support the options as defined.

According to the documentation, the 1imit value is supposed to define a maxi-
mum number of captures performed, indicating that the application user could
perform less than the maximum. In my testing, it doesn’t work that way; if a user
takes less than 1im1it captures, the onCaptureError function is called indicating
that the capture process has been aborted.

If this option is used in an application, a value of 1 or greater must be defined.

mode

The mode property is supposed to define the recording mode for each of the sup-
ported capture types. When a device supports multiple file formats for a particular
capture type (such as JPEG and PNG for image captures, for example), the mode
property is supposed to allow you to specify which is used for a capture event.
Unfortunately, this particular feature has issues on PhoneGap.

For an application to use this feature, it would need to be able to determine pro-
grammatically what modes are supported on the device before making the call to the
Capture API. To make things easier for the developer, PhoneGap even includes
the following properties, which are supposed to return the list of supported modes:

* supportedAudioModes
e supportedImageModes

e supportedVideoModes
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Unfortunately, none of the properties is populated by recent versions of the
PhoneGap framework because the information is not exposed through an API on
most mobile device platforms.

Capture at Work

Now that we've worked through all of the options for the Capture API, it’s time to
show a complete example of how to use the API plus illustrate how the capture
function actually works on mobile devices. To highlight the capabilities of the
Capture API, I created Example 12-1, the application shown in Figure 12-1. It
essentially provides a single interface that can be used to demonstrate most of the
options supported by the Capture API. Because of the limitations of the mode cap-
ture option described previously, the application provides an interface only for the
durationand Timit options for the Capture API

.. ATET & 9:44 PM R =

Capture Demo

Capture Type:
Audio @

Number of ltems

3 ( )
,, o

Duration

5

Capture

Figure 12-1 Capture API demo running on an iPhone
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The application uses jQuery Mobile (www.jquerymobile.com) to provide a
simple but elegant interface for the application. It uses the default theme to create
asimple header bar, the standard iOS buttons, and a cleaner interface for the slider
controls used in the application.

An application user selects a capture type using the picker control at the top of the
form and then makes selections for 1imit and duration; then the user clicks
the Capture button to begin capturing media files. At this point, the button’s
onClick event calls the doCapture function to start the capture process.

The doCapture function retrieves the current settings from the capture type picker
and the number of items and duration fields, and it then makes a call to the appro-
priate capture method, passing in a captureOptions object to tell the method
what to do.

The application uses the onCaptureSuccess and onCaptureError functions
highlighted earlier in the chapter to update the UI with capture results and to let
the user know when problems occur. Example 12-1 shows the complete listing.

Example 12-1

<!DOCTYPE html>
<html1>
<head>
<title>Example 12-1</title>
<meta name="viewport" content="width=device-width,
height=device-height initial-scale=1.0,
maximum-scale=1.0, user-scalable=no;" />
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<link rel="stylesheet" href="jquery.mobilel.0b3.min.css" />
<script type="text/javascript" charset="utf-8"
src="jqueryl.6.4.min.js"></script>
<script type="text/javascript" charset="utf-8"
src="jquery.mobilel.0b3.min.js"></script>
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>
<script type="text/javascript" charset="utf-8">
var results;

function onBodyLoad() {
//Add the PhoneGap deviceready event listener
document.addEventListener("deviceready", onDeviceReady,
false);


www.jquerymobile.com
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function onDeviceReady() {
//Get a handle to the results area of the page
//we'll need it Tater
res = document.getETementById("captureResults");

}

function doCapture() {
//Clear out any previous results
res.innerHTML = "Initiating capture...";
//Get some values from the page
var numltems =
document.getElementById("numItems").value;
var capDur =
document.getElementById("duration").value;
//Figure out which option is selected
var captureType =
document.getElementById("captureType").selectedIndex;
switch(captureType) {
case O:
//Capture Audio
navigator.device.capture.captureAudio(
onCaptureSuccess, onCaptureError,
{duration: capDur, Timit: numItems});
break;
case 1:
//Capture Image
navigator.device.capture.captureImage(
onCaptureSuccess, onCaptureError,
{1imit: numItems});
break;
case 2:
//Capture Video
navigator.device.capture.captureVideo(
onCaptureSuccess, onCaptureError,
{duration: capDur, Timit: numItems});
break;
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function onCaptureSuccess(fileList) {
var i, len, htmlStr;
len = filelList.length;
//Make sure we had a result; it should always be
//greater than 0, but you never know.
if(len > 0) {
html1Str = "<p>Results:</p><ol1>";
for( i =0, Ten; i < len; 1 += 1) {
//alert(fileList[i].fullPath);
html1Str += '<li><a href="file:/' +
fileList[i].fulTPath + "">' + fileList[i].name +
'</a></Ti>";
}
html1Str += "</o1>";
//Set the results content
res.innerHTML = html1Str;
}
}

function onCaptureError(e) {
var msgText;
//Clear the results text, nothing to show
res.innerHTML = "";
//Now build a message string based upon the
//error returned by the API
switch(e.code) {

case CaptureError.CAPTURE_INTERNAL_ERR:

msgText = "Internal error, the camera or microphone
failed to capture image or sound.";

break;

case CaptureError.CAPTURE_APPLICATION_BUSY:

msgText = "The camera application or audio capture
application is currently serving other capture
request.";

break;

case CaptureError.CAPTURE_INVALID_ARGUMENT:
msgText = "Invalid parameter passed to the API.";

break;
case CaptureError.CAPTURE_NO_MEDIA_ FILES:
msgText = "User Tikely cancelled the capture
process.";
break;
case CaptureError.CAPTURE_NOT_SUPPORTED:
msgText = "The requested operation is not supported

on this device.";
break;
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default:
//Create a generic response, just in case the
//following switch fails
msgText = "Unknown Error (" + e.code + ")";
}
//Now tell the user what happened
navigator.notification.alert(msgText, null,
"Capture Error');
}

</script>
</head>
<body onToad="onBodyLoad()">
<div data-role="header">
<h1>Capture Demo</hl>
</div>
<div data-role="content">
<Tabel for="captureType">Capture Type:</Tabel>
<select id="captureType" name="captureType">
<option value="0">Audio</option>
<option value="1">Image</option>
<option value="2">Video</option>
</select>
<Tabel for="numItems">Number of Items</Tabel>
<input type="range" name="numItems" id="numItems"
value="1" min="1" max="5" />
<label for="duration">Duration</label>
<input type="range" name="duration" id="duration"
value="5" min="1" max="10" />
<input type="button" id="captureButton" value="Capture"
onclick="doCapture();">
<div id="captureResults"></div>
</div>
</body>
</html>

The first thing you'll notice when you use the API in your applications is that on
some devices there’s a fairly long delay after calling the capture method before the
device’s default capture application launches to perform the capture. Because of
this delay, your application may need to include a Loading Capture Application
window or something to let the user know what’s going on during this delay.

You will also notice inconsistencies in the implementation of capture functionality
across different Android devices; some examples of this will be provided later in
the chapter. Additionally, even though the API documentation doesn’t indicate
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this, on the BlackBerry platform, the 1imit option is ignored, so no matter what
setting you use, the BlackBerry will perform only one capture per call to the Cap-
ture APL

Let’s look at some examples of Example 12-1 in action.

In Figure 12-2, the application is running on an iPhone device and is configured to
capture an image in addition to grabbing three images when the user clicks the
Capture button. Since image capture is being performed, the duration option has
no effect on the capture process.

ul_ ATE&T = 9:34 PM 3 =
Capture Demo

Capture Type:

Image @

Number of ltems

3 ( )

Duration

5 ( )

Capture

Figure 12-2 Example 12-1 configured for image capture

When the user clicks the Capture button, the iOS camera application will load
and prompt the user to take three pictures, one at a time. As each image is cap-
tured, iOS will prompt the user to use the current image or discard it and take a
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different picture, as shown in Figure 12-3. The user must click the Use button to
accept the current picture and either take another picture or return to the calling
program.

Preview

Figure 12-3 Example 12-1 image preview on iOS

When the images are returned to the calling program, it will update the UI to show
the list of image files, as shown in Figure 12-4. In this example, it’s showing links to
the image files that can be clicked to open the images for viewing. For audio and
video captures, the links may open but won't display properly because of some lim-
itations in the device OS.
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. ATRT = 9:32 PM 3 =
Capture Demo
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Image )
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Capture
Results:
1. photo _001.jpg

Figure 12-4 Example 12-1 image capture results

With the application configured for audio clip capture, the sound recorder applica-
tion will load, as shown in Figure 12-5. When finishing the recording of the audio
clip, the user must click the Done button to return information about the captured
audio files to the calling program.

With the application configured for video capture, the video recorder application
will load, as shown in Figure 12-6. When finishing recording of the clip, the user
must click the Use button to return information about the captured video files to
the calling program.

As you can see from these iOS examples, the process is pretty straightforward, but
even on iOS there are inconsistencies. In some cases, the user clicks a Use button to
return to the calling program, but in other cases it's a Done button. Additionally, if
you're doing multiple captures, there’s no visual indication of how many captures
are being performed and how many have been completed. For this reason, I recom-
mend that you do only a single capture at a time (use the default for Timit, which
is a single capture) to make it clearer to your application user what’s going on.
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Figure 12-6 Example 12-1 video capture
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Figure 12-7 shows the same application running on an Android device. As you can
see from the figure, the application looks (almost) the same as it does on iOS; this is
made possible by jQuery Mobile, which takes care of the UI so you don’t have to. In
this example, the application is configured for image capture and will grab two
images when the user clicks the Capture button.

ATAT ¢ 4% % @ & 9:03PM

Capture Demo

Capture Type:

Image @

Number of Items

2 ( ),
Duration
5 ( )

Capture

Figure 12-7 Example 12-1 running on an Android device

When the user clicks the Capture button, the camera application for the specific
device will load and prompt the user to take two pictures, one at a time. As each
image is captured, Android will prompt the user to use the current image or dis-
card it and take a different picture, as shown in Figure 12-8. For the device I used
for testing, the user must click the highlighted paperclip button to accept the cur-
rent picture and either take another picture or return to the calling program. Other
Android devices may have a different UI for the camera application that could
include different buttons or different button labels.
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m

Figure 12-8 Example 12-1 Android image preview

Where this gets interesting is when you attempt to capture an audio file on an
Android device. When the user clicks the Capture button, the default Android
Voice Recorder application will launch, as shown in Figure 12-9. When the user
clicks the Record button in the bottom middle of the voice recorder application
screen, the application will record an audio clip using the device microphone (or a
headset microphone if one is plugged into the device).

When the user clicks the Stop button (the button with the square on it in the
bottom-right corner of Figure 12-9) to end the recording, the voice recorder appli-
cation will display a screen similar to the one shown in Figure 12-10 (the screen
will vary depending on the Android OS version and possibly the device manufac-
turer). The problem here is that for the particular devices I used for testing, there is
no way to indicate to the voice recorder application that youre done recording and
want to return to the calling program. On other devices such as the Motorola
Droid smartphone, it will show a “Use this recording” button and pass the recorded
file back to the PhoneGap application.
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ATRT ¢ & ¥ U & 8:49PM
Voice Recorder

) Recording

00:05

[General] 218:11:14 Available

Figure 12-9 Example 12-1 Android audio capture

The PhoneGap application can use the Capture API to launch the voice recorder
application, but there’s no way within the voice recorder application to pass
information about the captured media files back to the PhoneGap application.
On the device I used for testing, shown in Figure 12-10, you can play the audio
clip, re-record the clip, share or delete the clip, and even access a listing of cap-
tured audio files, but there’s no way to get the captured audio clip back to the
PhoneGap application. Other manufacturers’ devices may show more appropri-
ate options to the user.

When capturing video on an Android device, the application will launch the video
recorder application to capture the video. When the recording process is complete,
the video recorder application will display the preview screen, as shown in Fig-
ure 12-11. In this case, the application is running on a LG Thrill device. When sat-
isfied with the video clip, the user must click the paperclip icon highlighted in the
figure to return information about the video clip(s) to the calling program.
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Figure 12-11 Video preview on an Android LG Thrill device
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On Samsung Infuse 4G Android devices, the preview window is different, showing
only the save and discard options shown in Figure 12-12.

Figure 12-12  Video preview on an Android Samsung Infuse 4G device

The application will run unmodified on newer BlackBerry devices. The only issue
affecting developers is that the BlackBerry platform ignores the 1imit option, so
no matter what your application expects, on a BlackBerry only one capture event
will occur for every call to the Capture API.
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Compass

The Compass API allows a PhoneGap program to determine the device’s head-
ing along a two-dimensional plane roughly corresponding to the surface of the
earth. Many modern smartphones have a physical compass (on a chip), and the API
simply queries the chip and returns an angle between 0 and 360 indicating the
direction the device is pointing. A value of O indicates the device is pointing north,
90 indicates it is pointing east, 180 refers to south, and 270 refers to west.

Note: Not all smartphones have a compass. The iPhone series of devices have always
had one, but RIM didn’t add one until BlackBerry 7 OS devices.

The Compass API works in a very similar manner to the Accelerometer API
described in Chapter 10. Using the API, developers can manually query the
device’s orientation or can set up a watch to have the API periodically report orien-
tation to the application on a specific frequency or when the device’s orientation
changes by a minimum threshold.

Getting Device Heading

To query the device’s orientation, simply call the following method:

navigator.compass.getCurrentHeading(successFunction,
errorFunction);

Passed to the API are the names of two functions that are called depending on
whether the APl is returning a result. The successFunctionis called when a read-
ing has been successfully made, and the errorFunction is called when there is an
error reading the compass.
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When called, the successFunction is passed the compassHeading object, which
consists of the following components:

* magneticHeading: The device’s current heading in degrees ranging from
0t0359.99.

* trueHeading: The device’s current heading relative to the geographic
North Pole in degrees ranging from 0 to 359.99. A negative value indicates
that a value could not be determined.

* headingAccuracy: A value indicating the deviation, in degrees, between
the magneticHeading and trueHead1ing values.

* timestamp: The time when the heading values were measured (in millisec-
onds since the Unix Epoch, January 1, 1970).

The earth has two North Poles: the geographic North Pole (which is the exact, geo-
graphic top of the earth) and the magnetic North Pole (which regularly moves
around because of magnetic changes in the earth’s core). You’ll have to determine
which matters for your particular application. On the Android platform, the asso-
ciated APIs return values only for magneticHeading, so headingAccuracy will
always be zero.

Unlike the Accelerometer API, when the Compass API calls the errorFunction,
it passes in a CompassError object that allows a program to understand a little bit
about why the error occurred. The most useful aspect of this is that you can tell
whether the compass is supported on the device.

Let’s take a look at an application that implements this API. Example 13-1 is an
application that queries the compass and updates the screen with the current head-
ing every time a button is clicked. This is not necessarily the most robust example,
but it illustrates how the API works.

Example 13-1

<!DOCTYPE html>
<html>
<head>
<title>Example 13-1</title>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0, user-scalable=no;'
/>

<script type="text/javascript" charset="utf-8"
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src="phonegap.js"></script>
<script type="text/javascript" charset="utf-8">

// Heading content

var hc;

//PhoneGap Ready variable
var pgr = false;

//Has compass, assume true
var hasCompass = true;

function onBodyLoad() {
//alert("onBodyLoad");
document.addEventListener("deviceready", onDeviceReady,
false);
}

function onDeviceReady() {
//Get a handle we'll use to adjust the heading
//content
hc = document.getElementById('headingInfo');
//Set the variable that lets other parts of the program
//know that PhoneGap is initialized
pgr = true;

}

function getHeading() {
if (pgr == true) {
if (hasCompass == true) {
//Clear the current heading content,
//just in case it takes some time to get the reading
hc.innerHTML =
"Getting heading information from compass.";
//get the current heading
navigator.compass.getCurrentHeading(
onHeadingSuccess, onHeadingError);
} else {
alert("No compass, please stop clicking
the button.™);
3

} else {
alert("Please wait. PhoneGap is not ready.");
}
h

function onHeadingSuccess(heading) {
//We received something from the API, so...
//first get the timestamp in a date object
//so we can work with it
var d = new Date(heading.timestamp);
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//Then replace the page's content with the
//current acceleration retrieved from the API

n

hc.innerHTML = "<b>Magnetic Heading:</b> " +
heading.magneticHeading +
"<br /><b>True Heading:</b> " + heading.trueHeading +
"<br /><b>Heading Accuracy:</b> " +
heading.headingAccuracy + "<br /><b>Timestamp:</b> " +
d.tolLocaleString(Q);

}

function onHeadingError(compassError) {
if (compassError.code ==
CompassError.COMPASS_NOT_SUPPORTED) {

hc.innerHTML = "Compass not available."
alert("Compass not supported.™);
hasCompass == false;

} else if (compassError.code ==
CompassError.COMPASS_INTERNAL_ERR) {
alert("Compass Internal Error');

} else {
alert("Unknown heading error!™);

3

}

</script>
</head>
<body onload="onBodylLoad()">
<hl>Example 13-1</hl>
<p>This is an Apache PhoneGap application that measures
device heading using the Compass API.<br />
<input type="button" value="Measure Heading"
onclick="getHeading();"></p>
<p id="headingInfo">Nothing to see here (yet), click the
button.</p>
</body>
</html>

The application starts by defining several variables that are used to control the
application. Since the application relies upon the user clicking a button to measure
the heading, the application will need to know whether PhoneGap has initialized
yet, so the pgr variable is used to track status. The hasCompass variable is used to
track whether the Compass API returns an error indicating that the compass is not
available. These variables prevent the application from trying to do things that are
not supported.

In getHeading, the application checks to make sure PhoneGap has initialized and
that a previous call to getCurentHeading didn’t return an error indicating that the



WarcuinG Device HEaping 209

compass wasn’t available. When all is clear, it makes a call to getCurrentHeading
to measure the device’s heading. If this is successful, the onHeadingSuccess func-
tion is called, and the application’s Ul is updated with heading information. If
there’s a problem, onHeadingError is called, the user is told what happens, and
hasCompass is updated if needed.

The value for timestamp is converted to human readable format using the follow-
ing code:

var d = new Date(heading.timestamp);
hc.innerHTML = "Timestamp: " + d.tolLocaleString(Q);

Figure 13-1 shows the application running on an Android device.

AT&T € G5 P =

Example 13-1

This is an PhoneGap application that
measures device heading using the Compass
APL.

Measure Heading

Magnetic Heading: 124.52074432373047
True Heading: 124.52074432373047

Heading Accuracy: 0

Timestamp: Wed Jan 18 2012 15:44:17 GMT-
0500 (EST)

Figure 13-1 Example 13-1 running on a Android device

Notice that heading accuracy is zero and the magnetic and true heading values are
the same; that’s because the Android OS supports only the magnetic heading.

Watching Device Heading

For an application that relies upon heading information, manually querying the
compass is inefficient. Fortunately, PhoneGap provides simple watch mechanisms
that allow an application to query the compass repeatedly over a specific time inter-
val or whenever the heading changes by more than a configurable number of degrees.
The following sections describe each of these options in detail.
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watchHeading

The watchHeading function allows an application to define a compass watch that
fires repeatedly on a specific time interval. An application defines the watch using
the following code:

var watchOptions = { frequency: 250 };
watchID = navigator.compass.watchHeading(onHeadingSuccess,
onHeadingError, watchOptions);

When creating the watch, a program must pass in the names of two functions
that are called depending on whether the heading measurement is successful. The
successFunction is called when a reading has been successfully made, and
the errorFunction is called when there is an error reading the compass. When
called, the successFunction is passed the compassHeading object that contains
information obtained from the compass. The previous section describes the
compassHeading object in detail.

In this example, the code first creates a watchOptions object that defines a watch
frequency of 250 milliseconds (0.25 seconds). A frequency value of 1000 would
configure a watch that fired every second. Next, the code creates the watch and
assigns the result of that operation in the watchID variable. The watchID is impor-
tant since it allows you to later cancel the watch using the following code:

navigator.compass.clearWatch(watchID);

Let’s take a look at an application that implements this API. Example 13-2 is an
application that displays a simple compass graphic and periodically (four times a
second) queries the compass and rotates the compass image to show the device’s
current heading.

Example 13-2

<!DOCTYPE html>
<html>
<head>
<title>Example 13-2</title>
<meta http-equiv="Content-type"
content="text/html; charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0, user-scalable=no;"
/>
<script type="text/javascript" charset="utf-8"
src="jquery.js"></script>
<script type="text/javascript" charset="utf-8"
src="jQueryRotate.2.1.js"></script>
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>
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<script type="text/javascript" charset="utf-8">
var hi, watchID;

function onBodyLoad() {
document.addEventListener("deviceready", onDeviceReady,
false);
//Get a handle to the headingInfo element of the page
hi = document.getElementById('headingInfo');
}

function onDeviceReady() {
//Set up the watch
//Read the compass 4 times a second
var watchOptions = { frequency: 250 };
watchID = navigator.compass.watchHeading(
onHeadingSuccess, onHeadingError, watchOptions);

}

function onHeadingSuccess(heading) {
var hv = Math.round(heading.magneticHeading);
hi.innerHTML = "<b>Heading:</b>" + hv + " degrees";
$("#compass") .rotate(-hv);

}

function onHeadingError(compassError) {

//Remove the watch since we're having a problem

navigator.compass.clearWatch(watchID);

//clear the Heading value from the page

hi.innerHTML = "";

//Then tell the user what happened.

if (compassError.code ==
CompassError.COMPASS_NOT_SUPPORTED) {
alert("Compass not supported.™);

} else if (compassError.code ==
CompassError.COMPASS_INTERNAL_ERR) {
alert("Compass Internal Error");

} else {
alert("Unknown heading error!™);

}

}

</script>

</head>

<body onTload="onBodyLoad()">
<hl>Example 13-2</hl>
<img src="compass.png" id="compass" align="middle" /><br />
<p id="headingInfo"></p>

</body>

</html>
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Instead of muddying the example by filling these pages with the code needed to
rotate the graphic, I decided to use a jQuery (www.jquery.com) plug-in called
jQueryRotate (http://code.google.com/p/jqueryrotate) to take care of that aspect
of the program for me. This approach dramatically simplifies the example and
allows me to get right to the PhoneGapness of the application.

Looking at the code, you’ll see two <script> tags at the start of the application
that load the jQuery module and the jQueryRotate plug-in.

<script type="text/javascript" charset="utf-8"
src="jquery.js"></script>

<script type="text/javascript" charset="utf-8"
src="jQueryRotate.2.1.js"></script>

Once those are in place, the application can rotate the graphic using the following
single line of code:

$("#compass") .rotate(angle);

The $Q) is a jQuery function that gives an application programmatic access to a
particular page element, in this case an image with an ID of compass. Once it has a
handle on the element, it calls the rotate function to rotate the graphic by the
angle passed to the function.

With that out of the way, let’s take a look at the application.

The watch is created in the onDeviceReady function, so the application starts
updating the compass as soon as PhoneGap is done initializing. As defined, it que-
ries the compass four times a second and then updates the compass orientation
accordingly. The watchID variable is defined at a global level, so it’s available to
multiple parts of the application.

When the watch fires, it calls the onHeadingSuccess function and passes in the
heading object defined in the previous section. There the application rounds the
heading value to the nearest whole number and stores it in a variable for use later.
It does that to minimize flicker as the compass adjusts itself, forcing the value to a
whole number minimizes the number of changes made to the screen. Next the
application updates the screen to show the numeric value for the heading and then
calls the rotate function to rotate the graphic.

function onHeadingSuccess(heading) {
var hv = Math.round(heading.magneticHeading);
hi.innerHTML = "<b>Heading:</b>" + hv + " degrees";
$("#compass").rotate(-hv);

}

When you look at the code, you may notice that the application converts the head-
ing value (through the hv variable in the code) to a negative number when calling
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rotate. This is because while the device might be pointing in a certain direction,
for the compass graphic to illustrate this accurately, it must rotate the north head-
ing away from the horizontal axis of the device. So, as the device turns 10° to the
right, the compass graphic must then rotate 10° to the left in order to still be point-
ing north.

If there’s an error querying the compass, the onHeadingError function is called
so the application can alert the user. Passed to the function is a compassError
object that includes information about the source of the error. Since we’ve had an
error, the first thing the application does is cancel the watch; there’s no reason to
continue to query the compass when you know it’s not working. After the watch
has been canceled, the application provides some feedback to the user so they
know why the application is no longer updating the compass.

Figure 13-2 shows the application running on an Android device.
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Figure 13-2 Example 13-2 running on an Android device

watchHeadingFilter

As useful as it is to query the compass on a time interval, sometimes an application
might want to know only when the device orientation changes. To support this, the
PhoneGap Compass API includes a function that can be called to define a watch
that’s fired only when the heading changes by more than a configurable number of
degrees. This option works in a very similar way to the previous example; the only
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differences are the names of the functions used to set and clear the watch and the
watch options passed to the function that creates the watch.

In this case, the watch is created using the following code:

var watchOptions = { filter : 5 };
watchID = navigator.compass.watchHeadingFilter(
onHeadingSuccess, onHeadingError, watchOptions);

The watch is created using watchHeadingFilter instead of the watchHeading
function used in the previous example. The application still needs to create a
watchOptions object, but instead of specifying a frequency variable, a filteris
used instead. The fi1ter variable defines the number of degrees used to filter the
watch. In this case, the onHeadingSuccess function will fire whenever the head-
ing changes by at least the value specified by the filter.

To remove the watch, call the following function and pass in the watchID being
canceled:

navigator.compass.clearWatchFilter(watchID);

Unfortunately, as useful as this option is, it doesn’t work on all platforms. Today
only iOS provides support for this function.

Example 13-3 shows the relevant portions of Example 13-2 updated to leverage
the watchHeadingFilter function. The majority of the changes are to the
onDeviceReady function where you’ll see a different watchOptions variable def-
inition and the call to watchHeadingFilter instead of watchHeading. In the
onHeadingError function, the call to clearWatch has been replaced with a call to
clearWatchFiTter instead. Beyond those minor changes, the application is oth-
erwise the same as Example 13-2.

Example 13-3

function onDeviceReady() {
//Set up the watch to fire whenever the compass moves 5 degrees
var watchOptions = { filter : 5 };
watchID = navigator.compass.watchHeadingFilter(
onHeadingSuccess, onHeadingError, watchOptions);

}

function onHeadingSuccess(heading) {
var hv = Math.round(heading.magneticHeading);
hi.innerHTML = "<b>Heading:</b>" + hv + " degrees";
$("#compass') .rotate(-hv);

}

function onHeadingError(compassError) {
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//Remove the watch since we're having a problem
navigator.compass.clearWatchFilter(watchID);
//clear the Heading value from the page
hi.innerHTML = "";

//Then tell the user what happened.

if(compassError.code == CompassError.COMPASS_NOT_SUPPORTED) {
alert("Compass not supported.™);

} else if (compassError.code ==
CompassError.COMPASS_INTERNAL_ERR) {
alert("Compass Internal Error™);

} else {
alert("Unknown heading error!™);
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14

Connection

The PhoneGap Connection object provides an application with information
about the current network connection available to the application. The object
exposes a single property, connection. type, as well as the following constants:

* Connection.CELL_2G
* Connection.CELL_3G
* Connection.CELL_4G
e Connection.ETHERNET
e Connection.NONE

* Connection.UNKNOWN

e Connection.WIFI

An application will query the connection. type property and compare the results
against these constants to determine the specific type of connection available.
You’ll see an example of this shortly.

Modern smartphones include multiple radios, so the device can connect to several
types of networks throughout the day. The device typically maintains a constant
connection to the cellular network whenever possible, which it uses for both voice
and data communication. Devices typically connect to Wi-Fi networks as well, pri-
marily for data communication but sometimes for voice communication.

When it comes to data communication, the type of connection a mobile applica-
tion would use to communicate with server-based resources, the device typically
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prioritizes its connections and uses the fastest (and least expensive) connection
whenever possible. For example, a device will typically place a higher priority on
Wi-Fi connections and use cellular connections only when a Wi-Fi connection is
not available.

Because of this prioritization, PhoneGap’s connection. type property will return
the primary connection type, which is the connection type currently being used for
data communication. As the device moves in and out of cellular and Wi-Fi cover-
age throughout the day, it typically doesn’t lose its network connectivity; the
device instead seamlessly transitions between available network types doing its
best to keep the connection available.

An application would use the online and offline events (described in Chapter 17)
to determine whether connectivity is available but would use connection. type
(possibly in conjunction with those events) to determine how robust the connec-
tion is. When transferring a small to medium amount of data (ranging from bytes
to kilobytes, for example), the network speed is important but not critical. When
an application prepares to transmit or receive a large amount of data across the
network, though, knowledge of the type of network is critical, and that’s the pri-
mary reason connection. type exists.

Before starting a large download or upload, an application might want to check to
see whether the device has a high-speed (Wi-Fi or 4G) connection and defer the
transmission unless a high-speed connection is available.

var networkState = navigator.network.connection.type;
if (networkState == Connection.NONE) {

//No network available, so tell the user

//and defer the update

}

The PhoneGap API documentation provides a simple example of how you can use
the connection object to detect the current network type and display an alert to the
user. Unfortunately, that’s not an example that can really be used in a production
application. I thought I’d tweak it a bit to make it more useful. Take a look at the
following code:

var states = {};
states[Connection.UNKNOWN] = 'Unknown';
states[Connection.ETHERNET] = 'Ethernet';
states[Connection.WIFI] = "Wi-Fi';
states[Connection.CELL_2G] = 'Cell 2G';
states[Connection.CELL_3G] 'Cell 3G';
states[Connection.CELL_4G] = 'Cell 4G';



CONNECTION

states[Connection.NONE] = 'No network';

function getConnectionTypeStr() {
//get the network state
var networkState = navigator.network.connection.type;
//return a string representing the current network state
return states[networkState];

}

In this example, I pulled the population of the states object out of the function
and instead execute that code within the script directly so it executes only once.
Next I updated the function so it returns a string representing the network type, so
an application could, for example, update its UI with the current network type if
appropriate for the application.

Example 14-1 shows the function put to use in an application. It’s the same appli-
cation used to demonstrate the use of the Event API's on1ine and off1ine events
(described in Chapter 17). In this example, the application’s main page gets
updated with the network connection type every time the device goes online.

Example 14-1

<!DOCTYPE html>
<html>
<head>
<title>Example 14-1</title>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0, user-scalable=no;"
/>
<script type="text/javascript" charset="utf-8"
src="jquery.js"></script>
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>
<script type="text/javascript" charset="utf-8">

//build an accessible representation of the different
//network state values
var states = {};

states[Connection.UNKNOWN] = 'Unknown';
states[Connection.ETHERNET] = 'Ethernet';
states[Connection.WIFI] = "Wi-Fi';

states[Connection.CELL_2G] = 'Cell 2G';
states[Connection.CELL_3G] = 'Cell 3G';
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states[Connection.CELL_4G] = 'Cell 4G';
states[Connection.NONE] = 'No network';

function onBodyLoad() {
document.addEventListener("deviceready", onDeviceReady,
false);
}

function onDeviceReady() {
navigator.notification.alert("PhoneGap is ready!");
//Add the online event listener
document.addEventListener("online", isOnline, false);
//Add the offline event Tistener
document.addEventListener("offline", isOffline, false);

}

function isOnline() {
var d = new Date();
$("#networkInfo') .prepend("Online (" +
getConnectionTypeStr() + ")<br />");
3

function isOffline() {

var d = new Date();

$("#networkInfo') .prepend("Offline<br />");
h

function getConnectionTypeStr() {
//get the network state
var networkState = navigator.network.connection.type;
//return a string representing the current network state
return states[networkState];
}
</script>
</head>
<body onTload="onBodyLoad()">
<hl>Example 14-1</hl>
<p id="networkInfo"></p>
</body>
</body>
</html>
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Figure 14-1 shows the application running on an Android device.

ATRT & g5

Example 14-1

Online (Cell 3G)
Offline

Online (Wi-Fi)
Online (Wi-Fi)
Online (Cell 3G)
Offline

Offline

Online (Unknown)

Figure 14-1 Example 14-1 running on an Android device

The application appends the current network status to the top of the list, so what
you see in the figure is activity over time with the most recent event at the top. The
application uses the jQuery $ () . prepend method to accomplish this. As you can
see from the example, with the cellular and Wi-Fi radios on, the connection
defaults to the Wi-Fi network. When I turned the radio off (third line from the top),
the device fired the off11ine event first (even though the cellular connection was
still available); then it fired the on1ine event when it transferred to the cellular
connection (the top line).



This page intentionally left blank



15

Contacts

The PhoneGap Contacts API provides applications with an interface that can be
used to create, locate, edit, copy, and delete contact records from the device’s
native Contacts application. The API is not proprietary; instead, it’s an implemen-
tation of the W3C’s Contacts API (www.w3.org/TR/2011/WD-contacts-
api-20110616/). This APl interfaces with the native Contacts APIs provided by the
mobile platform, and because of the way the internal API views contact informa-
tion, there are quite a few quirks that manifest themselves across mobile device
platforms.

Example Applications

Two sample applications have been created to help illustrate the features of
the Contacts APl Example 15-1 illustrates how to create a new contact within a

PhoneGap application, and Example 15-2 shows how to use the Contacts API's
search capabilities to locate a contact in an application.

Because of the length of the applications, it was not possible to include the applica-
fion source code in this chapter. Relevant portions of the application code and
screen shots of the application in action are shown within the chapter, but to see
the completed application code, you will need to point your browser of choice
fo the book’s web site at www.phonegapessentials.com and look for the example
project files in the Code section of the site.
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Creating a Contact

Creating a contact from within a PhoneGap application is pretty straightforward;
simply execute the following code:

var contact = navigator.contacts.create();

When the call to navigator.contacts.create completes, the contact object
exists that contains nothing more than a representation of the different fields that
define a contact as would be rendered within the device’s native Contacts applica-
tion. At this point, the contact object doesn’t contain any information about the
contact; all you have is an object that can be populated with contact information
and saved to the Contacts application’s database. You must manually save any
changes to the contact using the navigator.contacts.save method described
later in the chapter.

tacts API stems from their failure to save their changes to a contact once they’ve made
them. Many a developer has created a contact, set the appropriate properties for the
contact, and then scratched their head when the changes are found to have not been
written to the device’s contacts database. Be sure to call navigator.contacts.save
when you’ve completed making changes to a contact’s properties.

@ Note: One of the most common problems people encounter with the PhoneGap Con-

The call to navigator.contacts.create is one of the few synchronous API calls
implemented by PhoneGap. Instead of using callback functions to register success
or failure of an API call as illustrated in other chapters, the call simply creates a
contact object in memory and returns; there’s no need for callback functions
here. Once an application has a contact object to work with, the application must
populate the contact fields defined within the object and then save the contact to
complete the process.

Defined within the contact object are a group of strings and objects that specify
different aspects of the contact, as shown in the following list:

* 1d: A unique identifier for the contact; this variable is assigned a unique
value during the call to navigator.contacts.create.

* displayName: The name of the contact; on most devices, this is the name
that is displayed in contact lists and address picker dialogs. Unfortunately,
this field is not supported on all platforms (such as iOS).

* name: An object defining the different components of a contact’s name,
such as given name, family name, middle name, and so on.

¢ nickname: A casual name for the contact.
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phoneNumbers: An array containing the contact’s phone numbers.
emails: An array containing the contact’s email addresses.

addresses: An array containing the contact’s physical addresses (home,
business, and so on).

ims: An array containing the contact’s instant messaging (IM) addresses.

organizations: An array containing the organizations the contact is
associated with.

birthday: The contact’s birthday.
note: A variable used to contain text-based notes related to the contact.
photos: An array containing photos of the contact.

categories: An array containing user-defined categories associated with
the contact.

urls: An array containing the web addresses associated with the contact.

The name object includes the string values shown in the following list:

formatted: The contact’s complete name.
familyName: The contact’s family name.
givenName: The contact’s given name.
middleName: The contact’s middle name.

honorificPrefix: The prefix associated with the contact (examples: Dr.,
Mr., or Mrs.).

honori ficSuffix: The suffix associated with the contact (example: Ph.D.).

When you look at these lists, you may notice that the contact’s name components
are represented in different places in the object. The dispTlayName and nickname
values are associated with the contact, while everything else is associated with the
contact.name object. I expected that all name components would be associated
with the name object, but for some reason they’re not.

Many of the other components of the contact object are simple arrays represent-
ing multiple values of the same type. The addresses array is a two-dimensional
array of ContactAddress objects consisting of the following values:

pref: Boolean value that defines whether the entry is the default address
for the contact
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* type: A string value defining the type of address being defined such as
home or work

* formatted: The full address formatted for display

* streetAddress: The full street address

* Tocality: The city or locality associated with this address

* region: The state or region associated with this address

* postalCode: The ZIP or postal code associated with this address

* country: The country associated with this address

The organizations array is a two-dimensional array of ContactOrganization
objects consisting of the following values:

* pref: Boolean value that defines whether the entry is the preferred or
default organization for the contact

* type: A string value defining the type of organization being defined such
as home or work

* name: The name of the organization
* department: The department where the contact works

* title: The contact’s title within the organization

The contact’s phoneNumbers, emails, and ims values are all populated the same
way, using an array of values shown in the following list:

* type: A string value defining the type of value being defined such as home
or work

* value: The contact value such as phone number or email address

* pref: Boolean value that defines whether the entry is the default entry for
this type of contact method

Some smartphone platforms are picky about the values assigned to the type prop-
erty. Even though PhoneGap will accept anything for this value, your target mobile
device might not display the values unless the right values are assigned here. My
testing has shown that it’s best to use standard values like home, work, and mobile
for type.

Now that you have a good understanding of the contact properties, let’s take a look
at an example of how all of this is implemented in code. In the Example 15-1
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sample application (available from the www.phonegapessentials.com web site),
the application retrieves contact information from an external source (in this case
external .js files) and allows the application user to add information about a
selected user to the local contacts database. The following is an example of the
contact object for one of the contacts used in the application:

{

"FulTName": "Michael Palin",

"LastName": "Palin",

"FirstName": "Michael",

"EmaiTAddress": "michael@montypython.com",

"OfficePhone": "330.123.4567",
"Mob1ilePhone": "330.987.6543"

Note: I made up that email address for Michael Palin; he may have an email address,
but I definitely don’t know what it is. It’s probably best not to send any email mes-
sages to that address; there’s no telling where it would go or what would happen.

In the application, the contact information shown is assigned to the contactInfo
object and passed to the following function so the contact’s information can be
added to the local contacts database:

function addContact(contactInfo) {

//Create a new contact object
var contact = navigator.contacts.create();

//Populate the contact object with values
contact.displayName = contactInfo.FulTName;
contact.nickname = contactInfo.FullName;

//Populate the Contact's Name entries

var tmpName = new ContactName();
tmpName.givenName = contactInfo.FirstName;
tmpName. familyName = contactInfo.lLastName;
tmpName. formatted = contactInfo.FulTName;

//Then add the name object to the contact object
contact.name = tmpName;

//Populate Phone Number Entries by creating and populating

//an array of phone number information

var phoneNums = [2];

phoneNums[0] = new ContactField('work',
contactInfo.0fficePhone, false);

phoneNums[1] = new ContactField('mobile',
contactInfo.MobilePhone, true);

contact.phoneNumbers = phoneNums;
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//Populate Email Address the same way that you did the

//phone numbers

var emailAddresses = [1];

emailAddresses[0] = new ContactField('home',
contactInfo.EmailAddress, true);

contact.emails = emailAddresses;

// save the contact object to the device's contact database
contact.save(onContactSaveSuccess, onContactSaveError);

}

You can also create a contact object and populate it at the same time by passing in
a properly formatted contact object to the create method, as shown here:

var contact = navigator.contacts.create({displayName:
'Michael Palin', nickname: 'Mike', name: {givenName:
'Michael', familyName: 'Palin'}});

contact.save(onContactSaveSuccess, onContactSaveError);

There are some quirks in the way each individual mobile device platform stores
the contact information passed to the contact object. You will need to refer to the
PhoneGap documentation for specifics about these quirks since they’re likely to
change over time. For some examples, though, the BlackBerry platform doesn’t
support the displayName field directly, so the value is stored in the user1l field and
the nickname field returns null. On iOS, the displayName field isn’t directly sup-
ported, but different values may be returned depending on what values are defined
for the contact.

As mentioned previously, the changes you make to a contact’s properties will not
be written to the device’s contacts database until you execute the following code:

contact.save(onContactSaveSuccess, onContactSaveError);

In this example, I'm passing in two functions: an onContactSaveSuccess func-
tion that is executed after the contact has been successfully saved to the contacts
database and an onContactSaveError function that is executed if there’s an error
writing to the database.

The onContactSaveSuccess function is quite simple; it just lets the user know
that the save completed successfully, as shown in the following example:
function onContactSaveSuccess() {

alert(contactInfo.FulTName + "
device contacts database");

was successfully saved to the

}

If there’s an error saving the contact, the onContactSaveError function is called,
and an error object is passed to the function that allows an application to understand
the nature of the error and react according to the needs of the application. In the
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following example, the code displays a different error message for the user depend-
ing on the nature of the nature of the error encountered by the application.

function onContactSaveError(e) {

}

var msgText;

//Now build a message string based upon the error
//returned by the API

switch(e.code) {

case ContactError.UNKNOWN_ERROR:

msgText = "An Unknown Error was reported while saving
the contact.";
break;
case ContactError.INVALID_ARGUMENT_ERROR:
msgText = "An invalid argument was used with the Contact
API.";
break;
case ContactError.TIMEOUT_ERROR:
msgText = "Timeout Error.";
break;
case ContactError.PENDING_OPERATION_ERROR:
msgText = "Pending Operation Error.";
break;

case ContactError.IO_ERROR:
msgText = "IO Error.";
break;

case ContactError.NOT_SUPPORTED_ERROR:
msgText = "Not Supported Error.";

break;

case ContactError.PERMISSION_DENIED_ERROR:
msgText = "Permission Denied Error.";
break;

default:

//Create a generic response, just in case the
// switch fails
msgText = "Unknown Error (" + e.code + ")";

//Now tell the user what happened
navigator.notification.alert(msgText, null,
"Contact Save Error'");

In your applications, you will likely want to do something more substantive when
an error occurs. For some of the errors, there’s not much the application can do
except to perhaps try again later. The INVALID_ARGUMENT_ERROR is most likely
caused by a coding error and would likely not appear in a properly tested applica-
tion (unless PhoneGap changed the Contacts API options behind the scenes).

The PERMISSION_DENIED_ERROR is important and would affect users depending on
how they answer the security prompt they receive on BlackBerry and Android
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devices when they install new applications. On each platform, you must configure
the application project with a list of the APIs used by the application. If your appli-
cation doesn’t properly identify that it uses the Contacts API, the device may block
access to the APIL. On BlackBerry and Android, the user is prompted to allow access
to the different APIs used by the application; if the user doesn’t allow access to the
Contacts API when installing the application, the application will not function
properly and will likely return the permission denied error. To configure your proj-
ects with the appropriate permissions, refer to the documentation that accompanies
the mobile platform development tools you are using.

When working with PhoneGap Build (described in Chapter 9), the build service takes
care of configuring each development environment for you. To enable access to the
Contacts API on Android, add the following line to the project’s config.xm1 file, and
be sure to include it with the project files uploaded to the PhoneGap Build service:

<feature name="http://api.phonegap.com/1.0/contacts" />

This enables the READ_CONTACTS, WRITE_CONTACTS, and GET_ACCOUNTS pernﬁs—
sions on Android.

For a BlackBerry WebWorks application, you must include the following line in
the config.xm1 file:

<feature id="bTlackberry.pim.Contact" />

The following listing shows a completed PhoneGap Build config.xm1 for this
application:

<?xml version="1.0" encoding="UTF-8"7>
<widget xmlns = "http://www.w3.0rg/ns/widgets"
xmlns:gap = "http://phonegap.com/ns/1.0"
id = "com.phonegapessentials.ex151"
version = "1.0.0">

<name>Example 15-1</name>
<description>An example application that uses the PhoneGap
Contacts API</description>
<author href="http://johnwargo.com"
email="developer@somecompany.com">John M. Wargo</author>
<gap:platforms>
<gap:platform name="android" minVersion="2.1" />
<gap:platform name="webos" />
<gap:platform name="symbian.wrt" />
<gap:platform name="blackberry" project="widgets"/>
</gap:platforms>
<feature name="http://api.phonegap.com/1.0/contacts" />
<feature id="bTlackberry.pim.Contact" />

</widget>
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One of the quirks of the Android platform is that an application must have a Google
account configured on the device in order to access contact information from a
PhoneGap application. I discovered this issue when I was testing on a device that
I’d done a complete security wipe on before testing the application. Without a
Google account defined in the Android Accounts and Sync area of Settings, the
application returned an Unknown Error whenever it tried to write a contact to the
contacts database. As soon as I configured the device for my Gmail account, the
error went away. If you are using the Android emulator, you will need to use an
emulator based upon the Google APIs, not the default SDK.

Let’s take a look at the application in action. Figure 15-1 shows the Example 15-1
application running on a BlackBerry Torch simulator. It starts by showing a list of
contacts from an external data source.

llackBerry

Contacts Demo #1

Select Contact:

Michael Palin
John Cleese
Terry Jones
Graham Chapman
Terry Gilliam

Eric Idle

PhoneGap Essentials

Figure 15-1 Example 15-1 running on a BlackBerry Torch simulator
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When the user selects a contact, the application opens a page that displays detailed
information about the contact, as shown in Figure 15-2.

llackBerry

¢ Back Michael Palin

First Name: Michael

Last Name: Palin

Email Address:
michael@montypython.com
Office Phone: 330.123.4567
Mobile Phone: 330.987.6543

Add Contact

Figure 15-2 Example 15-1: contact details

When the user clicks the Add Contact button, the application adds the selected
contact to the contacts database and displays the confirmation dialog shown in
Figure 15-3.



CREATING 4 ContacT 233

llackBerry

< Back Michael Palin

First Name: Michael

Last Name: Palin

Email Address:
michael@montypython.com

Michael Palin was
"1 | successfully saved to
the device contacts
database

OK

Figure 15-3 Example 15-1: save confirmation

Opening the BlackBerry Contacts application and searching for and then opening
the new contact will show a screen similar to the one shown in Figure 15-4.
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ilackBerry

Michael Palin
Michael Palin

Phone Numbers
Work: 330.123.4567
Mobile: 330.987.6543
Email Addresses
Email: michael@montypython.com

Custom Fields
Custom 1: Michael Palin

Recent Activity

No recent activity. ]

1

Figure 15-4 New contact information in the BlackBerry Contacts application

Figure 15-5 shows the results of the same activity on an Android smartphone.
Figure 15-6 shows the results of the same activity on an Apple iPhone.

With each of these examples, the native contacts application makes the phone
number, email address, and other electronic contact fields clickable so the user can
click an item and initiate contact through the selected option.
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Michael Palin

|

Info History

Phone

330.123.4567

330.987.6543

Email

michael@montypython.
com

Joined contacts

Figure 15-5 New contact information in the Android Contacts application

ul_ ATET = 3:50 PM k=

" All Contacts

Palin Michael
“Michael Palin”

work (330) 123-4567

mobile (330) 987-6543

home michael@montypython.com

Text Message FaceTime

Share Contact Add to Favorites

Contacts

Figure 15-6 New contact information in the iOS Contacts application
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Searching for Contacts

Another useful feature of the Contacts API is the ability to search the device’s
local contacts database for contacts. To initiate a search, an application should
execute the following code:

navigator.contacts.find(contactFields, onContactSearchSuccess,
onContactSearchError, searchOptions);

The contactFields parameter passed to the find method defines the list of con-
tact field names whose values will be included in the search results. In some cases,
you may want the search function to return all fields, in which case you would use
the following:

contactFields = ['*'];

In other cases, you might want to limit your search results to a limited number of
contact fields, as shown in the following example:

contactFields = ['displayName', 'name', 'nickname'];

The name entry refers to the name object described in the previous section and
includes familyName, givenName, midd1eName, and more.

As you build your applications, you may think you can just use the displayName
field and catch most contact names. The problem with this approach is that
displayName is not supported on iOS, so if you rely upon that field name for
searches targeted at iOS devices, the search will likely not return any values.

The onContactSearchSuccess and onContactSearchError functions passed as
parameters to find are standard callback functions you’ve seen in other examples
in this book. The onContactSearchSuccess function is executed when the search
succeeds, and the onContactSearchError function is executed if an error is
encountered performing the search. You’ll learn more about these functions later.

The searchOptions parameter is an object defining options used to control how
the search is performed. It consists of two values, filter and multiple, as shown
in the following example:

var searchOptions = { filter : searchStr, multiple : true };

The fi71ter value defines the search string used when searching the device’s con-
tacts database, and the mul1tip1e value is a Boolean value that defines whether the
application should return multiple results or return a value as soon as a single item
that matches the search criteria is found.
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Let’s take a look at an example application that puts all of this to use. In the Exam-
ple 15-2 application (available for download from www.phonegapessentials.com),
the application displays the simple form shown in Figure 15-7. In the application, I
used the jQuery (www.jquery.com) and jQuery Mobile (www.jquerymobile.com)
frameworks to provide the application with a more professional-looking interface
without having to write a bunch of interface code myself.

. ATRT = 3:53 PM B =

Contacts Demo #2

Search Contacts:

Q. Palin (%

Search Scope:

Name (v

Search Contacts

Figure 15-7 Example 15-2 running on an Apple iPhone

On the form, the search field is defined using the following HTML markup:
<input type="search" id="editSearch" />
The search scope picker is defined using the following markup:

<select id="searchScope" name="searchScope">
<option>All</option>
<option>Name</option>
<option>Address</option>
<option>Notes</option>

</select>
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The code behind the Search Contacts button is defined in the following function:

function searchContacts() {
//Get the search string from the page
var searchStr =
document.getElementById("editSearch™).value;
//Figure out which search option is selected
var searchScope =
document.getElementById("searchScope").selectedIndex;
//Then populate searchOptions with the Tist of fields being
//searched
var contactFields = [
switch(searchScope) {
case 1:
//Return just name fields
contactFields = ['displayName', 'name', 'nickname'];
break;
case 2:
//Return address fields
contactFields = ['name', 'streetAddress', 'Tlocality',
'region', 'postalCode', 'country'];
break;
case 3:
//Return name and contents of the Notes field
contactFields = ['name', 'note'];
break;
default:
//return all contact fields
contactFields = ['*'];

1;

}
//Populate the search options object
var searchOptions = { filter : searchStr, multiple : true };
//Execute the search
navigator.contacts.find(contactFields,
onContactSearchSuccess, onContactSearchError, searchOptions);

}

In the function, the code grabs the value from the search field and the selected
value from the search scope picker. Using those values, it defines the values for the
contactFields variable based upon which picker option was selected and passes
the search string in the fi1ter value in the searchOptions object.

That’s it—that’s all an application has to do to search the local contacts database.
The onContactSearchError function is the same as the onContactSaveError
function described in the previous section. When the search completes, the find
method calls the onContactSearchSuccess function, which is shown next. The
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function essentially builds an on-screen list of the search results (displaying the
name of the contact if it can be determined).

function onContactSearchSuccess(contacts) {
// alert("onContactSearchSuccess™);
//Populate the contact Tist element of the contact Tist page
var i, Tlen, thelist;
//Store the contact data in our global variable so the
//other functions have something to work with
contactlList = contacts;
//Did we get any results from the search?
Ten = contacts.length;
if(len > 0) {
theList = '<ul data-role="Tistview">";
for( i =0, len; i < len; i += 1) {
//on i0S displayName isn't supported, so we can't
//use it
if(contacts[i].displayName == null) {
thelist += '<li><a onclick="showContact(' + i +

");">"' + contacts[i].name.familyName + ", " +
contacts[i].name.givenName + '</a></Ti>";
} else {

thelist += '<li><a onclick="showContact(' + i +
"J);">" + contacts[i].displayName + '</a></1i>"';
h
3
thelList += '</ul>"';
$("#contacts').html (theList);
//Then switch to the Contact Details page
$.mobiTle.changePage("#contactList", "slide", false, true);
} else {
navigator.notification.alert('Search returned 0 results',
null, 'Contact Search');
}
}

In onContactSearchSuccess, the function is passed an array containing contact
entries for each of the contact records containing the search string. The code first
checks to see whether the array has any values; if not, a message is displayed to the
user letting them know that there are no search results. If there are results, the
function loops through the results array and creates an unordered list containing
the name of each contact included in the search results. In the application, the
unordered list is assigned a data-role attribute of 1istview, which is used by
jQuery Mobile to render the interactive list shown in Figure 15-8. In this case,
there’s only one result, but if there had been more, the list would scroll down the
length of the screen as needed.
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. ATRT = 10:17 AM ¥ =

€ Back Contacts Demo #2

Select Contact:

Palin, Michael ©

Figure 15-8 Example 15-2: search results

Looking at the function, you may have noticed that when creating the list view, the
code first checks to see whether displayName is null and uses the contact’s
givenName and familyName to create the list entry. This is because displayName
is not supported on i0S, so I had to find another way to ensure that something
would display in the list.

if(contacts[i].displayName == null) {
thelList += '<li><a onclick="showContact(' + i + ");">"' +

contacts[i].name.familyName + ", " +
contacts[i].name.givenName + '</a></Ti>";
} else {

thelList += '<li><a onclick="showContact(' + i + ');">" +
contacts[i].displayName + '</a></1i>"';
}

Each entry in the list view has an onclick event defined that causes the
showContact function to be executed when the user selects a contact; passed
to showContact is the index for the selected contact. The function retrieves
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information about the selected contact and displays a page similar to the one
shown in Figure 15-9.

. ATRT = 10:17 AM ¥ =

€ Back Michael Palin

First Name: Michael

Last Name: Palin

Email (0): michael@monthpython.com
work:_ (330) 123-4567
mobile: (330) 987-6543

Contact[id] = 8058
Contact[displayName] = null
Contact[name] = [object Object]
Contact[nickname] = null
Contact[phoneNumbers] = [object
Obiject],[object Object]
Contact[emails] = [object Object]
Contact[addresses] = null
Contact[ims] = null
Contact[organizations] = [object Object]
Contact[birthday] = null
Contact[note] =

Contact[photos] = null
Contact[categories] = null

Figure 15-9 Example 15-2: contact detail

As you can see from the figure, the application displays some common field values
at the top of the page and lists all of the contact field values below the horizontal
rule. I built the application this way to help me validate what was returned by the
search function. When using the application, as you select different search scopes,
you can easily see what contact fields are (and aren’t) returned to the application
when performing a search. Here’s the code that generates the field/value list:

//Show all of the contact fields

dt = "<hr />";
for(myKey in contact) {
dt += "Contact[" + myKey + "] = " + contact[myKey] + "<br />";

}
$('#detailContent').html(dt);
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Cloning Contacts

To make a clone of an existing contact, an application simply calls the clone
method, as shown in the following example:

var contact2 = contactl.clone();

The contact object points to an existing contact obtained by creating a new con-
tact via a call to navigator.contacts.create, as described in the beginning of
the chapter, or retrieved by searching the local device contacts database using the
find method, as described in the previous section.

Once the application has the cloned copy of the original contact, it can manipulate
the properties of the clone, changing whatever properties are appropriate for the
application and then calling navigator.contacts.save to write the updates to
the contacts database. When the clone is created, the cloned contact object exists
solely in memory and must be written to disk for any changes to be maintained.

Removing Contacts

To remove an existing contact, an application simply calls the remove method, as
shown in the following example:

contact.remove (onContactRemoveSuccess, onContactRemoveError);

The contact object points to an existing contact obtained by creating a new con-
tact via a call to navigator.contacts.create, as described in the beginning of
the chapter, or retrieved by searching the local device contacts database using the
f1ind method, as described in an earlier section.

The onContactRemoveSuccess and onContactRemoveError parameters passed
to the call to remove are callback functions that are executed by the remove
method. The onContactRemoveSuccess function is executed after the contact has
been successfully removed, while the onContactRemoveError function is the
same as the onContactSaveError function described in the first section of this
chapter.
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Device

The PhoneGap Device object allows an application to access a limited amount
of information about the application and device running a PhoneGap application.
The device object represents the following properties:

device.name: Returns the name assigned to the device; this could be
something assigned by the device manufacturer or assigned by the smart-
phone user depending on the mobile device platform.

device.phonegap: Returns the version of the PhoneGap framework used
to build the application.

device.platform: On most platforms, returns the name of the mobile
device platform the application is running on. Exceptions will be dis-
cussed later in the chapter.

device.uuid: Returns the universally unique identifier (UUID) associ-
ated with the device (http://en.wikipedia.org/wiki/Universally_Unique_
Identifier).

device.version: Returns the OS version running on the device.

The device object has scope at the window level, so you can access any of the

device

properties using the following:

var deviceName = window.device.name;

or this:

var deviceName = device.name;
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An example application using device properties was shown in Chapter 2. Exam-
ple 16-1 highlights each of the supported device properties.

Example 16-1

<!DOCTYPE html>
<html>
<head>
<title>Example 16-1</title>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0, user-scalable=no;"
/>
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>
<script type="text/javascript" charset="utf-8">

function onBodyLoad() {
document.addEventListener("deviceready", onDeviceReady,
false);
3

function onDeviceReady() {
//HTML Break string
var br = "<br />";

//Get the appInfo DOM element

var element = document.getElementById("deviceInfo™);

//replace it with specific information about the

//device running the application

element.innerHTML =
"<b>device.name: " + device.name + br +
"<b>device.phonegap:</b> " + device.phonegap + br +
"<b>device.platform:</b> " + device.platform + br +
"<b>device.uuid:</b> " + device.uuid + br +
"<b>device.version:</b> " + device.version + br;

}

</script>

</head>

<body onToad="onBodyLoad()">
<hl>Example 16-1</hl>
<p id="deviceInfo">Waiting for PhoneGap Initialization to

complete</p>
</body>
</html1>
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In this example, once PhoneGap has initialized, the onDeviceReady function is
executed, and the application replaces the deviceInfo content on the page with
values from each of the properties of the device object.

Let’s take a look at the output of this application on different devices.

Figure 16-1 shows Example 16-1 running on a LG Thrill smartphone. As you can
see from the example, the device.name property reports the name the manufac-
turer has assigned to the device. I built this application using PhoneGap Build, so
they’re using the latest (at the time) version of PhoneGap, version 1.1.0. The
device is running Android version 2.2.2.

Example 16-1

device.name: Ige_Cosmopolitan
device.phonegap: 1.1.0
device.platform: Android
device.uuid: f5826d4838137b98
device.version: 2.2.2

Figure 16-1 Example 16-1 running on an Android device

Figure 16-2 shows the same application running on the BlackBerry simulator. As
you can see, PhoneGap on BlackBerry has an issue displaying the platform name,
reporting 3.0.0.100 instead of the word BlackBerry.

HlackBerry

Example 16-1

device.name: 9800
device.phonegap: 1.0.0
device.platform: 3.0.0.100
device.uuid: 553648138
device.version: 6.0.0.227

Figure 16-2 Example 16-1 running on a BlackBerry simulator
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When you take a look at the source code in the phonegap. js file for the Black-
Berry platform, you see the following:

function Device() {
this.platform = phonegap.device.platform;
this.version blackberry.system.softwareVersion;

this.name = blackberry.system.model;

this.uuid = phonegap.device.uuid;

this.phonegap = phonegap.device.phonegap;
};

PhoneGap is simply calling JavaScript methods provided by the BlackBerry Web-
Works platform, and for some bizarre reason, the developer has chosen to imple-
ment the device.name property using a system call that returns the version
number of the BlackBerry platform running on the device rather than the word
BlackBerry. In reality, the code should really look like this:

this.name = "BlackBerry";

RIM provides a Java API that allows an application to know whether the applica-
tion is running on a physical device or a simulator, which is useful information to
have when testing an application. Unfortunately, the developer of PhoneGap for
BlackBerry has not chosen to expose that distinction, which as you’ll see next has
been implemented on iOS.

Figure 16-3 shows Example 16-1 running on an iPhone device. For this OS, the
device.name property returns the name the user has assigned to the device in iTunes.

ul_ATRT 7 5:52 PM ==

Example 16-1

device.name: jw0376’s iPhone
device.phonegap: 1.0.0

device.platform: iPhone

device.uuid:
20d9210955tdcb97139cad28d83dec6e3c82745
device.version: 4.3.5

Figure 16-3 Example 16-1 running on an iPhone device

Figure 16-4 shows Example 16-1 running on the iPad simulator, but the PhoneGap
application is configured in Xcode as an iPhone application. This particular con-
figuration puts the application in compatibility mode, running as an iPhone
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application in a little iPhone window on the iPad. Users can click the 2X button in
the bottom-right corner of the screen to expand the window so the application runs
full-screen.

Carrier & 8:41 AM 100% [E=h

Example 16-1

device.name: iPhone Simulator
device.phonegap: 1.0.0

device.platform: iPhone Simulator
device.uuid: 001ECDDE-CB30-5633-BAEE-
181F6CAC1T786

device.version: 4.3.2

Figure 16-4 Example 16-1 running on the iPad simulator as an iPhone application
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The application reports that it’s running on an iPhone, but in reality
device.platformshould return iOS since that’s the OS platform the application
is running on. Expect that this will change someday, and any code you have that
looks for iPhone will have to be updated to check for iOS as well.

Notice too that on iOS PhoneGap reports correctly when the application is run-
ning on a simulator. This particular feature makes it easier to perform testing in
situations where a particular feature (like the camera) is available only on a physi-
cal device; your code can test to see whether the application is running on a simu-
lator and run substitute code in those cases.

Figure 16-5 shows Example 16-1 running on the iPad simulator. Happily, the
application is now running in full-screen mode and reports correctly that it’s run-
ning on an iPad rather than an iPhone, as shown in Figure 16-4.

Carrier 5 8:42 AM

Example 16-1

device.name: 1Pad Simulator

device.phonegap: 1.0.0

device.platform: iPad Simulator

device.uuid: 001ECDDE-CB30-5633-BAEE-181F6CAC1786
device.version: 4.3.2

Figure 16-5 Example 16-1 running on the iPad simulator
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Events

The PhoneGap Events API provides an application with the ability to register
event listeners for different events that occur on a supported smartphone device.
The following is a list of the types of events supported by PhoneGap:

e deviceready event
* Application status events
¢ Network events

¢ Button events

The subsequent sections in this chapter will describe each of these event types in
detail.

Creating an Event Listener

To create an event listener in a PhoneGap application, execute the following code:

document.addEventListener("eventName", functionName,
useCapture);

The parameters passed to addEventListener are as follows:

* eventName: String value specifying the name of the event the listener will
be listening for

e functionName: The function that will be executed when the event fires

* useCapture: Boolean value that specifies the scope of the event; since with
PhoneGap we’re capturing system events rather than object events, you will
most likely just use false for this parameter
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The following sections will cover the different categories of events supported by
PhoneGap.

To remove an event listener, simply call the JavaScript removeEventListener
method.

deviceready Event

The deviceready event is a fundamental part of any PhoneGap application. The
event is fired by PhoneGap to indicate that PhoneGap has completed initialization
and that PhoneGap APIs are available to be used by the application. An applica-
tion does not have to listen for this event; it can try to use a PhoneGap API any time
it wants, but a well-behaved application will perform actions using PhoneGap APIs
only after the deviceready API has fired.

Example 17-1 shows the typical implementation of an event listener that listens
for the deviceready event.

Example 17-1

<!DOCTYPE html>
<html>
<head>
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<meta name="viewport" id="viewport"
content="width=device-width, height=device-height,
initial-scale=1.0, maximum-scale=1.0, user-scalable=no;"
/>
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>
<script type="text/javascript" charset="utf-8">

function onBodyLoad() {
document.addEventListener("deviceready",
onDeviceReady, false);

}

function onDeviceReady() {
//PhoneGap is ready, so go ahead and call PhoneGap APIs

}

</script>
</head>
<body onload="onBodylLoad()">
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<hl>Example 17-1</hl>
<p>This 1is a sample PhoneGap application.</p>
</body>

</html>

Application Status Events

Most modern smartphones allow a user to switch between applications. As a run-
ning application transitions from the foreground to paused or to running in the
background (depending on the smartphone platform), PhoneGap will fire the
pause event. As a suspended application becomes active or an application running
in the background transitions to the foreground, PhoneGap will fire the resume
event.

Most smartphone platforms automatically switch an application into the background
whenever another application is launched or when the user switches to another
application. This allows the application to continue to process in the background,
retrieving data from a server, for example. On iOS, Apple has decided that only cer-
tain applications have the right to run in the background, so your PhoneGap applica-
tion will automatically be suspended whenever the user switches to another
application.

The purpose of each event is to allow an application to perform whatever cleanup
tasks are needed before an application makes the transition. As an example, a run-
ning application might want to close data or database connections and turn off any
media files being played before suspending or transitioning to the background. A
suspended or background application transitioning to the foreground may want to
reestablish those network or database connections and restart any media files once
the application is restarted.

Example 17-2 shows a sample application that implements pause and resume
event listeners. It is a simple application that updates the screen every time one of
the events fire. When the resume event fires, the application indicates how long the
application was suspended or running in the background.

Example 17-2

<!DOCTYPE html>
<html>
<head>
<meta name="viewport" content="width=device-width,
height=device-height initial-scale=1.0, maximum-
scale=1.0, user-scalable=no;" />
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<meta http-equiv="Content-type" content="text/html;
charset=utf-8">

<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>

<script type="text/javascript" charset="utf-8">

//Start time variable

var startTime, endTime;
//pauselnfo page content variable
var pi;

//FirstTime variable

var firstTime;

function onBodylLoad() {
document.addEventListener("deviceready",onDeviceReady,
false);
}

function onDeviceReady() {
pName = device.platform;

if ((pName == "Android") || (pName == "3.0.0.100™)) {
firstTime = true;

} else {
firstTime = false;

}

//Add our Pause event listener
document.addEventListener("pause", processPause, false);
//Add our Resume event Tistener
document.addEventListener("resume", processResume,
false);

//Get a handle to the pauseInfo page element
pi = document.getElementById("pauseInfo™);

}

function processPause() {
//Clear the previous counter
pi.innerHTML = "Application paused.";
//Set startTime to the current date/time
startTime = new Date();

}

function processResume() {
//We want to skip the first time this fires
if(firstTime == true) {
//Clear our firstTime variable
firstTime = false;
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pi.innerHTML = "Skipping first Resume.";
} else {
//Get the current date
endTime = new Date();
timeDiff = (endTime - startTime) / 1000;
//Update the screen
pi.innerHTML = "Paused for " + timeDiff + " seconds.";
3
}

</script>
</head>
<body onToad="onBodyLoad()">
<hl>Pause Counter</hl>
<p id="pauseInfo">Waiting for pause.</p>
</body>
</html>

As I worked through this example, I learned something about these events that is
not documented in the PhoneGap API documentation. An Android or BlackBerry
application will fire the resume event as soon as the application starts. On iOS, the
resume event is fired only when the application resumes from being suspended in
the background. Because of this quirk, I had to create a Boolean variable called
firstTime, which is used by the application to control whether the first firing of
the resume event is ignored by the program. Also, because of a quirk in the Device
API, for a BlackBerry device the application has to look for a number in the device
name rather than the word BlackBerry.

pName = device.platform;

if ((pName == "Android") || (pName == "3.0.0.100")) {
firstTime = true;
} else {

firstTime = false;

}

The application registers a listener for the pause event using the following code:

document.addEventListener("pause", processPause, false);

This indicates that the processPause function should be called before the applica-
tion transitions to the background. Within the function, the sample application
simply updates the screen and stores the current timestamp in a variable. When the
application runs on an Android device, you can see the screen update before
the application moves to the background. On i0S, the screen update is not visible
before the application suspends.
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The sample application registers a listener for the resume event using the follow-
ing code:

document.addEventListener("resume", processResume, false);

In this case, the processResume function is called when the application activates.
The function first checks to see whether it should be skipping the first firing of the
resume event by checking, and then resetting if necessary, the value of the
firstTime variable. After that, it retrieves the stored timestamp indicating when
the application suspended and uses the value to update the screen with the amount
of time the application was suspended.

Figure 17-1 shows Example 17-2 running on an Android device.

Pause Counter

Paused for 3.952 seconds.

Figure 17-1 Example 17-2 running on an Android device

Network Status Events

Any mobile application that uses network-based resources should in some way
monitor network availability and attempt to send or receive data across a network
connection only when the network connection is available. An application can
manually check the status of the device’s network connection using the PhoneGap
Connection object (described in Chapter 14) before trying to utilize a network
connection.

In other cases, an application will use the PhoneGap on1ine and off1ine events
to listen for changes in a network connection and adjust accordingly. Whenever
the device loses its network connection, it will fire the off11ne event. When a con-
nection becomes available again, the online event will fire. A network-savvy
application will use these events to track the status of the connection and queue
data for transmission only when the connection is available.

Example 17-3 shows a simple network tracker application that leverages the
online and off11ine events to update the screen as the network comes and goes.
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Example 17-3

<!DOCTYPE html>
<html1>
<head>
<title>Example 17-3</title>
<meta name="viewport" content="width=device-width,
height=device-height initial-scale=1.0, maximum-
scale=1.0, user-scalable=no;" />
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<script type="text/javascript" charset="utf-8"
src="jquery.js"></script>
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>
<script type="text/javascript" charset="utf-8">

function onBodyLoad() {
document.addEventListener("deviceready", onDeviceReady,
false);
}

function onDeviceReady() {
//Add the online event listener
document.addEventListener("online", isOnline, false);
//Add the offline event Tistener
document.addEventListener("offline", isOffline, false);

}

function isOnline() {
var d = new Date();
$("#networkInfo') .prepend("Online: " +
d.toLocaleString() + "<br />");
3

function isOffline() {
var d = new Date();
$("#networkInfo') .prepend("0ffline: " +
d.toLocaleString() + "<br />");
3
</script>
</head>
<body onToad="onBodyLoad()">
<hl>Network Tracker</hl>
<p id="networkInfo"></p>
</body>
</html>
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The application registers two event listeners, one for each of the network events
we’re monitoring. The isOnTine function is executed when the onTline event
fires, and the is0ff11ne function executes when the off11ine event fires.

To keep the application as simple as possible, the application uses jQuery to man-
age appending the network status updates to the top of the networkInfo para-
graph tag:

$("#networkInfo') .prepend("some_value<br />");

In this example, jQuery will locate the networkInfo page element and prepend
the supplied text to the content that’s already there.

Figure 17-2 shows Example 17-3 running on an Android device.

ATaT & & B = W | #710:31 AM

Network Tracker

Online: Mon Nov 07 2011 10:31:21
GMT-0500 (EST)
Online: Mon Nov 07 2011 10:31:13
GMT-0500 (EST)
Offline: Mon Nov 07 2011 10:30:51
GMT-0500 (EST)
Online: Mon Nov 07 2011 10:30:03
GMT-0500 (EST)
Online: Mon Nov 07 2011 10:29:54
GMT-0500 (EST)
Offline: Mon Nov 07 2011 10:29:39
GMT-0500 (EST)
Online: Mon Nov 07 2011 10:29:31
GMT-0500 (EST)

Figure 17-2 Example 17-3 running on an Android device

Button Events

Smartphones typical use physical buttons to allow users to interact more directly
with the OS. i0S devices have only a single button (not counting the volume but-
tons), one that depending on how it’s used, either allows the user to return to the OS
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home screen or opens a list of paused applications. Android and BlackBerry
devices, on the other hand, offer the user several buttons and are therefore simpler
for more advanced users to operate.

To allow for PhoneGap applications to respond to these buttons, PhoneGap will
fire the following events whenever the corresponding buttons are pressed:

* backbutton: Fires when the user presses the back button on a device. This
is typically the Escape button on Android and BlackBerry devices; iOS
devices do not have a back button.

* menubutton: Fires when the user presses the device’s menu button. iOS
devices do not have a menu button.

* searchbutton: Fires when the user presses the dedicated search button on
an Android device.

* startcallbutton: Fires when a BlackBerry user presses the dedicated
start call button (located to the left of the BlackBerry menu button).

* endcallbutton: Fires when a BlackBerry user presses the dedicated end
call button (located to the right of the BlackBerry escape button).

e volumedownbutton: Fires when a BlackBerry user presses the device’s
volume down button.

e volumeupbutton: Fires when a BlackBerry user presses the device’s vol-
ume up button.

To respond to these buttons, simply implement the appropriate event listeners and
write the code that executes when the button is pressed.

As you can see from the list, many of the events are device specific; even though
volume up and down buttons are available on most smartphones, event listeners
are for some reason available only in BlackBerry PhoneGap applications. It’s rare
in this day in age, with Android and iOS devices much more popular than Black-
Berry, for BlackBerry to receive more attention than other platforms when it
comes to framework features.

It’s important to note that when a PhoneGap application overrides one of these but-
tons by registering an event listener for the button, the default behavior of the button
no longer applies while the listener is in place. For example, on most devices, press-
ing the escape button causes the application to return to a previous screen or exit
the application if on the main screen. When the escape button is overridden (by
creating a backbutton event listener) as shown in the following code, pressing the
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escape button causes only the code specified in the onBackButton function to
execute.

document.addEventListener("backbutton", onBackButton, false);

If you want the application to exhibit default behavior when one of the overrid-
den buttons is pressed, then you’ll have to implement the code to do so in your
application. Using the previous code as an example, the onBackButton function
might first do any cleanup required by the application and then call the
navigator.app.exitApp() function, as shown here:

function onBackButton() {
//Do whatever you need to do before closing the application

//Then close the application
navigator.app.exitApp(Q;
1

This is very important for the escape button as shown but for the menu button as
well. Unless your application doesn’t need a menu and you’re replacing the func-
tionality behind the menu button with something specific to your application,
Android and BlackBerry users are used to a menu appearing within an application
when the menu button is pressed. If you want your own menu and override the
menu button, your application is responsible for creating and displaying the appro-
priate menu when the button is pressed. The OS-specific menu will not appear
when an overridden menu button is pressed.

The call buttons on BlackBerry cause additional problems for the PhoneGap
developer. If you override the phone call buttons to use for other purposes in a
game, for example, the user would have to leave the application in order to be able
to press the phone button to bring up the phone application. This isn’t a big deal,
but it’s important to pay attention to as you design your applications.

Example 17-4 shows a sample application that registers event listeners for each of
the supported buttons. It doesn’t do much, but it does illustrate how to use these
events.

Example 17-4

<!DOCTYPE html>
<html>
<head>
<title>Example 17-4</title>
<meta name="viewport" content="width=device-width,
height=device-height initial-scale=1.0, maximum-
scale=1.0, user-scalable=no;" />
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<meta http-equiv="Content-type" content="text/html;
charset=utf-8">

<script type="text/javascript" charset="utf-8"
src="jquery.js"></script>

<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>

<script type="text/javascript" charset="utf-8">

function onBodyLoad() {
//alert("onBodylLoad");

document.addEventListener("deviceready", onDeviceReady,

false);
}

function onDeviceReady() {
alert("onDeviceReady");

//Check to see if we've registered any events
var eventCount = 0;

//What platform are we running on?
pName = device.platform;

if((pName == "Android") || (pName == "3.0.0.100")) {
eventCount += 2;
//Android & BlackBerry only events

document.addEventListener("backbutton", onBackButton,

false);
document.addEventListener("menubutton”, onMenuButton,
false);
}
if(pName == "Android") {

eventCount += 1;

//Android only event

document.addEventListener("searchbutton",
onSearchButton, false);

}

if(pName == "3.0.0.100") {

eventCount += 4;

//BlackBerry only events

document.addEventListener("startcallbutton",
onStartCallButton, false);

document.addEventListener("endcallbutton",
onEndCall1Button, false);

document.addEventListener("volumedownbutton",
onVolumeUpButton, false);

document.addEventListener("volumeupbutton",
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onVolumeDownButton, false);

}

//did we register any event Tisteners?
if(eventCount < 1) {
//0, must be running on an 1i0S device
alert("Must be running on an i0S device, No event
Tisteners registered");
} else {
//Android or BlackBerry
alert("Registered " + eventCount +
" event listeners.");
}
h

function onBackButton() {
$("#buttonInfo') .prepend("Back button pressed<br />");
//Do button processing here

};

function onMenuButton() {
$("#buttonInfo') .prepend("Menu button pressed<br />");
//Do button processing here

1

function onSearchButton() {
$("#buttonInfo') .prepend("Search button pressed<br />");
//Do button processing here

1

function onStartCallButton() {
$("#buttonInfo') .prepend(
"Start Call button pressed<br />");
//Do button processing here

1

function onEndCallButton() {
$("#buttonInfo') .prepend(

"end Call button pressed<br />");
//Do button processing here

s

function onVolumeUpButton() {
$("#buttonInfo') .prepend(
"Volume Up button pressed<br />");
//Do button processing here

1



Burron EVENTS

function onVolumeDownButton() {
$("#buttonInfo') .prepend(
"Volume Down button pressed<br />");
//Do button processing here
3
</script>
</head>
<body onToad="onBodyLoad()">
<h1>Button Tracker</hl>
<p id="buttonInfo">Waiting for button press</p>
</body>
</html>

In Example 17-4, the code checks to see which platform it’s running on before
registering the events. While not necessary, there’s no reason to try to register an
event that will never fire on the mobile device. Of course, since the PhoneGap
device.name property returns the BlackBerry platform version rather than the
word BlackBerry, the check for BlackBerry is a hack and would have to be updated
for production use. As written, it checks only for a particular version of the plat-
form and would not work correctly for other devices.

Figure 17-3 shows Example 17-4 running on an Android device.

ATRT Gy B =0 11:27 AM

Button Tracker

Back button pressed
Back button pressed
Search button pressed
Menu button pressed
Back button pressed
Menu button pressed
Back button pressed
Back button pressed
Menu button pressed
Menu button pressed
Menu button pressed
Menu button pressed
Search button pressed
Search button pressed
Waiting for button press

Figure 17-3 Example 17-4 running on an Android device
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To restore a button to its default behavior, simply make a call to the JavaScript
removeEventListener method, as shown here:

document.removeEventListener("backbutton", onBackButton, false);
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File

The PhoneGap File API provides an application with the methods needed to
locate, read, write, copy, move, and remove files in both temporary and persis-
tent file storage on a mobile device. PhoneGap’s implementation of the File API
is based in part on the W3C File API: Directories and System specification
(www.w3.org/TR/file-system-api). At this time, not all of the capabilities of the
W3C specification have been implemented, but the API provides the essential
capabilities a mobile developer will be interested in.

Example Application

A sample application, Example 18-1, was created fo help illustrate the features of
the File API. Because of the length of the application, however, it was not possible
to include the complete application source code in this chapter.

Relevant portions of the application’s code and screen shots of the application in
action are shown within the chapter, but fo see the complete code, you will need to
point your browser of choice fo the book’s web site at www.phonegapessentials.com
and look for the example project files in the Code section of the site.

Available Storage Types

A typical smartphone operating system provides applications with two different
types of file storage space it can use. To store temporary files, an application
should use the temporary storage location. For content and data that is integral to
the application’s operation and must remain available after the application is
closed and restarted, the application should use persistent storage.
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In general, an application might use temporary storage for transient data, data that’s
written to the file system as part of a memory management strategy or as swap space
when analyzing or manipulating a large amount of data. With temporary storage, the
application can read from and write to the storage area with impunity, creating and
deleting files as needed within the available storage limitations of the device. It’s
even possible that the device will empty temporary storage when the application
closes or the device reboots, freeing up storage space for other applications.

Persistent storage is more stable; the device OS protects it during reboots and
when the application closes. An application’s persistent storage will be emptied by
the OS when the application is uninstalled from the device.

Accessing the Device’s File System

If an application needs to browse the file system looking for files and directories,
the application must first request a handle to it using the following code:

window. requestFileSystem(fileSystemConstant, sandboxSize,
onSuccessFunction, onErrorFunction);

In this example, a file system sandbox is created for the application to use. The
possible values for the fileSystemConstant constant are listed here; these are
used to specify which type of storage will be used by the application:

* LocalFileSystem.PERSISTENT
* LocalFileSystem.TEMPORARY

When calling requestFileSystem, the application requests the allocation of stor-
age it thinks it will need using the sandboxSize parameter shown in the example.
There’s really not a lot of information in the documentation or forums about this
parameter, but in general, you will want to make sure you allocate enough space
for the temporary files your application will be creating. The size requested is
checked against the free space on the device to verify there is enough space avail-
able. A FileError.QUOTA_EXCEEDED_ERR will be returned if there is not enough
space available on the device. When an application writes data to files, there is no
check performed to make sure you don’t use more than the requested space.

To request access to 5 MB of temporary sandbox storage, the application would
execute the following code:

window. requestFileSystem(LocalFiTleSystem.TEMPORARY,
5 * 1024 * 1024, onSuccessFunction, onErrorFunction);

You could also use the following code, but for me, the previous example is easier
to understand what’s happening. This option is of course less work for the
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application since it doesn’t have to do the math every time it runs; it’s your
call—readability vs. performance.

window. requestFileSystem(LocalFiTleSystem.TEMPORARY,
5242880, onSuccessFunction, onErrorFunction);

The onSucessFunction and onErrorFunction parameters define the func-
tions that are called when the request completes if there is an error encountered
during the process. The onSuccessFunction will be executed when the call to
requestFileSystem completes. The function is passed a file system object (fs in
this case) that can be used to directly interact with the file system, as will be shown
in the following section.

function onSuccessFunction(fs) {

alert("Accessing " + fs.name +
fs.root.fullPath + ")");

//Do something with the file system (fs) here

}

The onErrorFunction is executed when there is an error with most of the meth-
ods defined in the File API. The information provided here will be relevant to most
of the other examples provided in this chapter. Passed to the onErrorFunction is
an error object that can be queried to determine the nature of the problem. The
following list of constants define the possible values that can be returned by the
File API for file and directory access problems:

storage (" +

e FileError.ABORT_ERR

e FileError.ENCODING_ERR

* FileError.INVALID_MODIFICATION_ERR
* FileError.INVALID_STATE_ERR

* FileError.NO_MODIFICATION_ALLOWED_ERR
e FileError.NOT_FOUND_ERR

* FileError.NOT_READABLE_ERR

* FileError.PATH_EXISTS_ERR

* FileError.QUOTA_EXCEEDED_ERR

* FileError.SECURITY_ERR

* FileError.SYNTAX_ERR

* FileError.TYPE_MISMATCH_ERR
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The following is an example of a function that can be used within an application to
display an error message to users. In this example, the code uses e. code property
to determine the error condition (using the error constants listed earlier).

function onFileError(e) {
var msgText;
switch(e.code) {
case FileError.NOT_FOUND_ERR:

msgText = "File not found error.";
break;

case FileError.SECURITY_ERR:
msgText = "Security error.";
break;

case FileError.ABORT_ERR:
msgText = "Abort error.";
break;

case FileError.NOT_READABLE_ERR:
msgText = "Not readable error.";
break;

case FileError.ENCODING_ERR:
msgText = "Encoding error.";
break;

case FileError.NO_MODIFICATION_ALLOWED_ERR:
msgText = "No modification allowed.";
break;

case FileError.INVALID_STATE_ERR:
msgText = "Invalid state.";
break;

case FileError.SYNTAX_ERR:
msgText = "Syntax error.";
break;

case FileError.INVALID_MODIFICATION_ERR:
msgText = "Invalid modification.";
break;

case FileError.QUOTA_EXCEEDED_ERR:
msgText = "Quota exceeded.";
break;

case FileError.TYPE_MISMATCH_ERR:
msgText = "Type mismatch.";

break;

case FileError.PATH_EXISTS_ERR:
msgText = "Path exists error.";
break;

default:
msgText = "Unknown error.";

}
//Now tell the user what happened
navigator.notification.alert(msgText, null, "File Error");

}
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When working with individual files, like the image file path information you get
back from the Camera (Chapter 11) and Capture (Chapter 12) APIs, you don’t need
access to the file system directly; you can just work with the file individually.

Reading Directory Entries

Once you have access to the file system (either through the persistent or temporary
storage area), you have the ability to process directory entries using the File API’s
DirectoryReader object. To create a DirectoryReader object, an application
must make a call to createReader, as shown in the following function:

function onGetFileSystemSuccess(fs) {

alert("Accessing " + fs.name + " storage (" +
fs.root.fullPath + ")");

//Create a directory reader we'll use to 1list the files in
//the directory
var dr = fs.root.createReader();
// Get a Tist of all the entries in the directory
dr.readEntries(onDirReaderSuccess, onFileError);

}

In this example, the call to createReader is made in the callback function exe-
cuted after requesting a file system object as described in the previous section.
Here the application uses the file system object to create a DirectoryReader
pointing at the root folder of the selected file system. The DirectoryReader (drin
the example) supports only a single method, readEntries, which is used to read
all of the entries in the specified folder.

As shown in the following example function, the callback function executed when
aDirectoryReader has been successfully created is passed a dirEntries object.
This object is an array of FileEntry and DirectoryEntry objects that can be
accessed to obtain information about all of the files and directories in the folder.

function onDirReaderSuccess(dirEntries) {

var i, f1, Ten;
Ten = dirEntries.length;
if(len > 0) {

f1 = '"<ul data-role="Tistview">"';

for( i =0; i < Ten; i++) {

if(dirEntries[i].isDirectory == true) {
fl += '<li><a href="#" onclick="processkEntry(' + i +
"Y;">Directory: ' + dirEntries[i].name + '</a></1i>";

} else {
f1 += '<li><a href="#" onclick="processEntry(' + i +
"i;">File: ' + dirEntries[i].name + '</a></1i>';
}
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f1 += "</ul>";
} else {
f1 = "<p>No entries found</p>";

}

//Update the page content with our directory 1list
$C("#dirEntries') .htm1(f1);

//Display the directory entries page
$.mobiTle.changePage("#dirList", "slide", false, true);

}

In this example, the function first checks to see whether any entries were found in
the directory and then loops through them building an unordered list of list items
(using the HTML <ul>, </ul>, <1i>, and </11> tags) that are then added to the
page. The application will display different content depending on whether the
entry is a file or directory.

In this example, I'm using jQuery Mobile (www.jquerymobile.com) to create a
more professional-looking UI for the application, so that’s why you’ll see the
data-role="Tistview" attribute associated with the <ul1> tag in the code. The
call to $('#dirEntries"') .htm1(f1) at the end of the function is a function of
jQuery (www.jquery.com) that provides a quick method for updating the content
of the dirEntries <div> on the HTML page I'm using. Finally, the application
makes acall to $.mobile.changePage(), whichis a jQuery function that switches
to a different page within the application.

The capabilities highlighted in the previous paragraph illustrate several of the
important reasons why a developer would use jQuery and jQuery Mobile for their
applications; it takes away much of the complexity of creating compelling Uls and
user experiences. Using the following section of an HTML page, the code we’ve
just discussed will generate the interactive screen shown in Figure 18-1.

<section 1id="dirList" data-role="page" data-add-back-btn="true">
<header data-role="header">
<h1>File API Demo</hl>
<a onclick="writeFile();" data-icon="plus"
class="ui-btn-right">Write</a>
</header>
<div data-role="content">
<p>File system contents:</p>
<div id="dirEntries"></div>
<hr />
<div id="writeInfo"></div>
</div>
</section>


www.jquerymobile.com
www.jquery.com

ACCESSING FILEENTRY AND DIRECTORYENTRY PROPERTIES 269

C—
HlackBerry

{ Back File API Demo + Write

File system contents:

Directory: home

Directory: tmp78774863760

File: Ihogitzf.txt

Figure 18-1 Example 18-1 running on a BlackBerry Torch 9800 simulator

The Write button shown in the figure will be discussed in the section entitled
“Writing Files” later in the chapter.

Accessing FileEntry and DirectoryEntry Properties

The FileEntry and DirectoryEntry objects expose several properties an appli-
cation can use to obtain additional information about a file or directory entry. The

properties that can be accessed by an application are as follows:

e fullPath: The complete, absolute path from the root of the file system to
the entry
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* isDirectory: Returns true for DirectoryEntry objects and false for
FileEntry objects

* jsFile: Returns true for FileEntry objects and false for DirectoryEntry
objects

* name: The file name, excluding path information, for the entry

Before an application can access these properties, it must first have a handle to the
entry. In the previous section, the DirectoryReader returned an array of entries,
so accessing properties is not that difficult.

To obtain an entry using a file name, use the following code:

fs.root.getFile("sample.txt", { create : false },
processEntry, onFileError);

fs refers to a FileSystem object obtained from a call to requestFileSystem
described earlier in the chapter. Once you have access to a file or directory entry,
you can access the properties as shown in the following function. In this example,
the processEntry function was passed as a success callback parameter in the
call to getFile, soit’s executed automatically as soon as getFiTe has a handle to
the file. The file entry (theEntry in this example) is passed as a parameter to the
function.

function processEntry(theEntry) {
var fi = "";
fi += '<p><b>Name</b>: + theEntry.name + '</p>';
fi += '<p><b>Full Path</b>: ' + theEntry.fullPath + '</p>';
fi += "<p><b>URI</b>: ' + theEntry.toURI() + '</p>';
if(theEntry.isFile == true) {
fi += "<p>The entry is a file</p>';
} else {
fi += '<p>The entry is a directory</p>";
}
//Update the page content with information about the file
$('#fileInfo') . .html(fi);
//Display the directory entries page
$.mobiTle.changePage("#fileDetails", "slide", false, true);

}

A file can also have metadata associated with it; accessing the metadata requires
another method call and a callback function, as shown in the following example:

theEntry.getMetadata(onGetMetadataSuccess, onFileError);
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After the call to getMetadata, the onGetMetadataSuccess callback function
is executed and passed a metadata object containing additional information
about the directory or file entry. The File API currently supports only the
modi ficationTime property, so you can access the property using the following
example:

function onGetMetadataSuccess(metadata) {
alert("File Modification Time:" + metadata.modificationTime);

}

To display any number of metadata properties that could be added in the future,
the sample application for this chapter uses the following code instead:

function onGetMetadataSuccess(metadata) {
var md = '';
for(aKey in metadata) {

md += '<b>' + aKey + '</b>:

}
md += hr;
//Update the page content with information about the file
$('#fileMetadata').html (md);

}

When used in conjunction with the processEntry function described earlier in
this section and the HTML page segment shown next, the application will display
a screen similar to the one shown in Figure 18-2.

+ metadatal[aKey] + br;

<section id="fileDetails" data-role="page"
data-add-back-btn="true">
<header data-role="header">
<h1>File API Demo</hl>
</header>
<div data-role="content">
<p><em>Directory Entry Information</em></p>
<hr />
<div id="fileInfo"></div>
<hr />
<p><em>File Metadata:</em></p>
<div id="fileMetadata"></div>
<input type="button" value="View File"
onclick="viewFile();">
<input type="button" value="Remove File"
onclick="removeFile();">
</div>
</section>
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ilackBerry

< Back File APIDemo

Directory Entry Information

Name: |hogitzf.txt
Full Path: file:///store/lhogitzf.txt
URI: file:///store/lhogitzf.txt

The entry is a file

File Mletadata:

modificationTime: Wed Nov 30 2011
00:18:34 GMT+0000 (Eastern Standard
Time)

View File

Figure 18-2 Example 18-1: directory entry details

Writing Files

To write data to files in either persistent or temporary storage, an application uses
a FileWriter object. To begin the process, the application must first get access to
a file object representing the file using the getFiTle method, as shown in the fol-
lowing example:

theFileSystem.root.getFile('appdatal.txt', {create : true},
onGetFileSuccess, onFileError);
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After the call to getFile, the onGetFileSuccess function is executed and passed
the fi1e object that will be used to create the FileWriter, as shown in the follow-
ing example:

function onGetFileSuccess(theFile) {
theFile.createWriter(onCreateWriterSuccess, onFileError);

}

Once again, we have another callback to wait for; once the FileWriter has been
created, the callback function is executed, and the actual file writing can happen,
as illustrated in the following example:

function onCreateWriterSuccess(writer) {
writer.onwritestart = function(e) {
console.log("Write start");

};

writer.onwriteend = function(e) {
console.log("Write end");

1

writer.onwrite = function(e) {
console.log("Write completed ");

1

writer.onerror = function(e) {
console.log("Write error: " + e.toString());

};

writer.write("File created by Example 18-1: ");

}

The function is passed a wr1i ter object, which is used to control the writing of data to
the file. The FiTleWriter exposes several events that are triggered during the write
process. An application can associate functions with those events and update the
screen, a log file, or the browser console with information about the stats of the pro-
cess. The following list shows the valid event types associated with the FileWriter:

* onabort: Executed when the write process has been aborted through a call
towriter.abort()

* onerror: Executed when an error occurs during the write process
* onwrite: Executed when the write process has completed successfully
* onwriteend: Executed when the writer has completed a write request

* onwritestart: Executed when the write process starts
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There is additional functionality provided by the FileWriter object such as the
ability to abort a write, seek a certain location within the file, and truncate the file.
Refer to the File API documentation at http://docs.phonegap.com for additional
information about these capabilities.

In my testing on the BlackBerry platform, the application couldn’t execute sequen-
tial calls to writer.write to write data to the file; only the content from the first
write would be written to the file. If I placed calls to alert() between my writes
to interrupt the flow of the application, all of the content would be written to the
file. There’s clearly an issue when new calls are made to write when previous
writes are in process. This is happening because calls to the FileWriter are asyn-
chronous; you can’t make calls to wri te until the previous write has completed.
To get around these issues, one PhoneGap developer has created a useful wrap-
per that solves the problem; you can find information about the solution here:
http://tinyurl.com/bt3kyrl.

Reading Files

The process to read content from files is very similar to what was demonstrated in
the previous section. To read files, an application uses a FileReader object. To
begin the process, the application must first get access to a fiTe object represent-
ing the file using the getFile method, as shown in the following example:

theFileSystem.root.getFile('appdatal.txt', {create : false},
onGetFileSuccess, onFileError);

If the application already has a handle to a file entry object pointing to the file, it
can use the following code:

theEntry.file(onGetFileSuccess, onFileError);

In the onGetFileSuccess callback function, the application creates the
FileReader object and then uses it to read the file, as shown in the following
example:

function onGetFileSuccess(file) {
var reader = new FileReader();

reader.onloadend = function(e) {
console.log("Read end");
alert(e.target.result);

};

reader.onloadstart = function(e) {
console.log("Read start™);

};
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reader.onloaderror = function(e) {
console.log("Read error: " + e.target.error.code);

};

reader.readAsText(file);

}

As with the FileWriter, the FileReader object exposes several events that are
triggered during the read process. An application can associate functions with
those events and update the screen, a log file, or the browser console with informa-
tion about the stats of the process. The following list shows the valid event types
associated with the FileReader:

* onabort: Executed when the read process has been aborted through a call
to reader.abort()

* onerror: Executed when an error occurs during the read process
* onload: Executed when the read has completed successfully
* onloadend: Executed when the reader has completed the read request

* onloadstart: Executed when the read process starts

In this example, the contents of the file are read as text using a call to
reader.readAsText(). Once the read has completed, the value stored in
e.target.result contains the contents of the file. The FileReader also supports
the readAsDataURL method, which reads the file and returns the file’s data as a
base64-encoded data URL. Don’t forget what you learned in Chapter 11—retrieving
alarge file’s contents as raw data may overload the device’s JavaScript processor and
crash a PhoneGap application.

Deleting Files or Directories

To remove a file from local storage, an application must first obtain a FileEntry
or DirectoryEntry object pointing to the file or directory and then can call the
following code to delete it:

theEntry.remove(onRemoveFileSuccess, onFileError);

function onRemoveFileSuccess(entry) {
var msgText = "Successfully removed " + entry.name;
console.log(msgText);
alert(msgText);

}
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When deleting a directory, the directory must be empty or the remove operation
will fail. To remove a directory that contains files, use the removeRecursively
method, which will empty the directory before removing it.

In my testing of the sample application, I was able to successfully remove files,
but the application would call the onFileError function and return a
FileError.INVALID_MODIFICATION_ERR error code. In Bryce’s testing on an
Android device, it worked without error, so there’s likely a bug somewhere that
needs to be addressed.

Copying Files or Directories

To copy a file or directory, an application must first obtain a FileEntry or
DirectoryEntry object pointing to the file or directory and then call the follow-
ing code to copy it to a new location:

theEntry.copyTo(parentEntry, newName, onSuccessFunction,
onErrorFunction);

The parentEntry parameter refers to the directory where the file or directory will
be copied. Directory copies are recursive, so the process will copy the directory as
well as the contents of the directory.

The newName parameter defines the name for the file or directory in the destination
directory. This parameter is optional; if you don’t include it, the file or directory’s
current name will be used. This parameter is required if copying a file to the same
directory.

The onSuccessFunction and onErrorFunction used here are the same as you’ve
seen in many other examples; the onSuccesFunction is the function that is exe-
cuted when the copy process completes, and the onErrorFunction is the function
that is executed when an error occurs during the copy process.

The standard limitations you would expect from any file action apply here. When
copying a file or directory to the same directory (essentially renaming it), you
must supply a new name for the file or directory; otherwise, the copy process will
fail. Also, you cannot copy a directory inside itself.

Moving Files or Directories

To move a file or directory, an application must first obtain a FileEntry or
DirectoryEntry object pointing to the file or directory and then call the follow-
ing code to move the file to a new location:

theEntry.moveTo(parentEntry, newName, onSuccessFunction,
onErrorFunction);
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The parentEntry parameter refers to the directory where the file or directory will
be moved. Directory moves are recursive, so the process will move the directory
as well as the contents of the directory.

The newName parameter defines the name for the file or directory in the destination
directory. This parameter is optional, if you don’t include it, the file or directory’s
current name will be used. This parameter is required if you are moving a file to
the same directory, which is essentially renaming the file.

The onSuccessFunction and onErrorFunction used here are the same as you’ve
seen in many other examples; the onSuccessFunction is the function that is exe-
cuted when the move process completes, and the onErrorFunction is the func-
tion that is executed when an error occurs during the move process.

The standard limitations you would expect from any file action apply here. When
moving a file or directory to the same directory (essentially renaming it), you must
supply a new name for the file or directory; otherwise, the move process will fail.
Also, you cannot move a directory to a directory inside itself.

Uploading Files to a Server

The PhoneGap File API includes a FileTransfer object that allows applica-
tions to upload files to a remote server. An application must first create a new
FileTransfer object and then call the object’s upload method to begin the data
transfer to the server. An example of this is illustrated in the following code:

var ft = new FileTransfer();
ft.upload(fileURI, serverURL, onUpTloadSuccess, onUploadError,
fileUploadOptions);

The fi1eURTI parameter references the file path pointing to the file that will be
uploaded to the server. The serverURL parameter refers to the server URL that
will be accessed to upload the file. The onUpToadSucess and onUpTloadError are
the callback functions executed on success and failure of the upload activity.

The fileUpTloadOptions parameter refers to an object that defines the following
option settings that control the upload process:

* chunkedMode: Boolean value that controls whether streaming of the HTTP
request is performed without internal buffering. If this value is not set, it
defaults to true. Apparently ColdFusion doesn’t like this parameter enabled
(http://tinyurl.com/7nbpwb3).

e fileKey: Defines the name of the form element the file is uploaded to on
the server. If this value is not set, it defaults to fiTe.
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e fileName: The file name for the uploaded file on the remote server. If this
value is not set, it defaults to image . jpg.

* mimeType: The MIME type of the data you are uploading. If this value is
not set, it defaults to image/jpeg.

* params: An optional set of key/value pairs that are included in the HTTP
request header.

The onUpTloadSuccess function is passed a result object that can be used to deter-
mine the status of the upload. The result object supports the following properties:
* bytesSent: The number of bytes sent to the server as part of the upload
* responseCode: The HTTP response code returned by the server

* response: The HTTP response returned by the server

The following function illustrates how to access these properties in an application:

function onUploadSuccess(ur) {
console.log("Upload Response Code: + ur.responseCode);
console.log("Upload Response: " + ur.response);
console.log("Upload Bytes Sent: " + ur.bytesSent);

}
Currently iOS does not set values for the responseCode and bytesSent properties.

The FileTransfer object passes an error object to the onUploadError callback
function; the code property can be queried to determine the cause of the error as
illustrated, in the following example:

function onUploadError(e) {
var msgText;
switch(e.code) {
case FileTransferError.FILE_NOT_FOUND_ERR:
msgText = "File not found.";
break;
case FileTransferError.INVALID_URL_ERR:
msgText = "Invalid URL.";

break;

case FileTransferError.CONNECTION_ERR:
msgText = "Connection error.";
break;

default:
msgText = "Unknown error.";

}
//Now tell the user what happened

navigator.notification.alert(msgText, null,
"File Transfer Error");
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Geolocation

The Geolocation API allows an application to leverage the GPS capabilities of a
mobile device and determine the device’s location on the surface of the earth.
Using this API, either an application can manually check the device’s current posi-
tion or it can create a location watch that will cause the application to be periodi-
cally notified of the device’s physical location.

To use this API, the device running the application must provide geolocation capa-
bilities (by utilizing either a GPS radio and associated software or some alternate
mechanism for determining the device’s location). While geolocation capabilities
in smartphones are regularly enhanced in newer models, an application cannot
guarantee that even though the device has geolocation capabilities, it will be able
to determine its location. There are many geographical (such as being in a canyon)
or mechanical issues (such as being inside a building) that can affect the device’s
ability to report its location to a PhoneGap application.

Since most HTML 5—compatible mobile browsers provide support for the W3C
Geolocation API Specification already (www.w3.org/TR/geolocation-API),
PhoneGap applications running on a compatible device can use this API directly
today (this is the default behavior for PhoneGap applications). For devices that
don’t provide a Geolocation API such as BlackBerry devices running Device Soft-
ware 5 or Android 1.x devices, the PhoneGap development team has included a
compatible Geolocation API in the standard PhoneGap JavaScript library. For
these devices, to enable a PhoneGap application to use PhoneGap’s implementa-
tion of the Geolocation API, simply invoke Geolocation.usePhoneGap() once
the PhoneGap deviceready event has fired.

The implementation of this API is structured very similarly to how the Accelerom-
eter (Chapter 10) and Compass (Chapter 13) APIs work. You’ll find that the
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examples provided in this chapter are very similar to what has already been shown
in those chapters.

Getting a Device’s Current Location

To manually determine the location of a smartphone, an application should exe-
cute the following code:

navigator.geolocation.getCurrentPosition(onGeolocationSuccess,
ongeolocationError);

The «call to getCurrentPosition includes the callback functions
onLocationSuccess and onLocationError. The onLocationSuccess is exe-
cuted when the device’s location has been successfully measured, and the
onLocationError function is executed if there is an error measuring the device’s
location.

An application can also configure options that control the way in which the API
measures location, as shown in the following example:

var geolocationOptions = {
timeout : 3000,
enableHighAccuracy : true
};
navigator.geolocation.getCurrentPosition(onGeolocationSuccess,
ongeolocationError, geolocationOptions);

In this example, a geolocationOptions object is passed to the call to
getCurrentPosition. The available properties for geolocationOptions are as
follows:

* enableHighAccuracy: Boolean value indicating whether the application
would like to measure the device’s location with a higher degree of accu-
racy. When enabling this option, the application may obtain more accurate
results, but at the same time, it will place a higher load on the device, which
may decrease performance and battery life while the application runs.

¢ frequency: Defines in milliseconds how often the location is measured.
This option applies only when implementing a location watch (described
later in this chapter). This is a PhoneGap-specific setting, and as PhoneGap
more closely implements the W3C specification, this property will be
removed. Developers should use the maximumAge property instead.

* maximumAge: Defines the maximum age (in milliseconds) of a cached
location value that will be accepted by the application. A smaller value for
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this property should force the API to only deliver more recent location
updates.

¢ timeout: The maximum amount of time (in milliseconds) that is allowed to
pass between the call to either geolocation.getCurrentPosition or
geolocation.watchPosition until the onGeolocationSuccess callback
is executed.

Afterthe APImeasuresthe device’slocation, itexecutesthe onGeolocationSuccess
callback function. Passed to the function is a location object that exposes coords
properties an application can use to understand the device’s location. The following
function illustrates the properties that are exposed through the location object:

function onGeolocationSuccess(loc) {
//We received something from the API, so first get the
// timestamp in a date object so we can work with it
var d = new Date(loc.timestamp);
//Then replace the page's content with the current
// location retrieved from the API

Tc.innerHTML = '<b>Current Location</b><hr />' +
'<b>Latitude</b>: ' + Toc.coords.Tlatitude +
'<br /><b>Longitude</b>: ' + loc.coords.longitude +
'<br /><b>Altitude</b>: ' + loc.coords.altitude +

A}

'<br /><b>Accuracy</b>: + loc.coords.accuracy +
'<br /><b>ATtitude Accuracy</b>: ' +
loc.coords.altitudeAccuracy +

'<br /><b>Heading</b>: ' + loc.coords.heading +
'<br /><b>Speed</b>: ' + Toc.coords.speed +

'<br /><b>Timestamp</b>: ' + d.tolLocaleString(Q);

}

When an error occurs while measuring the device’s location, the onGeolocation
Error callback function is executed. Passed to the function is an error object that
exposes the code and message properties, as shown in the following example:

function onGeolocationError(e) {
var msgText = "Geolocation error: #" + e.code + "\n" +
e.message;
console.log(msgText);
alert(msgText);

}

Example 19-1 illustrates how to use the getCurrentPos1ition method in an appli-
cation. The application exposes a single button that, when clicked, calls
getCurrentPosition and updates the screen with the device’s current location.
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Example 19-1

<!DOCTYPE html>
<html1>
<head>
<title>Example 19-1</title>
<meta name="viewport" content="width=device-width,
height=device-height initial-scale=1.0,
maximum-scale=1.0, user-scalable=no;" />
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<script type="text/javascript" charset="utf-8"
src="phonegap-1.2.0.js"></script>
<script type="text/javascript">

//Location content

var lc;

//PhoneGap Ready variable
var pgr = false;

function onBodyLoad() {
//During testing, Let me know we got this far
alert("onBodyLoad");
//Add the PhoneGap deviceready event listener
document.addEventListener("deviceready", onDeviceReady,
false);
3

function onDeviceReady() {
//During testing, Let me know PhoneGap actually
// initialized
alert("onDeviceReady");
//Get a handle we'll use to adjust the accelerometer
//content
1c = document.getElementById("TocationInfo");
//Set the variable that Tets other parts of the program
//know that PhoneGap is initialized
pgr = true;

}

function getlLocation() {
alert("getLocation");
if(pgr == true) {
var locOptions = {
timeout : 5000,
enableHighAccuracy : true
3
//get the current Tocation
navigator.geolocation.getCurrentPosition(
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onGeolocationSuccess, onGeolocationError,

TocOptions);
//Clear the current location while we wait for a
//reading
Tc.innerHTML = "Reading location...";
} else {
alert("Please wait,\nPhoneGap is not ready.");

}
}

function onGeolocationSuccess(loc) {
alert("onLocationSuccess");
//We received something from the API, so first get the
// timestamp in a date object so we can work with it
var d = new Date(loc.timestamp);
//Then replace the page's content with the current
// location retrieved from the API

Tc.innerHTML = '<b>Current Location</b><hr />' +
'<b>Latitude</b>: ' + loc.coords.latitude +
<br /><b>Longitude</b>: ' + loc.coords.Tongitude +

<br /><b>Accuracy</b>: ' + Toc.coords.accuracy +
<br /><b>Altitude Accuracy</b>: ' +
loc.coords.altitudeAccuracy +

'<br /><b>Heading</b>: ' + Tloc.coords.heading +
'<br /><b>Speed</b>: ' + loc.coords.speed +

'<br /><b>Timestamp</b>: ' + d.tolLocaleString(Q);

'<br /><b>ATltitude</b>: ' + Toc.coords.altitude +

}

function onGeolocationError(e) {
alert("Geolocation error: #" + e.code + "\n" +
e.message) ;
3
</script>
</head>
<body onTload="onBodyLoad()">
<hl>Geolocation API Demo #1</hl>
<p>
Click the button to determine the current Tocation.
</p>
<input type="button" value="Refresh Location"
onclick="getLocation();">
<hr />
<p id="TocationInfo"></p>
</body>
</html>
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Figure 19-1 shows Example 19-1 running on a BlackBerry Torch 9800 simulator.

HackBerry

Geolocation API
Demo #1

Click the button to determine the
current location.

Refresh Location

Current Location

Latitude: 43.4631

Longitude: -80.5207

Altitude: 0

Accuracy: 0

Altitude Accuracy: 0

Heading: null

Speed: null

Timestamp: Thursday, December 01,
2011 12:57:34

Figure 19-1 Example 19-1 running on a BlackBerry Torch 9800 simulator

Watching a Device’s Location

Instead of checking the device’s location manually, an application can define a
geolocation watch that causes the device’s location to be passed to the program
periodically.
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Setting a Watch
To create a location watch, an application should execute the following code:

watchID = navigator.geolocation.watchPosition(
onGeolocationSuccess, onGeolocationError);

In this example, a watchID variable is assigned to the result of the operation;
an application can use the watchID at a later time to cancel the watch. As
with other PhoneGap APIs, the method is passed the names of two functions, the
onGeoTlocationSuccess and onGeolocationError functions, which are exe-
cuted after the device’s location has been successfully measured and when there is
an error measuring the device’s location.

As with the call to getCurrentLocation, the watchPosition method can accept
a geolocationOptions object to control configuration parameters for the watch.
In the following example, the geoTocationOptions object is configured to ignore
cached values older than 10 seconds (10,000 milliseconds), to time out if a
response isn’t received within 5 seconds (5,000 milliseconds), and to try to mea-
sure with higher accuracy when determining the device’s location.

var geolocationOptions = {
maximumAge : 10000,
timeout : 5000,
enableHighAccuracy : true
1
//get the current location
watchID = navigator.geolocation.watchPosition(
onGeolocationSuccess, onGeolocationError, geolocationOptions);

The onGeolocationSuccess function is passed a geolocation object, Toc in this
example, which exposes the same geolocation properties described in the previ-
ous section.

function onGeolocationSuccess(loc) {

//We have a new Tocation, so get the timestamp in a date

// object so we can work with it

var d = new Date(loc.timestamp);

//Replace the page's content with the current

//location retrieved from the API

$("#locationInfo') .html('<b>Latitude</b>: ' +
Toc.coords.latitude + '<br /><b>Longitude</b>: ' +
loc.coords.Tongitude + '<br /><b>Altitude</b>: ' +
loc.coords.altitude);

$('#timestampInfo') .prepend(d.toLocaleString() +
"<br />');
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In this example, a subset of the location information is built into some HTML
markup for cleaner rendering on the application screen and then added to
the TocationInfo division of the page using the $() function from jQuery
(www.jquery.com). The application also maintains a reverse chronological (new-
est at the top) history of timestamp information in the timestampInfo division of
the page (you can see the HTML markup for the page and the complete applica-
tion code in the listing for Exercise 19-2 later in the chapter). When the application
runs, it will display a screen similar to the one shown in Figure 19-2.

llackBerry

Geolocation API
Demo #2

Cancel
Location

Latitude: 43.6775
Longitude: -80.7339
Altitude: 0

L3

Thursday, December 01, 2011 17:53:15
Thursday, December 01, 2011 17:53:13
Thursday, December 01, 2011 17:53:11

Timestamp

Figure 19-2 Exercise 19-2 running on a BlackBerry Torch 9800 simulator


www.jquery.com
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As you can see from the figure, the onGeolocationSuccess function is being exe-
cuted every two seconds, even if the device hasn’t moved. When I first started
working with this API, I expected that some sort of trigger could be defined that
could be used to minimize the number of times the onGeolocationSuccess func-
tion would be fired, but that turned out to not be the case. No matter what values I
entered for maximumAge and timeout, the watch returns geolocation information
every two seconds.

If you think about it, querying for geolocation every two seconds will likely put a
big load on the device and likely affect both application and overall device perfor-
mance plus reduce battery life. To help reduce the impact on performance, |
rewrote the function so it captures the previous longitude and latitude values and
updates the location information on the screen only when there’s been a change, as
shown in the following example:

function onGeolocationSuccess(loc) {
//We have a new Tocation, so get the timestamp in a date
// object so we can work with it
var d = new Date(loc.timestamp);
//Has anything changed since the last time?
if(lastLat != loc.coords.Tatitude ||
TastlLong != loc.coords.longitude) {
//Then replace the page's content with the current
// location retrieved from the API
$("#locationInfo') .html ('<b>Latitude</b>: ' +
Toc.coords.latitude + '<br /><b>Longitude</b>: ' +
Toc.coords.longitude + '<br /><b>ATtitude</b>: ' +
loc.coords.altitude);
$('#timestampInfo') .prepend(d.tolLocaleString() +
"<br />');
lastLat = loc.coords.latitude;
TastLong = loc.coords.longitude;
} else {
$('#timestampInfo') .prepend('Skipping: ' +
d.toLocaleTimeString() + '<br />');
}
}

Depending on your application, you could easily modify this approach so it takes
into consideration how much the location has changed before updating the screen
or doing something time-consuming or processor-consuming within the applica-
tion. Figure 19-3 shows the same application with that fix implemented; in other
words, it shows the geolocation information being updated only when the values
actually change.
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llackBerry

Geolocation API
Demo #2

Cancel
Location

Latitude: 43.6775
Longitude: -80.7339
Altitude: 0

Timestamp

Skipping: 18:38:14
Skipping: 18:38:12
Skipping: 18:38:10
Thursday, December 01, 201
Thursday, December 01, 201
Thursday, December 01, 201
Skipping: 18:37:59

Figure 19-3 Updated Exercise 19-2 running on a BlackBerry Torch 9800 simulator

The onGeolocationError function is the same as the one used in the previous
section:

function onGeolocationError(e) {
var msgText = "Geolocation error: #" + e.code + "\n" +
e.message;
console.log(msgText);
alert(msgText);
}
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Canceling a Watch

Once a watch has been created, it can be canceled using the saved watchID vari-
able and the following code:

navigator.geolocation.clearWatch(watchID);

There’s no callback function required, but you could do a little extra work to help
out your user, as shown in the following function example:

function cancelWatch() {
//Clear the watch
navigator.geolocation.clearWatch(watchID);
//Clear the watch ID (just because)
watchID = null;
//Let the user know we cleared the watch
alert("Location Watch Cancelled");

}

In the example, I clear the watch and then null out the watchID variable just to
make sure it’s not available in case the program accidently tries to clear the same
watch later. We don’t have an onGeolocationError function to execute if this
fails, so it might even be better if you wrap the call into a try/catch block and
deal with any errors that might occur directly.

Example 19-2 lists the complete HTML markup and application code for the
application illustrated in Figure 19-3.

Example 19-2

<!DOCTYPE html>
<html>
<head>
<title>Example 19-1</title>
<meta name="viewport" content="width=device-width,
height=device-height initial-scale=1.0,
maximum-scale=1.0, user-scalable=no;" />
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<script type="text/javascript" charset="utf-8"
src="jquery-1.7.1.js"></script>
<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>
<script type="text/javascript">

var watchID, TastlLong, TastlLat;
function onBodyLoad() {

//Add the PhoneGap deviceready event listener
document.addEventListener("deviceready", onDeviceReady,
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}

false);

function onDeviceReady() {

}

//Create the watch
startWatch(Q);

function startWatch() {

}

//Clear out the previous content on the page
$("#locationInfo') .empty();
$("#timestampInfo') .empty();
//Show and hide the appropriate buttons
$('#btnStart').hide();
$("#btnCancel').show();
//Geolocation Options
var locOptions = {
maximumAge : 10000,
timeout : 5000,
enableHighAccuracy : true
};
//get the current Tocation
watchID = navigator.geolocation.watchPosition(
onLocationSuccess, onlLocationError, TocOptions);

function onLocationSuccess(loc) {

//We have a new location, so get the timestamp in a date
// object so we can work with it
var d = new Date(loc.timestamp);
//Has anything changed since the last time?
if(lastLat != loc.coords.latitude ||
lastLong != loc.coords.longitude) {
//Then replace the page's content with the current
// location retrieved from the API
$("#locationInfo') .html('<b>Latitude</b>: ' +
Toc.coords.latitude + '<br /><b>Longitude</b>: ' +
Toc.coords.longitude + '<br /><b>Altitude</b>: ' +
loc.coords.altitude);
$('#timestampInfo').prepend(d.toLocaleString() +
'<br />');
JastlLat = Toc.coords.Tatitude;
lastlLong = Toc.coords.longitude;
} else {
$("#timestampInfo') .prepend('Skipping: +
d.toLocaleTimeString() + '<br />');
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function onLocationError(e) {
alert("Geolocation error: #" + e.code + "\n" +
e.message) ;

}

function cancelWatch() {
//Clear the watch
navigator.geolocation.clearWatch(watchID);
//Clear the watch ID (just because)
watchID = null;
//Hide the cancel button so they can't cancel it again.
$("#btnCancel').hide();
$("#btnStart').show();
//Let the user know we cleared the watch
alert("Watch Cancelled™);
3
</script>
</head>
<body onToad="onBodyLoad()">
<hl>Geolocation API Demo #2</hl>
<input type="button" value="Cancel"
onclick="cancelWatch();" id="btnCancel">
<input type="button" value="Start"
onclick="startWatch() ;" id="btnStart">
<br />
<b>Location</b>
<hr />
<div id="locationInfo"></div>
<br />
<b>Timestamp</b>
<hr />
<div id="timestampInfo"></div>
</body>
</html>
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Media

The Media API provides applications with the ability to record and play audio
files. With this API, there is some overlap with the capabilities of the Capture API
described in Chapter 12. Essentially, this API has limited capabilities as com-
pared to the Capture API, and it’s likely that not much will be done with this API
going forward. The documentation for the Media API even kicks off with a warn-
ing to developers reminding them that the API doesn’t align with the W3C speci-
fication for media capture and that future development will revolve around the
Capture APL

That being said, the Media APl is still useful. Even though the Capture API allows
you to capture audio files, duplicating the same functionality provided in the
Media API, the Capture API doesn’t provide a mechanism to play audio files, so
you’ll need the Media API to do that. The API is limited in that it offers support
only for Android, i0S, and Windows Phone devices today. Any application you
build using this API would not work on a BlackBerry device, for example.

This API works differently than any of the other PhoneGap APIs covered so far. As
you’ll see in this chapter, the way the API exposes information about the media
file creates some challenges for the PhoneGap developer.

The Media Object

The following sections describe how to work with the Media object in your
PhoneGap applications.
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Creating a Media Object

Before a PhoneGap application can play an audio file, it must first create a Media
object that points to the audio file. Once the object has been created, methods are
exposed through the object that allow the application to play the file plus pause
and stop playback. These capabilities are essential for gaming applications that
need the ability to play audio clips during play.

To create a Media object that can be used to play an audio file, at a minimum, an
application would use the following code:

theMedia = new Media(mediaFileURI, onSuccess);

In this case, we’re creating a new theMedia object that application will interact
with. The Media object’s constructor is passed a file URI pointing to the audio file
being opened plus an onSuccess function that will be executed when the Media
API completes playing or recording an audio clip.

every time the object completes playing or recording an audio file.

@ Note: The onSuccess function doesn’t execute when this call completes; it executes

When this process completes, you have a new Media object to work with, but nothing
is known about the audio clip. The object you’ve created exposes methods your appli-
cation will use to play the audio clip or record a new audio clip, but the application has
not accessed the media file yet. As you’ll see later, there are methods you can use to
determine the duration of a clip and read or set the current position within the clip, but
none of those operations have any value unless the clip is currently being played.

File URI

The mediaFi1eURI passed to the constructor points to the audio clip that will be
accessed. This could be a file located on a file server, as you’ll see in the example
code shown later in the chapter. It could also point to a file on the local file system.
In this case, the application could use the File API described in Chapter 18 to
obtain access to the local file system and browse for and access files.

An application can also package the audio files it needs into the PhoneGap appli-
cation and access them directly from within the application. The beauty of this
approach is that the files will be guaranteed to be there when the application needs
them without having to connect to a remote server to play them or rely upon the
files being in a particular location in temporary or persistent storage (explained in
Chapter 18). The drawback of this approach is that depending on the mobile plat-
forms you support with your application, you will find the files in different loca-
tions on the device.
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When you include media files in an application on Android, those files can be
accessed from the android_asset folder, as shown in the following example:

theMedia = new Media("/android_asset/thefile.mp3", onSuccess);

On 108, the files are accessible directly from the / folder, as shown in the follow-
ing example:

theMedia = new Media("/thefile.mp3", onSuccess);

The previous, just in case you’re interested, resolves to the www folder within the
private folder structure created for each installed application on iOS.

AppTications/08B5D45E-1128-4FA1-97D6-1CD092B16CD7 /myapp.app/
www/thefile.mp3

So, if you’re building applications for multiple mobile device platforms, you’ll
have to determine which platform the application is running on and pull the files
from the appropriate folder depending on the mobile device.

Callback Functions

This is where things start to get weird with the Media API. The onSuccess func-
tion being passed in to the constructor doesn’t identify the code that will be exe-
cuted when the creation of the new Media object completes successfully; instead,
you’re specifying the function that will be executed when the playing or record-
ing of audio clips completes successfully. Even though the documentation clearly
said this, I didn’t understand it properly until I got my application working and
saw what was really happening. You’ll see how this impacts your applications in
a little while.

The Media constructor supports additional, optional callback functions, as shown
in the following example:

theMedia = new Media(mediaFileURI, onSuccess, onError,
onStatus);

The optional onError function is executed whenever an error occurs during play-
ing or recording audio. As with the other PhoneGap APIs, the onError function is
passed an object an application can use to understand and report the nature of the
error as shown. With many of the other PhoneGap APIs, only an error code is
returned, so it must be compared to a list of error constants to determine the source
of an error; the Media API makes this easier by also including an error message, as
shown in the following example:

function onMediaError(e) {
var msgText = "Media error:

DA

+ e.message + "(" + e.code +
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console.log(msgText);
navigator.notification.alert(msgText, null, "Media Error");

}

The API also provides the following error constants, which can be used to identify
each error type:

e MediaError.MEDIA ERR_ABORTED

e MediaError.MEDIA_ERR_DECODE

* MediaError.MEDIA_ERR_NETWORK

e MediaError.MEDIA_ERR_NONE_SUPPORTED

So, an application can respond directly to each type of error using an approach
similar to the following one:

function onMediaError(e) {
switch(e.code) {
case MediaError.MEDIA ERR_ABORTED:
//Do something about the error

break;
case MediaError.MEDIA_ERR_NETWORK:
//Do something about the error

break;
case MediaError.MEDIA_ERR_DECODE:
//Do something about the error

break;
case MediaError.MEDIA_ERR_NONE_SUPPORTED:
//Do something about the error

break;
default:
navigator.notification.alert("Unknown Error: " +
e.message + " (" + e.code + ")", null, "Media Error");
}
}

The optional onStatus function is periodically executed during and after play-
back to indicate the status of the activity. The following function illustrates the
onSuccess function in action:

function onMediaStatus(statusCode) {
console.log("Status: " + statusCode);

}
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The supported values for statusCode are as follows:

* 0:Media.MEDIA_NONE

e 1:Media.MEDIA STARTING
e 2:Media.MEDIA_RUNNING
e 3:Media.MEDIA_PAUSED

e 4:Media.MEDIA_STOPPED

Current Position

An application can determine the current position within a playing audio clip
using the getCurrentPosition method, which uses a callback function to deliver
the current position to the application, as shown in the following example:

function updateUI() {
theMedia.getCurrentPosition(onGetPosition, onMediaError);

}

function onGetPosition(filePos) {
console.log('Position: ' + Math.floor(filePos) + ' seconds');

}

This value applies only to an audio clip that is currently being played. If the clip is
paused or has not yet been played, the method will return a value of -1.

Since the method doesn’t work unless the clip is playing and, as you’ll see later,
the Med1ia object’s pTlay method doesn’t provide a callback function, in order to be
able to update its UI with information about playback progress, your application
will need to fire off a timer immediately after calling the play method and have
that timer query getCurrentPosition and update the application’s UI accord-
ingly. This is performed through a call to the setInterval method, as shown in
the following example:

Var theTimer = window.setInterval(updateUI, 1000);

The application will need to suspend updates before playback is paused or stopped.
Refer to the source code listing for Example 20-1 for an example of one way to
implement this approach.

Duration

An application can determine the length of a playing audio clip using the
getDuration method, as shown in the following example:

console.log('Duration: + theMedia.getDuration() + seconds');
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getDuration will report a -1 if the audio clip is not currently playing. Unlike
getCurrentPosition, the getDuration method will return the clip length even if
playback is paused.

Releasing the Media Object

When an application is finished with an audio clip, it should release the memory
allocated to the Media object using the following code:

theMedia.release();

Performing this step is especially important on Android devices because of the
way Android allocates resources for audio playback.

Playing Audio Files

To work with audio files, an application using the Media API will first create a
Media object, as shown earlier, and use methods on that object to control audio
playback. The following sections will illustrate how to use each of the options
available when playing audio files using this APIL.

Play

To play the audio clip associated with a Media object, an application should sim-
ply call the object’s pT1ay method, as shown in the following example:

theMedia.play(Q);

The method does not support any input parameters or any callback functions. It
simply starts playing the audio clip (if it can) and allows the application to con-
tinue. If your application needs to update the Ul to indicate progress, it will need to
use the setInterval method as described previously to create a timer that is fired
periodically to update the UI and perform whatever additional housekeeping tasks
are required.

When the pTay method is invoked, the application will open the file URI provided
in the constructor for the Med1ia object. This is the first time your application will
have actually tried to access the media file. If the file is not available or is somehow
not playable on the device, an error will be generated, and the application will
have to do whatever it can to recover. If the file resource is stored on a remote
server, there will be a delay in playback while the application first downloads the
file before attempting playback.
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This is a risky situation for any application. Since you won’t know whether the
audio clip will play until you actually try to play it, your application will have to do
extra work to ensure success or at least recover gracefully on failure.

Pause

To pause a playing audio clip, an application should call the Medi a object’s pause
method, as shown in the following example:

theMedia.pause();

If an application invokes pause on a Media object that is not currently playing, no
error will be reported to the application.

Stop

To stop playback of an audio clip, an application should call the Media object’s
stop method, as shown in the following example:

theMedia.stop();

If an application invokes stop on a Media object that is not currently playing, no
error will be reported to the application.

Seek

An application can programmatically seek to a specific position within an audio
clip using the seekTo method of the Media object, as shown in the following
example:

theMedia.seekTo(3600);

The method takes a single input parameter: a numeric value indicating the posi-
tion within the audio file in milliseconds. So, in the example shown, playback
will skip to a position 3,600 milliseconds (3.6 seconds) from the beginning of the
audio clip.

Recording Audio Files

To record audio files, an application must first create a media object as shown ear-
lier and use methods on that object to control the audio recording process. The
following sections will illustrate how to use options available for recording audio
using this API.
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@ Note: The audio recording capabilities offered by the PhoneGap Capture API are

much better suited for audio recording; I recommend you utilize that API instead.

Start Recording

To begin recording audio, an application should call the startRecord method of a
Media object, as shown in the following example:

theMedia.startRecord();

This method doesn’t support any direct callback functions, but the onError function
that was defined when the Med1ia object was created will fire if there’s an error creat-
ing the recording. If you want to indicate that the application is recording and update
the application’s Ul with the recording status (recording length, for example), you
will have to do it manually using the setInterval method described previously.

Stop Recording

To discontinue recording audio, an application should call the stopRecord method
of a Media object, as shown in the following example:

theMedia.stopRecord();

This method doesn’t support any direct callback functions, but the onError func-
tion that was defined when the Media object was created will fire if there’s an error.

Seeing Media in Action

To illustrate how different aspects of the Media API are used within an applica-
tion, I created Example 20-1, which highlights one way to manage audio clip play-
back using this API.

Figure 20-1 shows the application at startup. Notice how the audio clip’s duration
is set to -1; this was discussed earlier in the chapter. Even though the application
has created a Media object, the getDuration method does not return a value
unless the clip is actually playing.

As with some of the other examples in this book, this application uses jQuery
(www.jquery.com) and jQuery Mobile (www.jquerymobile.com) to create the
application’s UI. The application doesn’t use many features of jQuery Mobile as
some other examples; I wanted the buttons to fit together cleanly and an unobtru-
sive mechanism for updating page content, so I took this approach. Where you
see HTML attributes data-role and data-1icon, those are instructions to jQuery
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Mobile to help clean up the UL. The $().htm1 functions you see peppered
throughout the code are simply a shortcut notation for updating the HTML con-
tent of page elements. Beyond that, everything is straight HTML and JavaScript.

Carrier = 12:28 PM

Example 20-1

File: thefile.wav

Duration: -1 seconds
Play
Pause

Stop

- /

Figure 20-1 Example 20-1 at startup

Example 20-1

<!DOCTYPE html>
<html>
<head>
<title>Example 20-1</title>
<meta name="viewport" content="width=device-width,
height=device-height initial-scale=1.0,
maximum-scale=1.0, user-scalable=no;" />
<meta http-equiv="Content-type" content="text/html;
charset=utf-8">
<Tlink rel="stylesheet" href="jquery.mobilel.0b3.min.css" />
<script type="text/javascript" charset="utf-8"
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src="jqueryl.6.4.min.js"></script>

<script type="text/javascript" charset="utf-8"
src="jquery.mobilel.0b3.min.js"></script>

<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>

<script type="text/javascript" charset="utf-8"
src="main.js"></script>

<script type="text/javascript">

var fileDur, theMedia, theTimer;

function onBodyLoad() {
//Add the PhoneGap deviceready event listener
document.addEventListener("deviceready", onDeviceReady,
false);
3

function onDeviceReady() {
//Get our media file and stuff
initQ;

3

function init() {
var fileName = "http://server/folder/file_name.mp3 ";
console.log(fileName);
//Create the media object we need to do everything we
// need here
theMedia = new Media(fileName, onMediaSuccess,
onMediaError, onMediaStatus);
//Update the UI with the track name
$("#track').htm1 ("<b>FiTe:</b> " + fileName);
$("#pos').html1('Duration: ' +
Math.round(theMedia.getDuration()) + ' seconds');
}

function onMediaSuccess() {
console.log("onMediaSuccess");
window.clearInterval(theTimer);
theTimer = null;

}

function onMediaError(e) {
var msgText;
console.log(msgText);
navigator.notification.alert(msgText, null,
"Media Error");



SEEING MEDIA IN ACTION

function onMediaStatus(statusCode) {
console.log("Status: " + statusCode);

}

function doPlay() {
if(theMedia) {
//Start the media file playing
theMedia.play(Q);
//fire off a timer to update the UI every second as

//it plays

theTimer = setInterval(updateUI, 1000);
} else {

alert("No media file to play");
}

}

function doPause() {
if(theMedia) {
//Pause media play
theMedia.pause();
window.clearInterval(theTimer);
3
}

function doStop() {
if(theMedia) {
//Kill the timer we have running
theTimer = null;
//Then stop playing the audio clip
theMedia.stop();
}
}

function updateUI() {
theMedia.getCurrentPosition(onGetPosition,
onMediaError) ;

}

function onGetPosition(filePos) {
//We won't have any information about the file until
//it's actually played. Update the counter on the page
$("#pos') .htm1('Time: " + Math.floor(filePos) + ' of '
+ theMedia.getDuration() + ' seconds');
3

</script>
</head>
<body onToad="onBodyLoad()">
<section id="main" data-role="page" >
<header data-role="header">
<h1l>Example 20-1</h1>

303



304  CHarrER 20 MEDIA

</header>
<div data-role="content">
<p id="track'"></p>
<p id="pos'"></p>
<div data-role="controlgroup">
<a onclick="doPlay();" id="btnPlay"
data-role="button" data-icon="arrow-r">Play</a>
<a onclick="doPause();" id="btnPause"
data-role="button" data-icon="grid">Pause</a>
<a onclick="doStop();" id="btnStop"
data-role="button" data-icon="delete">Stop</a>
</div>
</div>
</section>
</body>
</html>

When the user clicks play, the UI will update showing playback status, as shown in
Figure 20-2, as the clip plays through the device speakers.

Carrier = 12:29 PM

Example 20-1

File: thefile.wav

Time: 1 of 5.329 seconds
Play
Pause

Stop

A /

Figure 20-2 Example 20-1 playing an audio clip
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To make the application work with a server-based audio clip on iOS, I had to con-
figure the ExternalHosts array, as shown in Figure 20-3. This property is a list of
external hosts that the application is authorized to pull content from.

||l & A = »

e

w4 ﬁexzﬂl » [_|ex201 » [ _|Supporting Files »

|:| PhoneGap.plist » No

ex201
v B 1 target, i0S SDK 4.3
v [0 waww
» [ images
:‘ index.html
cﬁ jouery.mobilel.0b3.min.css
lis| iquery.mobile1.0b3.min.js
lis| iqueryl.6.4.min.js
lis| main.js
lis| phonegap-1.2.0.js
» [jex201
» [ ] Frameworks
» [ Praducts

Key
DetectPhoneNumber
TopActivitylndicator
EnableLocation
EnableAcceleration
EnableViewportScale
AuroHideSplashScreen
ShowsplashScreenSpinner
MediaPlaybackRequiresUserAction
AllowlnlineMediaPlayback
OpenallWhitelistURLsInWebView
¥ ExternalHosts
Item O
# Plugins

oe

Type
Boolean
String
Boolean
Boalean
Boolean
Boolean
Boolean
Boalean
Baolean
Boolean
Array
String

Diction

ar

Value
YES
gray
NO
YES
NO
YES
YES
NO
NO
NO

(1 item}

12 items)

Figure 20-3 Configuring ExternalHosts in Xcode

In my testing, I tried each of the following options for the field:

e http://server_name/

e http://server_name/*

e http://server_name/folder_name/

e http://server_name/folder_name/*

e http://server_name/folder_name/file_name.ext

None of them worked; I had to use the asterisk, which I thought was a wildcard
value authorizing any external resource. What I learned afterward from Bryce is
that it’s looking for a regular expression here, not a wildcard. He indicated that it
would be changing from regular expressions to wildcards in the future, and a
recent update to the PhoneGap wiki included “Wildcards are ok. So if you are con-
necting to ‘http://phonegap.com’, you have to add ‘phonegap.com’ to the list (or
use the wildcard ‘*.phonegap.com’ which will match subdomains as well),” so it
looks like it’s already been fixed.

I’m not sure how PhoneGap Build will deal with this restriction. As documented
today, Build doesn’t currently support configuration options for security settings

like this.
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Notification

The PhoneGap Notification API provides methods that allow an application to
provide feedback to a user visually (through pop-up alerts) and through tactile or
audible feedback. The methods supported by this API are as follows:

e notification.alert
e notification.confirm
e notification.beep

e notification.vibrate

Visual Alerts (Alert and Confirm)

The alert and confirm methods are each essentially extended versions of the
standard JavaScript alert function. The JavaScript alert method, which works
just fine in PhoneGap applications, takes a single parameter, which is the text of
the message displayed on the screen, as shown in the following example:

alert("You clicked the Click Me button.");

This code generates the pop-up dialog shown in Figure 21-1.
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@ Alert

You clicked the Click Me

button.

Figure 21-1 A standard JavaScript alert

The PhoneGap alert and confirm functions allow a program to control not only
the message being displayed but also the title associated with the pop-up dialog, the
text displayed on the dialog’s button(s), and the function that’s executed when
the user clicks a button in the pop-up. The difference between alert and confirm
is the number of buttons displayed in the dialog; alert displays a single button,
and confirm can display one or more buttons.

The following is an example of how to call the PhoneGap alert function:

navigator.notification.alert(message_text, callback_function,
"title", "button_text");

The parameters passed to the function are described here:

* message_text: The message text that appears between the title and the
button.

¢ callback_function: The function that is executed when the user clicks
the button on the dialog.

* title: (Optional.) The text that appears on the top of the pop-up dialog.
* button_text: (Optional.) The text that appears on the button. If no value is
provided, it will default to OK.
The following code shows an example of how to use the PhoneGap alert method:

navigator.notification.alert("Figure 21-2", onDoAlert,
"SampTle Alert", "Click Me!");

This will generate the pop-up dialog shown in Figure 21-2 and execute the
onDoAlert function after the user clicks the button.
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(® Ssample Alert

Figure 21-2

Click Me!

Figure 21-2 PhoneGap alert on an Android device

To skip executing a function when the user clicks the button, simply passinanull
for the function name, as shown in the following example:

navigator.notification.alert("Figure 21-2", null,
"Sample Alert", "Click Me!");

The conf1irm function operates exactly the same as alert; the only difference is in
the button_text parameter passed to the function. Instead of a single text value,
confirmexpects a comma-separated list of values, as shown here:

navigator.notification.confirm(message_text, callback_
function, "title", "button_text_array");

If no button values are provided, the function will default to using OK and
Cancel.

The following code will generate the pop-up dialog shown in Figure 21-3 and
execute the onDoConf1irm function after the user clicks either of the buttons:

navigator.notification.confirm("Figure 21-3", onDoConfirm,
"Sample Confirmation", "Yes, No");

(® Sample Confirmation

Figure 21-3

Figure 21-3 PhoneGap confirmon an Android device
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When the onDoConf1irm function is called by confirm, it passes in a button vari-
able that represents the number of the button clicked by the application user. As
shown in the following example, a value of 1 is assigned to the first button, 2 to the
second, and so on:

function onDoConfirm(btnNum) {
if(btnNum == "1") {
alert("Thanks for saying yes!");
} else {
alert("Too bad, you said no.");
}
}

Beep

To play the mobile device’s default beep tone, execute the following code:

navigator.notification.beep(beepCount);

The beepCount parameter is a numeric value that defines the number of times the
beep should play.

Vibrate

To cause the mobile device to vibrate, execute the following code:

navigator.notification.vibrate(vibeDuration);

The vibeDuration parameter is a numeric value that refers to the number of mil-
liseconds the device should vibrate. A value of 1000 equals one second, 500 is half
a second, and so on. To make an application vibrate, pause, and then vibrate again,
you will have to manually call vibrate several times and force the required wait
between calls; there is no repeat value that can be passed to the vibrate function.

Notification in Action

Example 21-1 shows an application that highlights each of the supported func-
tions in the PhoneGap Notification APIL

Example 21-1

<!DOCTYPE html>
<html>
<head>



NOTIFICATION IN ACTION

<title>Example 21-1</title>

<meta name="viewport" content="width=device-width,
height=device-height initial-scale=1.0,
maximum-scale=1.0, user-scalable=no;" />

<meta http-equiv="Content-type" content="text/html;
charset=utf-8">

<1link rel="stylesheet" href="jquery.mobilel.Ob3.min.css" />

<script type="text/javascript" charset="utf-8"
src="jqueryl.6.4.min.js"></script>

<script type="text/javascript" charset="utf-8"
src="jquery.mobilel.0b3.min.js"></script>

<script type="text/javascript" charset="utf-8"
src="phonegap.js"></script>

<script type="text/javascript" charset="utf-8">

function onBodyLoad() {
//alert("onBodyLoad");
document.addEventListener("deviceready",
onDeviceReady, false);

}

function onDeviceReady() {
//Nothing to do here really
alert("onDeviceReady");

}

function doAlert() {
msgText = document.getETementById('msgText').value;
navigator.notification.alert(msgText, onDoAlert,
"Sample Alert", "Click Me!™");
3

function onDoAlert() {
alert("You clicked the Click Me button.");
}

function doConfirm() {
msgText = document.getETementById('msgText').value;
navigator.notification.confirm(msgText, onDoConfirm,
"Sample Confirmation", "Yes, No");

}

function onDoConfirm(btnNum) {
if(btnNum == "1") {
alert("Thanks for saying yes!™);
} else {
alert("Too bad, you said no.");
3
}
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function doBeep() {
beepCount = document.getElementById('beepSTider').value;
navigator.notification.beep(beepCount);

}

function doVibe() {
vibeCount = document.getElementById('vibeSlider').value;
navigator.notification.vibrate(vibeCount);

}

</script>
</head>
<body onToad="onBodyLoad()">
<div data-role="header">
<h1>Notification Demo</hl>
</div>
<div data-role="content">
<div data-role="fieldcontain">
<label for="msgText">Message Text:</label>
<input type="text" name="msgText" id="msgText"
value="This is a message" />
<div data-role="controlgroup" data-type="horizontal">
<input type="button" value="Alert"
onclick="doAlert();">
<input type="button" value="Confirm"
onclick="doConfirm() ;">
</div>
</div>
<div data-role="fieldcontain">
<label for="beepSlider" >Number of Beeps</label>
<input type="range" name="beepSlider" id="beepSlider"
value="1" min="1" max="3" />
<input type="button" value="Beep" onclick="doBeep();">
</div>
<div data-role="fieldcontain">
<label for="vibeSTider" >Vibrate Duration</Tabel>
<input type="range" name="vibeSlider" id="vibeSlider"
value="100" min="100" max="1000" step="100" />
<input type="button" value="Vibrate"
onclick="doVibe() ;">
</div>
</div>
</body>
</html>
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The application makes use of HTML sliders to allow the user to more easily select
beep counters or vibration duration. It also uses the capabilities provided by
jQuery Mobile (www.jquerymobile.com) to make the application more visually
appealing. All of those div containers you see in the code with the data-role and
data-type attributes are instructions to jQuery Mobile. Figure 21-4 shows the
application running on an Android smartphone.

ARTEEY & B9 9:14 PM

Notification Demo

Message Text:

This is a message

Alert Confirm

Number of Beeps

1

Beep

Vibrate Duration

100

Vibrate

Figure 21-4 Example 21-1 running on an Android device
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Storage

Most HTML 5—compatible browsers provide web applications with the ability
to read and write key/value pairs from/to a local storage facility and to read and
write data from/to a local SQL database. Neither of those capabilities is a direct
functions of HTML but instead something typical browsers made available to
JavaScript code running within the browser.

These capabilities were originally delivered through implementations of the W3C
Web SQL Database Specification (www.w3.org/TR/webdatabase) and the W3C Web
Storage API Specification (www.w3.org/TR/webstorage). The Web Storage API
is still valid, but the W3C has stopped work on the Web SQL specification, and
instead developers typically work with the SQLite (www.sqlite.com) database
engine included with most modern smartphone browsers.

A PhoneGap application can easily leverage the browser container’s storage capa-
bilities directly from within their applications; this is not anything PhoneGap-
specific. For older mobile devices that have not implemented HTML 5 or either
storage option directly, the PhoneGap team implemented the W3C Web SQL
Database Specification and the Web Storage API into the PhoneGap API.

If a mobile platform includes support for these storage options, the phonegap. js
file for the particular platform will just omit the objects, properties, and methods
for the storage option. If not supported by the device, the PhoneGap JavaScript
library will include the implementation of the storage capabilities and the appro-
priate supporting code to make it work on the mobile device.

Since the capabilities provided by this PhoneGap API are based upon standards
that have been available for a while and are used heavily by developers today, this
chapter will not cover the API in great detail.
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Example Application

A sample application has been created to help illustrate the features of the
PhoneGap Storage API. Example 22-1 illustrates how fo build a simple mileage
fracker application using both Web Storage and Web SQL capabilities.

Because of the length of the application, it was not possible to include the appli-
cation source code in this chapter. Relevant portions of the application code and
screen shots of the application in action are shown within the chapter, but fo see
the completed application, code you will need to point your browser of choice to
the book’s web site at www.phonegapessentials.com and look for the example
project files in the Code section of the site.

Local Storage

The local storage capabilities of PhoneGap allow an application to persist data as
key/value pairs stored with the application. The W3C Web Storage API includes
support for both session and local storage, but the current release of PhoneGap
seems to have support for the local storage option. Session storage is for transient
values that are needed only during a particular session with the application; it is
designed to allow the application to make use of the storage area while the appli-
cation is running, but the data values stored there will be erased when the applica-
tion closes. The local storage option is designed to support data that needs to be
available between sessions—maintained when the application closes and avail-
able when the application launches again. The best use case for local storage
would be for the storage of configuration settings for an application; this is some-
thing you would want available every time the application executed.

Data stored using local storage is maintained in key/value pairs. To write a value to
local storage, an application would use the following code:

window.TocalStorage.setItem("key_name", value);

If the application wanted to store a value for a purge interval configuration setting
for example, it would use the following code:

thePurgelnterval =
document.getElementById("purgeInterval").value;

window.TocalStorage.setItem("purgelnterval",
thePurgelnterval);

To retrieve a value from local storage, an application would use the following code:

purgeInterval = window.localStorage.getItem("key_name");
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To retrieve the value for the purge interval configuration setting, an application
would use the following code:

thePurgeInterval = window.localStorage.getItem("purgeInterval™);

That’s it—that’s all there is to this part of the API. When working with an applica-
tion that leverages this API, you can use the debugging capabilities of your browser
to view the settings for local storage, as shown in Figure 22-1. In this example, |
worked out the kinks of the application using the desktop browser and then
switched over to the mobile device once I knew everything was working. In the
figure, the key/value pair for purgeInterval is highlighted.
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(D) Mileage Tracker

e/ /vmware-nos area’o. olaers/>ource’s. oae, oneGap-Book/chapter: ex22-1/index.html#Fc
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Figure 22-1 Example 22-1 running in the desktop browser debugger

SaQl Database

The Storage API implements a simple database an application can read from and
write to using Structured Query Language (SQL). To use this API, an application
must first open the database using the following code:

theDB = window.openDatabase(db_name, db_version,
db_display_name, db_size);
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In this example, the call to openDatabase simply creates a database object that
exposes some methods an application can use to manipulate the database. There
are no callbacks functions that need to be implemented. The openDatabase
method takes the following parameters:

¢ db_name: The name of the database. This will be the file name for the
database when it’s written to device memory.

* db_version: The version number for the database. An application can
query this version number and upgrade the database schema as needed
using the changeVersion method of the database object.

e db_display_name: The display name for the database.

e db_size: The amount of space allocated for the database in bytes. When
allocating space, keep in mind that mobile devices may have limitations on
the size of databases they can support, so allocate only the amount of space
you think the application will need.

In the Example 22-1 application created for this chapter, the database is opened
using the following code:

theDB = window.openDatabase("mtDB", "1.0", "Mileage Tracker",
3 * 1024 * 1024);

At this point, the application has access to a database object, and space has been
allocated for the database in persistent storage on the device. From this point for-
ward, everything you do with the database is performed using SQL statements.
For this example, I allocated 3 MB of storage, although there is no way this par-
ticular application will need that much space.

Using this API, an application must wrap its SQL statements within a transaction.
Transactions allow a database engine to process multiple SQL statements sequen-
tially and recover gracefully (back to the starting point if possible) if an error
occurs while they are processing the statements. Transactions are most useful
when performing actions against a database that have parts that must all be exe-
cuted for the action to be complete. The best example of this would be a banking
transaction: When transferring money from one account to another, you will want
the transaction to roll back (cancel cleanly) if the money is successfully taken
from your account but then cannot be credited to another.

To create a transaction that can be used to execute one or more SQL statements
against a database, an application will use the following code:

theDB.transaction(createTable, onTxError, onTxSuccess);
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In this example, a function called createTable is passed to the transaction; this is
the function that will execute the SQL statement used to create the database table
used by the application. There are also two callback functions: the onTxError and
onTxSuccess functions that are passed to the method. Please note that the callback
functions are passed in a different order than they are for any other API in this book.

Note: The transaction method of the database object is the only example in this
book where an error function is passed as a parameter to a method before the success
callback function. In every other example in the book, the success function has always
been first, followed by the error function. In this case, the success function is optional
and the error function is required, so that’s why the error function comes first.

Thave to admit that this caused me quite abit of trouble as I built the sample application.
Everything was working, but I couldn’t figure out why the transaction’s onError
function fired every time the application wrote to the database. Yes, I had the
parameters switched and listed the success function first like I had for every other
example. Let my mistake save you some time: Be sure to pay attention to the order of
callback functions when using this API.

Let’s talk about the callback functions before we dig into the createTab1e function.

The onTxError function is passed two objects. One is a transaction object, tx,
which as you’ll see in a minute can be used to execute SQL statements against the
database. The other is an error object that exposes an error code and error message
that can be used to help identify and possibly correct the error that occurred. The
following function shows how a simple function can be constructed that displays
an error to the user. When this function executes, the application can assume that
the transaction has rolled back and any changes that were made as part of this
transaction have been discarded.

function onTxError(tx, err) {
var msgText;
ifCerr) {
//Tell the user what happened
msgText = "TX: " + err.message + " (" + err.code + ")";

} else {

msgText = "TX: Unknown error";
}
console.error(msgText) ;
alert(msgText);

}

The onTxSuccess function is simply a way to let the application know the transac-
tion completed. In most cases, there’s really nothing to do, so you may not even
implement the function in your applications. The function is not passed any
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values, so all the function can really do is write a status update to the console or
update the application’s UI, as shown in the following example:

function onTxSuccess() {
console.log("TX: success");

}

Passed to the transaction is a function that’s executed to perform whatever updates
are needed on the database. The first thing an application should do after opening a
database is create or open one or more tables the application needs to store its data.
Fortunately, the SQL statement that creates a table will simply open the table if it
already exists. The following code is the example createTable function that is
used to create the table required by the application. The function is passed a trans-
action object, tx, that can be used by the application to execute SQL statements, as
shown here:

function createTable(tx) {
var sqlStr = 'CREATE TABLE IF NOT EXISTS MILEAGE
(tripDate INT, miles INT, notes TEXT)';
console.log(sqlStr);
tx.executeSql(sqlStr, [], onSqlSuccess, onSqlError);
}

In this example, the SQL statement creates a MILEAGE table consisting of three
columns (tripDate, miles, and notes). The statement is executed through a call
to tx.executeSql, which takes the following parameters:

* SQL statement: The SQL statement that will be executed against the
database object the transaction is associated with

* Values: An array of values that are passed to the SQL statement (this will
be described later)

¢ Success function: The name of the function that will be executed after the
SQL statement has executed successfully

¢ Error function: The name of the function that will be executed if there is an
error executing the SQL statement

cedes the error callback (as it has been for most of the APIs in this book).

ﬁ Note: Note the order of the callback functions; in this case, the success callback pre-

The success callback function is passed two parameters: a transaction object
(which can be used to execute additional SQL statements) and a results object,
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which contains the results of the operation. The results object exposes the follow-
ing properties:

¢ qnsertId: The row ID for the row of data that was added to the table if the
SQL statement executed contained an INSERT statement.

* rowAffected: The number of table rows that were changed by the SQL
statement. A value of zero indicated that no rows were affected.

* rows: An object containing the rows returned by the SQL statement. The
object will be empty if the SQL statement returns no rows.

The following code shows a sample success function. The function writes some
information about the result set to the console and then loops through the results.

function onSqglSuccess(tx, res) {
if(res) {

console.log("Insert ID:
console.log("Row affected:

if (res.rows) {

var len = res.rows.length;

if(len > 0) {
for(var i = 0; i < Ten; i++) {

//Do something with the row data

+ res.insertID);
" + res.rowAffected);

}
} else {
alert("No records processed.");
h
3
} else {
alert("No results returned.");

}
}

The onSq1Error function operates the same as the onTxError function described
earlier; they both do the same thing, only at a different part of the process. The func-
tion is passed transaction and error objects, as shown in the following example:

function onSqlError(tx, err) {
var msgText;

if(err) {
msgText = "SQL: " + err.message + " (" + err.code + ")";
} else {
msgText = "SQL: Unknown error";
}
console.error(msgText) ;
alert(msgText);

}
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After all of this processing has completed, the application displays a screen simi-
lar to the one shown in Figure 22-2. At this point, the user can start to populate the
MILEAGE table with data by filling out the form shown in the figure and clicking
the Save button.

R

HackBerry

= Views Mileage Tracker % Cconfig

Date: | 2011-12-11]
Number of miles:

42

Notes:

Travel to Acme Dynamite.

Figure 22-2 Mileage tracker running on a BlackBerry Torch 9800

At this point, all the application needs to do is execute another SQL statement to
add the user-provided data to the table. To do this, the application fires off another
transaction, as shown in the following code:

theDB.transaction(insertRecord, onTxError, onTxSuccess);
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The application’s insertRecord function does the work to add the data to the
table. The following code shows a simplified version of the function that has the
table row values hard-coded into the function:

function insertRecord(tx) {
var sqlStr = 'INSERT INTO MILEAGE (tripDate, miles, notes)
VALUES ("2011-12-09", 42, "Travel to Acme Dynamite")';
tx.executeSql(sqlStr, [], onSuccess, onError);

}

The application uses dynamic values as shown in the following code. The function
first pulls some values from the form and then passes the values to the SQL state-
ment. Since the application is recording date values and needs to be able to retrieve
mileage records by date and ordered by date, the date value needs to be stored in
the table in numeric format. To accomplish this, I used a free JavaScript library
called Date.fromString() from Joey Mazzarelli (http://joey.mazzarelli
.com/2008/11/25/easy-date-parsing-with-javascript) that allows the application to
take the inputted date string directly into a JavaScript Date object. Once the Date
object is available, the application uses the valueOf() method to get the date
value in numeric format as needed.

function insertRecord(tx) {
//Create a new date object to hold the date the user entered
var tmpDate = new
Date.fromString(document.getETementById("editDate").value);
var tmpMiles = document.getElementById("editNumMiles").value;
var tmpNotes = document.getElementById("editNotes").value;
var sqlStr = 'INSERT INTO MILEAGE (tripDate, miles, notes)
VALUES (?, ?, 2)';
console.log(sql1Str);
tx.executeSql(sqlStr,
[tmpDate.valueOf(), tmpMiles, tmpNotes],
onSqglSuccess, onSqlError);

}

Remember how the call to executeSQL could take an array of values as a parame-
ter? In the example shown, the SQL statement includes a VALUES parameter and a
parenthetical group of question marks, as shown in the following example:

INSERT INTO MILEAGE (tripDate, miles, notes) VALUES (?,7,7)
Each question mark refers to a particular field value in the INSERT statement. The

table row values for tripDate, miles, and notes are then passed into the SQL
statement as an array of values, as shown in the following example:

tx.executeSql(sqlStr, [tmpDate.valueOf(), tmpMiles, tmpNotes],
onSqlSuccess, onSqlError);
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Getting data out of the table requires yet another SQL statement. The following
function fires off a transaction to query the MILEAGE table; the processing of the
results of the query is done in the onQueryResults function that follows:

function openView(viewType) {
var sqlStr = "SELECT * FROM MILEAGE ORDER BY tripDate ASC";
theDB.transaction(function(tx) {tx.executeSql(sqlStr, [],
onQuerySuccess, onQueryFailure);
}, onTxError, onTxSuccess);

}

In this example, I broke with one of the conventions I've used throughout most of the
book. In general, I’ve broken out all functions in order to make the code more read-
able. In the openVi ew function, the full function (not shown) does some work to cre-
ate the appropriate page heading and SQL statement depending on which view was
selected. The application then needed to pass the appropriate SQL statement to the
transaction function, and the cleanest way to do that was just to pass in the function’s
code as an anonymous function to the call to tx.executeSql. I've simplified the
JavaScript code in the example function, showing only how to generate the SQL
statement for one of the views, but when you look at the full example application,
you’ll see how the use of anonymous functions makes this code simpler although
harder to read.

In the onQuerySuccess function, the code takes the results returned from the exe-
cution of the SQL statement and generates a page similar to the one shown in Fig-
ure 22-3. The table column values are returned in the results array; the application
uses results. rows.item(i).ColumnName to retrieve values for each column and
then build the appropriate HTML content before assigning it to the page.

function onQuerySuccess(tx, results) {
if(results.rows) {
console.log("Rows: + results.rows);
var len = results.rows.length;
if(len > 0) {
var htmlStr = "";
for(var i = 0; i < len; i++) {
var theDate = new Date(results.rows.item(i).tripDate);
htm1Str += '<b>Date:</b> ' + theDate.toDateString() +
'<br />';
var numMiles = results.rows.item(i).miles;
if(numMiles > 1) {
html1Str += '<b>Miles:</b> ' + numMiles +
' miles<br />';
} else {
htm1Str += '<b>Miles:</b> 1 mile<br />';
}
//Check to see if there are any notes before writing
// anything to the page
var theNotes = results.rows.item(i).notes;
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if(theNotes.length > 0) {
htm1Str += '<b>Notes:</b> ' + theNotes + '<br />';

3

html1Str += '<hr />';
3
//Use JQuery's $() to assign the content to the page
$("#viewData").html Chtm1Str);
//Then open the View page to display the data
$.mobiTle.changePage("#dataView", "slide", false, true);

} else {
alert("No rows.");
}
} else {
alert("No records match selection criteria.");

}
}

llackBerry

¢ Back MT Mileage View

Today's Trips

Date: Sun Dec 11 2011
Miles: 42 miles
Notes: Travel to Acme Dynamite.

Date: Sun Dec 11 2011
Miles: 42 miles
Notes: Travel from Acme Dynamite

Figure 22-3 Example 22-1 displaying query results
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Most of what’s covered here is related to SQL statements and how to work with
database tables; there’s not much that’s really PhoneGapish. As shown, once you
have the database opened, it’s all executing SQL statements and writing callback
functions.

As older devices drop out of use, I expect the PhoneGap development team to sim-
ply drop this API and let applications use the native SQLite capabilities available
in most modern smartphones.



A

Installing the
PhoneGap Files

Installing PhoneGap is a pretty straightforward process. Point your browser of
choice to www.phonegap.com, and then click the Download icon in the upper-
right corner of the landing page, as highlighted in Figure A-1. You should be redi-
rected to a page, and the most recent version of PhoneGap will automatically
begin downloading in a few seconds. If the download does not start automatically,
simply click the download link provided on the page to download the files directly.

m PhonaGap out v Co unity = | - m
THE ONLY - . @
OPEN SOURCE ‘a @ |

MOBILE

F R A ME WU H K PhoneGap is an HTMLS app platform thal aliows you 1o aushor nalive applications with web

THAT SUPPORTS technalogies and get access to APIs and app stores. PhaneGap leverages web fechnologies

OPLQTFORMS developers already kmow best . HTML and JevaSchpt  Leam Mors »

@ pronssap 15| AV tetobincquies [l PronsapBook &2 ProseGap Buid [ PhooeGsp+ oW | B, Phoeatiap Shop
(oY
"

Nitobi has been
acquired by Adobe!

\What does this mean for
PhoneGap?

Figure A-1 The PhoneGap project landing page
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The PhoneGap project files are distributed in a standard zip archive. To install
PhoneGap, simply extract the downloaded files to the folder of your choice on
your local hard drive or on a network server (in cases where the files will be shared
with other developers or between multiple systems).

Because many Java applications on Windows used to have issues with spaces in
folder names, I typically install the PhoneGap files off of the root of the system’s
hard drive, as shown in Figure A-2. In this case, I extracted the files and then
renamed the root PhoneGap folder to the version of PhoneGap, as shown in the
figure. This approach has saved me some grief with other tools in the past. The
files you will used to build PhoneGap applications are located in the 11b folder.

As you can see, the PhoneGap project files include a separate folder for each sup-
ported mobile device platform. Those folders contain the specific project files and
associated PhoneGap JavaScript libraries for each target operating system.

It’s important to note that PhoneGap source files differ greatly between each target
OS. You can’t use the PhoneGap JavaScript libraries for one mobile platform in a
project for another mobile platform. This is one of the issues that makes PhoneGap
development complicated and creates the need for PhoneGap Build (described in
Chapter 9).

i
& «| | » Computer » Local Disk (C:) » phonegap-15 » lib » v | *¢ || Seorch lib L ‘
e
File Edit View Tools Help
Organize « Include in library « Share with + Burmn New folder B= « 0Ol @
k Favnites Name Date modified Type Size
Bl Desktop android 3/7/2012 7:18 AM File folder
& Downloads bada /2012 7:18 AM File folder
£l Recent Places blackberry /2012 T:18 AM File folder
ios (2012 7:18 AM File folder
= Libraries symbian 2012 7:18 AM File folder
|5 Documents webos (2012 7:18 AM File folder
J‘f Music windows 3/7/2012 7:18 AM File folder
[E=| Pictures
B videos
- Computer
£, Local Disk (C)
5# Shared Folders (\\wmware-host)
G‘H Metwark
< Tl 3
' 7 items
b P

Figure A-2 PhoneGap installation directory



PREPARING FOR 10S DEvELoPMENT 329

Preparing for Samsung bada Development

For some reason, the PhoneGap JavaScript source code files for bada are distrib-
uted as separate JavaScript files for each API category instead of consolidated into
a single file as they are for other platforms. Before you can use the PhoneGap
JavaScript APIs in your PhoneGap applications for bada, you must first generate
the consolidated source code file phonegap. js. To do this, open a Windows com-
mand prompt, navigate to the PhoneGap installation’s bada/Res/PhoneGap
folder, and execute the phonegap.bat file located in the folder. The batch file will
copy each of the source JavaScript files into a single phonegap. js file and display
the output shown in Figure A-3.

EX Command Prompt ‘ =Nn=N X

C:~phonegap—1.5%\1ib“bada“Ressphonegap>phonegap

m| »

C:~phonegap—1.5%1ib~bada“Res~phonegap>copy ~B phonegap.hase.js+geolocation.js+po
lzition. je+tacce leroneter. jetnetwork._ js+debugconsole . je+contact . je+device. js +compal
ez . je+tnotification. js+camera.js phonegap.js
[phonegap.base. js

n.js

C:~phonegap—1.5%\1ib~bada~Res~phonegap>

Figure A-3 Generating the bada phonegap. js file

If you look in the folder, you will see a new file there called phonegap.js, all
ready to be used in your PhoneGap applications. Any time you modify any of the
source JavaScript files, you will need to repeat this process to generate an updated
phonegap. js file for your projects.

Preparing for iOS Development

For iOS development with PhoneGap, you must perform an additional installation
step to configure Xcode, Apple’s development environment for i0S, for PhoneGap
development. In Finder, navigate to the i0S folder within the PhoneGap installa-
tion files folder, as shown in Figure A-4. Double-click the Cordova-1.5.0.dmg
file to start the installation process.
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eoo Dias
4> :S‘Emlllll || = (Q
FAVORITES M changelog [ android \ B Cordova-1.5.0.dmg
E All My Files il doc I__;l bada P ™ Cordova-1.5.0.dmg.SHAL
= M keys [ blackberry P M NOTICE -
WWW i =
LJ o lib > ? ios > 4 .
“ AirDrop M LICENSE [ symbian > I \
r,"_\; Applicati... ; README.md 5 webos & [ |
il VERSION windows -~
[ Desktop S
|§:I Documents
© Downloads Name Cordova-1.5.0.dmg
=1 Movies Disk Image
: 3 MB
J3 Music Created 3/5/12 3:12 PM
(20 Pictures d 3/5/123:12PM
— Last opened 3/5/123:12 PM
[ waw
|| Develop..
SHARED

Figure A-4 PhoneGap 1i0S file folder

Finder will extract the files and then open a window similar to the one shown in
Figure A-5. Double-click the Cordova-1.5.0.pkg file to install the PhoneGap

files into the Xcode IDE.

808

@ Cordova-1.5.0

Cordova-1.5.0.pkg

3

Uninstall Cordova

Guides

Readme.pdf

ReleaseNotes.pdf

Figure A-5 PhoneGap installation package

Once this step has been completed, Xcode will have an additional project template
(PhoneGap) to select from when creating new projects.

Preparing for Windows Phone Development

To simplify PhoneGap development on Windows Phone, the PhoneGap project
includes a plug-in to Microsoft Visual Studio that allows Visual Studio to create
complete PhoneGap projects with a few clicks of the mouse.

Open Windows Explorer, and navigate to the folder where you extracted the
PhoneGap files. In the WP7 folder, copy the GapAppStarter.zip file to Visual
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Studio’s project templates folder. The destination folder should be located under
the Windows Documents folder for the currently logged in user. The folder should
be located here:

c:\users\user_name\Documents\Visual Studio 2011\Templates\
ProjectTemplates\

In this example, user_name refers to the user-specific profile folder for the logged-
in user. For example, for my developer workstation running Windows 7, the folder
is located here:

c:\users\John M. Wargo\Documents\Visual Studio 2011\Templates
ProjectTemplates\

After the zip file is copied, the folder contents should look similar to what is shown
in Figure A-6. Alternatively, you can place the GapAppStarter.zip file in the
Visual C# folder instead; it seems to work in that location as well.

@Q'| .« Visual Studio 2010 » Templates » ProjectTemplates » - |#,|| Seard }3‘

File Edit View Tools Help
Organize » Share with Bum MNew folder =« O @

Arrange by:  Folder »
ProjectTemplates

Bl Desktop
& Downloads

-

' Fovorites —  Documents library
‘ Name Date modified Type Size

= Recent Places

Visual C# 10/12/201111:01 ...  Filefolder

= Libraries
:_LJ GapAppStarter.zip 9/30/2011 5:59 PM WinZip File 1

3 Visual Basic 10/12/201111:01 ... File folder
ii] Documents
J‘f Music
[ Pictures

B videos

18 Computer
&, Local Disk (C:)
android-sdk
apache-ant-1.8.2
. bada
. cygwin
¢ Dev
PerfLogs

nhnnenan-1.0

, 3 items

L 4

Figure A-6 Visual Studio ProjectTempTates folder
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Installing the Oracle
Java Developer Kit

The Android and BlackBerry development tools use Oracle’s Java Developer
Kit (JDK) to build (compile) Java applications for Android. Apple’s Mac OS will
either already include the JDK or install it automatically when you run your first
Java program, so if you’re installing on a Macintosh computer, you can skip this
appendix and move on.

Downloading the JDK

To obtain the JDK, point your browser of choice to http://java.oracle.com, and then
click the Get Java button on the landing page. On the page that appears, scroll down
and click the Download button for the appropriate JDK version to download.

At this time, Oracle is shipping version 7 of the JDK, but the Android development
tools support only versions 5 and 6. Be sure to check to see that the version of the
JDK you download is compatible with the Android tools before downloading and
installing the software.

Note: The Java download site contains different flavors of Java for you to download.
The most common options are the Java Runtime Environment (JRE) and the Java
Developer Kit (JDK). The JRE is the client-side runtime environment used to run
Java applications you may have downloaded over the Internet or installed on your
local workstation.
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The JDK contains the tools needed to compile Java code into executable applica-
tions and applets. To use the Android developer tools, you must install the JDK,
not the JRE. So that you can execute Java applications, the JDK includes the JRE,
so you’ll be covered for both.

Figure B-1 shows the download options for the JDK. For each supported operating
system, there’s a different download depending on whether you’re running a
32-bit or 64-bit operating system. When selecting the files to download, be sure to
match the download to both the processor and the operating system running on
your development machine, as described in Table B-1.

Overview = Downloads | Documentation || Community || Technologies || Training

Java SE Downloads

Thank you for downloading this release of the Java™ Platform, Standard Edition Development Kit

(JDKTM) The JDK is a development environment for building applications, applets, and components
using the Java programming language.

The JOK includes tools useful for developing and testing programs written in the Java programming
language and running on the Java™ platform

Java SE Development Kit 6 Update 27

You must accept the Oracle Binary Code License Agreement for Java SE to download this
software.

() Accept License Agreement @ Decline License Agreement

Product | File Description File Size Download

Linux x86 - RPM Installer

Linux x86 - Self Extracting Installer
Linux x64 - RPM Installer

Linux x64 - Self Extracting Installer
Solaris ¥86 - Self Extracting Binary
Solaris ¥86 - Packages - tarZ

Solaris SPARC - Self Extracting Binary
Solaris SPARC - Packages -tarZ
Solaris SPARC 64-bit - Self Extracting Binary
Solaris SPARC 64-bit- Packages -tar
Solaris ¥64 - Self Extracting Binary
Solaris ¥64 - Packages - tarZ

Windows x86

Windows x64

76.94 MB # jdk-6u27-linux-i586-rpm bin
81.20 MB # jdk-Bu27-linux-i586 bin
77.16 MB # jdk-Bu27-linux-xGid-rom bin
8146 MB # jdk-Bu27-linux-x64 bi
81.09MB # jdk-Bu27-solaris-i586 sh
136.93MB # jdk-fu27-solaris-i586 tar 7
86.05 MB # jdk-Bu27-solaris-sparc sh
14143 MB # jdk-Gu27-solaris-sparctar?
1224 MB #* jdk-6u27-solaris-sparcvd sh
15.58 MB * jdk-6u?7-solaris-sparcvd tar?
8.50 MB ¥ jdk-6u27-salaris-x64 sh
1224 MB # jdk-Gu27-solaris-x64 tar?
76.81MB # jdk-Bu27-windows-i586 exe
6740 MB * jdk-6u27-windows-x64 exe

i

|

Figure B-1 Java download options

Table B-1 Determining the JDK to Download

Processor Bit Depth Operating System Bit Depth JDK Download
32-bit 32-bit x86

64-bit 32-bit x86

64-bit 64-bit x64 or 64-bit
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Installing the JDK

Once the JDK has been downloaded, launch the downloaded file to begin the
installation. You can simply accept the default installation options to complete
the installation. Some installation options may not be needed for your installation
(such as source code and Java DB) and can be omitted (as shown in Figure B-2);
all the other components are required and cannot be disabled.

— Select the program features you want installed,
Javar

Select optional features to install from the list below. You can change your choice of features after
installation by using the Add/Remove Programs utility in the Control Panel

Feature Description

;o (= = | Development Tools Source code for dasses that

i i comprise the public API of Java.
Blemas anid Samples The source code requires 49MB
=~

on your hard drive.

Public JRE
X ~|JavaDB

Install to:

[ < Back |[ Next >

Figure B-2 Javainstallation wizard

Configuring the Windows Path

Once the installation has completed, the Windows Path environment variable must
be updated to point to the JDK’s bin folder. This allows the Java tools to be exe-
cuted by any program on the computer such as the Android developer tools, with-
out specifically pointing to the folder where the JDK is installed. By default the
JDK executables will be installed in the Windows Program Files folder (C:\
Program Files\Java\jdk#\bin, where the # refers to the version of the JDK
installed). To modify the Path variable, open the Windows Control Panel and then
select System or right-click My Computer and select Properties.

In the System Properties application, click the Advanced System Settings tab, as
shown in Figure B-3, and then click the Environment Variables button on the
bottom of the window. In the “System variables” area of the Environment Vari-
ables window, select Path then click the edit button. In the window that appears
(also shown in Figure B-3), modify the variable value field by appending a semi-
colon at the end of the existing value and adding the full path to the JDK bin
folder (C:\Program Files\Java\jdkl.6.0_27, as shown in the figure) to the
end of the value that is already there. Do not replace the contents of the variable
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value field; simply append a semicolon and the JDK path to the end of the value
that’s already there. Click OK repeatedly to close the windows that have been
opened during this process.

Computer ams | Homtware | Advenced | Symem Protection | Famotn

User varisbles for Jobey M, Wargd

You st be ogged en s an Administalir fo maike most of these changes.

Erssmance —— Yoot
il et procmescs actmch ey ey Lxagm. e et mamy e SLEERPRCFILE ppData | seal Temp
™ MUSEPAOFILEN ippDatalLocal Temp
Setings. o =
£dit System Variable
Vs Brofins
Deskanp semngs rlated 10 your logon L e iy ariskle rame:
g ¥ akie: DC e £.0_27)
[rerre e b VTt Program Fies aval | £.0_2Tpn
i
Sutup and Fecavery -3 Laeond
Srmem Rt pyem ke, 000 detupng Homaton \ 325 x
COM; D BAT; .CVD;. VBS, . VBE:. 350,
Settrge.

Delete

— [ Evvmmment Vosties

New... Em...
/ o= Cancel
0K, Cancel — - e
E

Figure B-3  Setting the Windows Path environment variable

Confirming Installation Success

To confirm that the Path variable has been set correctly, open a Command Prompt
window (shown in Figure B-4), type javac at the prompt, and press Enter. If the
path has been correctly configured, the Command Prompt window will fill with
instructions on how to use the Java compiler (javac, one of the programs included
with the JDK), as shown in the figure. If you receive an error message such as
“bad command or file name” or “‘javac’ is not recognized as an internal or exter-
nal command, operable program or batch file,” then the path has not been config-
ured correctly, and you will need to fix the configuration before continuing.

B Command Prompt ‘i@‘ﬂ_hj

~John M. Wargo?javac
avac <{options?> <{source files)
szible options include:
Generate all debugging info
one Generate no debugging info
lines.vars.source? Generate only some debugging info
arn Generate no warnings
—verhoze Output meszages about what the compiler iz doing
—deprecation Output source locations where deprecated APIs are u

ml »

th <{path> Specify vhere to find user class files and annotati

ors
> Epecify vhere to find user class files and annotati

h <{path’> Specify vhere to find input source file
path {path> Ouverride location of hootstrap clas i
dirs? OQuerride location of installed exte
Ouerride location of endorsed standar
Control vhether annotation processing andsor compil|

s t
o run; hypasses default discovery proce
—processorpath {path> Specify vhere to find annotation pr
—d {directory> Epecify vhere to place generated cl

Figure B-4 Testing the JDK configuration on Windows



C
Installing Apache Ant

The Android and BlackBerry development tools use Apache Ant to automate
command-line build tasks. Ant is an open source project within the Apache Soft-
ware Foundation’s suite of products. Ant is a Java-based build tool and therefore
requires a Java Runtime Environment (JRE). Refer to Appendix B for instructions
for installing the Java Developer Kit (JDK), which includes the JRE.

Macintosh Installation

For Macintosh users, Mac OS X includes a version of Ant preinstalled. You will
need to verify that the version installed is compatible with the mobile develop-
ment SDKs you will be working with (for example, at the time of this writing, the
Android SDK requires version 1.8 and newer). To determine the installed version,
open a terminal window, and issue the following command:

ant -version

Ant will respond with the currently installed version information, as shown in Fig-
ure C-1.

If a more recent version is needed, let the Macintosh OS software update pro-
cess install its updates, and then try again. To perform a software update, open
the System Preferences application, select Software Updates, and then click
Check Now.

ann 13} jwargo — bash — 82x24 ¥

jehns-mac-mini:~ jwarge$ ant -version |3 B
Apache Ant(TM) wersion 1.8.2 compiled on June 24 2811
johns-mac-mini:~ jwargo$ .

Figure C-1 Verifying the Ant version on Macintosh
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APPENDIX C INSTALLING APACHE ANT

Windows Installation

To install Ant on a system running Microsoft Windows, point your browser of
choice to http://ant.apache.org, and click the home page link to download the lat-
est version of the project’s files. Once the download has completed, extract the
files to a folder off of your system’s root folder. Figure C-2 shows an example of
an Ant installation in Windows using the default zip file name (which includes the
Ant version information) as the installation folder location.

Once the files have been extracted, you must update the Windows Path environ-
ment variable to point to the Ant installation’s bin folder. This allows Ant to be
executed by any program on the computer such as the Android developer tools,
without specifically pointing to the folder where Ant is installed. To modify the
Path variable, open the Windows Control Panel and then select System or right-
click My Computer and select Properties. In the System Properties application,
click the Advanced System Settings tab, and then click the Environment Variables
button on the bottom of the window. In the “System variables” area of the Envi-
ronment Variables window, select Path, and then click the Edit button. In the win-
dow that appears, modify the variable value field by appending a semicolon at the
end of the existing value and adding the full path to the Ant bin folder (C:\
apache-ant-1.8.2\bin, as shown in Figure C-2) to the end of the value that is
already there. Do not replace the contents of the variable value field; simply
append a semicolon and the Ant bin path to the end of the value that’s already
there. Click OK repeatedly to close the windows that have been opened during this
process. An example of this process is illustrated in Figure B-3 in Appendix B.

£ ™

= | &
@Q\ﬂ . « gpache-ant-18.2 » bin - ‘Ly‘ | Search bin pel |
File Edit View Tools Help
Organize » Include in library = Share with = Bumn Mew folder == | @
£ Local Disk (C) * Name 5 Date modified =2

. android-sdk
apache-ant-1.8.2
bin

. docs

|| ant

[E] ant.bat
[E] ant.cmd
[&] antenv.cmd 12/20/2010
|| antRun 12/20/2010 12:46 ...
E;} antRun.bat 12/20/2010 12:46 ...

| antRun.pl

lib
bada
cygwin
J Dev
PerfLogs
phonegap-1.0

m

etc “

T

|| complete-ant-cmd.pl
4 Ej envset.cmd

@;‘ lcp.bat

| runant.pl 12/20/2010 12:46 ...

. Program Files ; by N
| runant.py 12/20/2010 12:46 ... -
ProgramData

-~ « m | 2

, 13 tems

& o

Figure C-2 Antinstallation bin folder in Windows
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Once the process has completed, verify the successful installation and configura-
tion by checking the Ant version using the instructions provided in the previous
section.
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Android development tools (cont.)
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operating systems, 4
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BlackBerry

accelerator determining device
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accelerator support and, 161

adding/saving contacts, 232-233

Apache Ant and, 337

application status events and, 253

build issues, 151

building PhoneGap applications, 14-15

button events, 257-258, 261

Capture API on, 196, 204
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configuring PhoneGap Build for mobile
platforms, 143—145
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device object running on simulator,
245-246
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FileWriter object and, 274
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mileage tracker example, 322
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BlackBerry (cont.) in BlackBerry development environment,
PhoneGap API support, 8-9 104-107
PhoneGap Build support, 141 building applications for BlackBerry,
PhoneGap supported operating systems, 4 107-109
picture capture process, 168, 170-172 PhoneGap applications, 13-16
reading directory entries, 269-272 in PhoneGap Build, 148
running contacts example on, 231 build.xml file, 109
searching for contact information, 234 Button events
signing keys, 99 event listener for, 258-262
storing contact information, 228 list of button types, 257
testing applications created with overriding button behavior, 257-258
PhoneGap Build, 152 overview of, 256-257
testing applications on physical device, running on Android, 261
36-37
watching location of device, C
286, 288

Callback functions
Capture API, 187-188
Contacts API, 236, 242
DirectoryReader object and, 267
File API, 270-271, 273-274, 277-278
Geolocation API, 280-281
how PhoneGap works and, 9
Media API, 295-297
Notification API, 308-309
SQL database, 321-322

WebWorks. See WebWorks

BlackBerry development environment
build process, 104—107
building PhoneGap applications,

107-109

config.xml file, 100-103
creating PhoneGap project, 99-100
installing WebWorks SDK, 98-99
overview of, 97
testing PhoneGap applications on device,

111=112 Storage API, 319-320, 326
testing PhoneGap applications on Camera API
simulator, 109-111 accessing pictures on devices, 165-166
BlackBerry® Development Fundamentals allowEdit, 180
(Wargo), xxiv, 21, 40, 97, 105, 107 Android example, 173-175
BlackBerry Enterprise Server (BES), 109 BlackBerry example, 171-172
BlackBerry Mobile Data System (MDS) Capture API compared with, 185
overview of, 106107 configuring camera options, 176
testing PhoneGap applications on, dealing with issues related to,
109-111 182-184
BlackBerry WebWorks. See WebWorks default options, 166167
Build process. See also PhoneGap Build destinationType, 178-179

accessing contact information and, 230 encodingType, 181
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inconsistencies between device platforms, watchHeading function, 210-213
168-170 watchHeadingFilter function,
i0S example, 169—-170 213-215
iPhone example, 167-168 watching device orientation, 209
mediaType, 181-182 Compression, JPEG format, 177
optic quality and, 177-178 config.xml file
overview of, 165 BlackBerry projects, 100-103
sourceType, 179-180 PhoneGap Build and, 16
targetHeight and PhoneGap Build projects,
targetWidth, 181 145-146, 150
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152-153 307-310
Capture API Connection object
audio and video capture, 198-199 example, 219-220
Camera API compared with, 185 overview of, 217-219
configuring capture options, 189-191 running on Android device, 220
image preview on i0S, 197-198 console object, JavaScript, 38-39
inconsistencies between device platforms, Contacts API
195-196 adding/saving contact on BlackBerry,
Media API compared with, 293 232-233
overview of, 185 cloning contacts, 242
running on Android device, 200-204 creating contacts, 224
running on BlackBerry device, 204 example, 226-230
running on iPhone, 191-195 overview of, 223
using, 186-189 removing contacts, 242
Chrome (Google), 44-45 running on Android device, 235
clone method, contacts and, 242 running on BlackBerry device, 231
Cloud running on iOS device, 235
building PhoneGap applications in, 141 searching for contact information on
packaging PhoneGap applications, 14 BlackBerry, 234
Command-line tools searching for contact information on
development on BlackBerry and, 98 iPhone, 237
managing projects with, 74-77 searching for contacts, 235-241
testing applications, 77-79 specifying contact properties, 224-226
Compass API Contacts API, W3C, 223
overview of, 205 Copying files or directories, 276
querying device orientation, Cordova Git repository. See Git repository
205-206 createTable function, SQL database,

running on iPhone, 206208 319-320
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Cross-platform applications
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Dalvik Debug Monitor Server (DDMS),
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RMEE (Ripple Mobile Environment
Emulator) for debugging, 44-46
on Symbian, 134
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adding developer tools to Eclipse, 65-66
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watching device orientation, 161-164
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213-215
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Devices, physical. See Physical devices
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errors accessing, 265

moving, 276-277
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DirectoryEntry object
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deleting directories, 275-276
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properties, 269-272
DirectoryReader object, 267-269
Documentation, PhoneGap API, 17-18, 51
Dojo Mobile, 31
Downloads

bada SDK, 80-82
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JDK (Java Developer Kit), 333-334
Droid (Motorola), Capture API example

on, 201

Drupal, PhoneGap plug-ins, 19
Duration, audio playback, 297-298
duration property, Capture API, 190

E/S (emulator/simulator)

camera simulators, 170

contacts example on BlackBerry
simulator, 231

device object running on BlackBerry
simulator, 245-246

device object running on iPad simulator,
246-248

launching PhoneGap project in iPhone
simulator, 120

onCameraError on iOS simulator, 183

running PhoneGap applications,
35-36,78

testing BlackBerry applications, 109-111
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testing PhoneGap application in bada
emulator, 95-96
testing PhoneGap application in iPhone
simulator, 123
testing PhoneGap application with AVD,
60-64
testing PhoneGap Build applications, 152
Windows Phone Emulator, 136
Eclipse
configuring development environment
for, 64—66
creating PhoneGap project with, 67-74
LogCat window, 41-42
Package Explorer, 70-71
PhoneGap plug-ins, 19
testing PhoneGap applications,
36-37,77
Workbench, 65
Emulator Web Application, testing
application in bada emulator, 95-96
encodingType property, Camera API
settings, 181
Enterprises, i0OS development and, 114
Errors
build issues, 150-151
camera problems, 182—183
Capture API, 188-189
Compass API, 206
Contacts API, 228-230
database transactions, 319-321
directory access, 265
file and directory access, 265-266
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Media API, 295-296
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Events API
application status events, 251-254
button events, 256262
creating event listeners, 249-250
deviceready events, 250-251
network status events, 254-256

types of events supported by
PhoneGap, 249
ExternalHosts, configuring in Xcode, 305

F

Facebook, PhoneGap plug-ins, 18
File API
accessing file system, 264-267
copying files or directories, 276
deleting files or directories, 275-276
FileEntryand DirectoryEntry
properties, 269-272
moving files or directories, 276-277
overview of, 263
reading content from files, 274-275
reading directory entries, 267-269
storage types, 263-264
uploading files to servers, 277-278
writing data to files, 272-274
File API:Directories and System
specification, W3C (Worldwide Web
Consortium), 263
File system, accessing, 264-267
FileEntry object
copying files, 276
deleting files, 275
moving files, 276-277
properties, 269-272
FileReader object, 274-275
FileTransfer object, 277-278
FileURI, for Media object, 294-295
FileWriter object, 272-274
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installing PhoneGap and, 328
location for iOS project, 118
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and, 218
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canceling a watch, 289-291

getting current location of device,
280-284
overview of, 279-280
setting a watch, 285-288
watching device location, 284
Geolocation API specification, W3C
(Worldwide Web Consortium), 279
Git repository
delivering application files to build
server, 147
downloading/installing files for bada
development project, 80-81
Google Android. See Android
Google Chrome, 44-45
Google Groups, 19
GPS capabilities. See Geolocation API
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HP/Palm webOS. See webOS
HTML (Hypertext Markup Language)
building cross-platform native
applications, 3
HTMLS approach to building PhoneGap
applications, 11-13
HTMLS support for geolocation, 279
HTMLS support for storage, 315
running web applications within
PhoneGap container, 7
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applications, 11
Web 2.0 approach to building
applications, 11-12
Hybrid applications
defined, 3
frameworks of, 19-20
Hypertext Markup Language. See HTML
(Hypertext Markup Language)

IBM, in history of PhoneGap, 4-5
IBM Worklight, 22
Icons
creating i0S projects, 119
creating PhoneGap Build projects,
145-146
as cross-platform issue, 53
IDEs (integrated development environments)
bada as, 82-86
Eclipse as, 64
Image capture. See Camera API;
Capture API
Images
accessing on mobile devices, 165-166
accessing pictures on devices, 165-166
displaying image file URI, 169-170
mediaType property, 182
rotating graphics with jQuery Rotate, 212
index.html
creating PhoneGap project with Eclipse,
73-74
delivering application files to build
server, 146
Infuse 4G device (Samsung), 204
Initialization, of PhoneGap applications,
25-28
INSERT statement, SQL database, 323-324
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Installing PhoneGap. See PhoneGap
installation
Integrated development environments (IDEs)
bada as, 82-86
Eclipse as, 64
i0S
accessing media files, 295
application status events, 251, 253
building PhoneGap applications, 15
button events, 256-257
camera simulators, 170
Capture API example on, 197
configuring camera options, 180
configuring PhoneGap Build for mobile
platforms, 143-145
device object running on iPad simulator,
246-248
displaying image file URI, 169-170
Hello, World! application on, 26
image preview on, 197-198
Media API support, 293
onCameraError in i0S simulator, 183
PhoneGap API documentation, 51
PhoneGap API support, 9
PhoneGap Build support, 141
PhoneGap plug-in for Drupal, 19
PhoneGap supported operating systems, 3
picture capture process, 168—169
searching for contact information, 235
testing applications on physical
device, 36
uploading files to server and, 278
i0S development environment
accessing web content for project,
119-122
creating PhoneGap project, 116-117
folder location for projects, 118
installing Xcode, 114-116

349



350  InpEx

i0S development environment (cont.)

naming projects and defining project
locations, 117-118
overview of, 113
preparing PhoneGap for, 329-330
registering as Apple developer, 113-114
testing PhoneGap applications, 122-123
versioning, 118-119
iPad
device object and, 246248
PhoneGap support, 3—4
iPhone
accelerator support and, 159
Camera API example, 167-168, 191-195
configuring camera options, 180
device object, 246
inconsistent implementation of PhoneGap
APIs, 30
launching PhoneGap project in, 120
PhoneGap support, 3
running HelloWorld application on
iPhone simulator, 26
searching for contact information, 237
testing PhoneGap application in, 123
iPhoneDevCamp, 4

J

Java API, RIM (Research In Motion), 246
Java Developer Kit. See JDK (Java
Developer Kit)
Java, making changes to source file using
Eclipse, 70-71
JavaScript
alert method, 307
bada source code files, 329
build cross-platform native applications, 3
building PhoneGap applications, 13-14
console object, 38-39

cross-platform issue, 51
loading JavaScript library, 27
running web applications within
PhoneGap container, 7-8
Web 2.0 approach to building
applications, 11-12
WebWorks providing JavaScript
methods, 246
JDK (Java Developer Kit)
Android development and, 57
bada and, 80
BlackBerry development and, 97
configuring Windows Path environment,
335-336
confirming installation of, 336
downloading, 333-334
installing, 334
JRE (Java Runtime Environment)
included in, 337
JPEG format
compression, 177
images, 181
mode property of Capture API, 190
jQuery
$ () function, 212
reasons for using, 268
rotating graphics with, 212
jQuery Mobile QM)
as application interface, 192, 200
creating interface for directory
reader, 268
creating interface for media application,
300-301
creating interface for notification
application, 313
searching for contact information, 237
use in application development, 30-35

JRE (Java Runtime Environment),
333-334, 337
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Key/value pairs, local storage and, 316
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Launch screens, creating iOS PhoneGap
project, 119
LG Thrill device
device object on, 245
video capture on, 202-203
limit property, Capture API, 190
Linux OSs
building Symbian PhoneGap applications
on, 125
configuring Eclipse development
environment, 64
launching Unix applications from
command line, 75
options for PhoneGap development on
Android, 57
Local storage, Storage API, 316-317
LogCat window, Eclipse, 41-43
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Macintosh OSs

bada development tools and, 79

building Symbian PhoneGap applications
on, 125-127

configuring Eclipse development
environment, 64

development environment. See i0S
development environment

installing Android SDK on, 60

installing Apache Ant on, 337

Installing BlackBerry WebWorks SDK,
98-99

JDK (Java Developer Kit) and, 333

launching Unix applications from
command line, 75
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options for PhoneGap development on
Android, 57
packaging Symbian PhoneGap
projects, 131
testing Symbian PhoneGap projects, 132
Windows Phone development and, 135
Magnetic poles, device orientation
and, 206
Make utility
installing, 126-127
packaging PhoneGap projects, 131-132
Makefiles, 126, 131-132
Manifest file, adding to PhoneGap project in
bada, 94-96
Media API
callback functions, 295-297
creating Media objects, 294
determining current position while
playing media files, 297
determining duration of playback,
297-298
example of use of, 300-305
FileURI, 294-295
overview of, 293
playing audio clips, 298-299
recording audio, 299-300
releasing Media objects, 298
Media Capture API, W3C (Worldwide Web
Consortium), 185
Media files, using Capture API, 186187
Media objects
creating, 294
releasing, 298
mediaType property, Camera API settings,
181-182
Memory cards, 61
Microsoft Windows. See Windows OSs
Mobile browsers. See also Web
browsers, 279
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Mobile Data System (MDS)
BlackBerry and, 106-107
testing PhoneGap BlackBerry
applications on, 109-111
mode property, Capture API, 190-191
Motorola Droid, Capture API example
on, 201
Moving files or directories, 276-277

N

Names
defining unique name for application,
87-88
i0S PhoneGap project, 117
PhoneGap Build project, 145
Navigation, as cross-platform issue, 52
Navigator object, instantiating APIs
from, 28
Network status events, 254-256
Networks, connection object and, 217-218
New project dialog, PhoneGap Build,
147-148
Nitobi
history of PhoneGap and, 4-5
support offered by, 19
Nokia
Symbian. See Symbian
Web Tools, 125-126
Notification API
beep, 310
example application of, 310-313
overview of, 307
vibrate, 310
visual alerts, 307-310
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offline events, network status events, 254
online events, network status events, 254

onStatus function, media playback and,
296-297
Open source frameworks
PhoneGap as, 3
support and, 19
Optic quality, cameras and, 177
Oracle JDK. See JDK (Java Developer Kit)
organizations array, specifying
contact properties, 226
OSs (operating systems)
application requirements as cross-
platform issue, 52
bada. See bada (Samsung)
configuring Eclipse development
environment, 64
emulator/simulators and, 35-36
installing Apache Ant on, 337-339
JDK (Java Developer Kit) and, 334
Linux OSs. See Linux OSs
Macintosh OSs. See Macintosh OSs
PhoneGap supported, 3—4
Windows OSs. See Windows OSs
OTA (over the air)
deploying applications to BlackBerry
smartphones, 108—109
testing PhoneGap applications, 152

P

Packaging PhoneGap projects
cloud-based service, 14
with Symbian, 131-132
Palm webOS (HP). See webOS
pause events, application status events,
251-254
pause method, Media objects, 298-299
Persistent storage, file storage options,
263-264
PhoneGap APIs
accelerometer. See Accelerator API



camera. See Camera API

capture. See Capture API

capturing API settings from another
application and adding to bada
project, 93

compass. See Compass API

connection. See Connection object

contacts. See Contacts API

defining application version in bada,
88-90

devices. See Device object

events. See Events API

files. See File API

geolocation capabilities. See
Geolocation API

leveraging, 28-30

media. See Media API

notifications. See Notification API

responding to JavaScript calls, 27-28

storage. See Storage API

supporting multiple mobile platforms,
8-9

PhoneGap Build

build process, 148

building applications with, 27

cloud-based packaging service, 14

configuring, 143-145

configuring projects, 148—150

config.xml file, 16

creating accounts, 142—143

creating application for, 145-146

creating projects, 146

dealing with build issues, 150-151

debugging applications, 153-154

delivering application files to build server,
146-147

development environments compared
with, 142

need for, 328
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new project dialog, 147-148
overview of, 141
testing applications, 152—-153
PhoneGap installation
overview of, 327-328
preparing for bada development, 329
preparing for iOS development, 329-330
preparing for Windows Phone
development, 330-331
PhoneGap, introduction to
building applications, 13-16
designing for application container,
11-13
history of, 4-5
how it works, 6-10
hybrid application frameworks, 19-22
limitations of, 17—18
overview of, 3—4
plug-ins, 18-19
reasons for using, 5-6
support options and resources, 19
Photos. See Images; Pictures
Physical devices
testing accelerator on, 158
testing applications created with
PhoneGap Build, 152
testing BlackBerry applications on,
111-112
testing Eclipse applications on, 78—79
testing PhoneGap applications on,
36-37
Pictures. See also Images
accessing on devices, 165-166
mediaType property, 182
play method, Media object, 298-299
Playback, of media files
determining current position, 297
determining duration of, 297-298
playing audio clips, 298-299
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Plug-ins
Eclipse, 64
jQuery Rotate, 212
for use with PhoneGap, 18-19
PNG format, 181, 190
Properties
connection object, 217-218
contact, 224-226
device object, 244-245
FileEntryand DirectoryEntry,
269-272
geolocation, 280-281

Q

quality property, Camera API settings,
177-178

Queries, SQL databases, 324-325

R

Raw images, 178-179
Reading
content from files, 274-275
directory entries, 267-272
Recording audio, 299-300
remove method, contacts, 242
Research In Motion. See RIM (Research In
Motion)
resume events, application status,
251-254
RIM (Research In Motion)
BlackBerry. See BlackBerry
emulator/simulators and, 35-36
Java API, 246
PhoneGap supported operating systems, 4
RMEE (Ripple Mobile Environment
Emulator), 44-46
RMEE (Ripple Mobile Environment
Emulator), 44-46

S

Samsung
bada development environment. See bada
development environment
Infuse 4G device, 204
PhoneGap supported operating systems, 4
SDKs (software development kits)
downloading/installing bada SDK, 80-82
installing Android SDK on Macintosh
OSs, 60
installing Android SDK on Windows
OSs, 58-59
installing BlackBerry WebWorks SDK,
98-99
Nokia, 125-126
PhoneGap Build compared with, 142
testing PhoneGap applications, 78—79
Windows Phone 7.1, 135-136
Searches, for contacts, 235-241
Security
configuring in bada development
environment, 90, 92
PhoneGap Build projects and, 145
seekTo method, Media objects, 298-299
Sencha Touch, use in application
development, 31
Servers
BES (BlackBerry Enterprise Server), 109
DDMS (Dalvik Debug Monitor Server),
42-43
delivering application files to build server,
146-147
uploading files to, 277-278
Session storage, local storage, 316
Signing keys
BlackBerry applications, 99

configuring PhoneGap Build for mobile
platforms, 143-145



Simulators. See E/S (emulator/simulator)
Smartphones
application status events, 251
button events, 256
Capture API example on, 201
connection object, 217
current location of, 280
deploying applications to, 108—109
device object example, 245
emulator/simulators and, 35-36
file storage options, 263264
geolocation capabilities, 279
how PhoneGap works, 6
memory cards, 61
mimicking native applications, 31
Ripple emulator and, 46
running HelloWorld application on,
24-25
specifying contact properties and, 226
SQLLite and, 315, 326
testing PhoneGap applications, 152-153
Web 1.0 and Web 2.0 technologies, 12
sourceType property, Camera API
settings, 179-180
Splash screens, PhoneGap Build projects,
145-146
SQL databases
creating transactions, 317-318
example of mileage tracker
application, 322
executing SQL statements, 320-324
opening, 317
passing functions to transactions,
319-320
querying SQL statements, 324-325
SQL (Structured Query Language), 317
SQLLite database engine, 315, 326
stop method, Media object, 298-300
Storage API
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creating database transactions, 317-318
executing SQL statements, 320-324
local storage, 316-317
mileage tracker example on BlackBerry
Torch 9800, 322
opening SQL database, 317
overview of, 315
passing functions to transactions,
319-320
querying SQL statements, 324-325
SQLLite and, 326
Storage types, files, 263-264
Strings, specifying contact properties,
224-225
Strobe, types of hybrid applications, 22
Structured Query Language (SQL), 317
Symbian
building PhoneGap applications, 15
cross-platform issues, 51
PhoneGap Build support, 141
supported operating systems, 4
Symbian development environment
configuring application settings,
129-130
creating PhoneGap project, 128—129
installing Make utility, 126—127
installing Nokia Web Tools, 125-126
modifying HelloWorld application for,
130-131
overview of, 125
packaging PhoneGap projects, 131-132
testing applications created with
PhoneGap Build, 152
testing PhoneGap applications, 132—-134

T

Tables, SQL database, 319-320
Tablets, support for WebWorks tablet
applications, 103
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targetHeight/targetWidth
properties, Camera API settings, 181
Temporary storage
accessing temporary sandbox storage,
264-265
file storage options, 263-264
Testing PhoneGap applications
on Android emulator, 78
on AVD (Android Virtual Device),
60-64
in bada development environment,
95-96
in BlackBerry development environment,
109-112
in i0S development environment,
122-123
overview of, 35
in PhoneGap Build, 152-153
on physical device, 36-37, 78-79
on simulator, 35-36
in Symbian development environment,
132-134
in Windows development environment,
139-140
Tiggr, types of hybrid applications, 22
Titanium Appcelerator, 20
Torch simulators. See also BlackBerry
contacts example running on, 231
getting current location of device, 284
HelloWorld application running on,
29-30
mileage tracker example, 322
reading directory entries, 269272
watching location of device, 286, 288
transaction method, of database
object, 319

type property, connection object,
217-218

U

Uls (user interfaces). See also jQuery
Mobile (jJQM)
cross-platform issues related to, 52
enhancements, 30-35
Universities, iOS development and, 114
Uploading files
to build server, 146—147
to servers, 277-278
URI
Camera API and, 165
camera destinationType properties,
177-178
camera quality properties,
177-178
capture process and, 173175
configuring camera options, 176
FileURI for media objects, 294-295
i0S example displaying image file URI,
169-170
USB
running PhoneGap applications on
physical device, 78
testing PhoneGap BlackBerry
applications, 111
User interfaces (Uls). See also jQuery
Mobile (jJQM)
cross-platform issues related to, 52
enhancements, 30-35

Vv

Versions, in bada development project
defining application version, 88—89
defining platform version, 90-92

Versions, in i0S development project,
118-119
Vibrate, in Notification API, 310



Video capture
on Android devices, 202-204
with Capture API, 186, 198-199
Video, mediaType property, 182
Virtual machines (VMs)
developing applications for Windows
Phone, 135
running Windows OS on Macintosh, 79
Visual alerts, in Notification API, 307-310
Visual Studio 2010 Express
creating Windows Phone project,
136-139, 330
testing Windows Phone project, 139—140
VMs (virtual machines)
developing applications for Windows
Phone, 135
running Windows OS on Macintosh, 79

Voice recorders, audio capture on Android
devices, 202-203

W

W3C (Worldwide Web Consortium)
Contacts API, 223
Device APIs and Policy (DAP) Working
Group, 10
File APIL:Directories and System
specification, 263
Geolocation API specification, 279
Media API and, 293
Media Capture API, 185
Web SQL Database Specification, 315
Web Storage API Specification, 315
Widget Packaging and XML
Configuration specification, 145
widget specification, 125
watchHeading function, Compass API,
210-213
watchHeadingFilter function,
Compass API, 213-215
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watchID variable, geolocation API
canceling a watch, 289-291
overview of, 284
setting a watch, 285-288
Web 1.0, 11
Web 2.0, 11-12
Web App Simulator
Nokia Web Tools for Windows OSs, 126
packaging Symbian PhoneGap
projects, 126
testing Symbian PhoneGap projects,
132-134
Web applications
building into PhoneGap application, 25
building PhoneGap applications,
13-16
PhoneGap application types and, 37
running within PhoneGap container,
7-8
Web browsers
geolocation support, 279
running web applications within
PhoneGap container, 7-8
storage and, 315, 317
Web content
accessing for iOS PhoneGap project,
119-122
adding to Windows Phone PhoneGap
project, 138
creating PhoneGap project using
PhoneGap Build, 145-146
folder structure as cross-platform
issue, 51
Web Inspector, debugging Symbian
PhoneGap projects, 134
Web Inspector Remote (Weinre)
debugging applications created with
PhoneGap Build, 154
debugging PhoneGap applications,
46-49
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Web Runtime (WRT) widgets
configuring application settings for
PhoneGap project on Symbian, 129-130
running PhoneGap applications on
Symbian as, 125-126
Web sites, PhoneGap resources, 19
Web SQL Database Specification, W3C
(Worldwide Web Consortium), 315
Web Storage API Specification, W3C
(Worldwide Web Consortium), 315-316
Web Tools, Nokia, 125-126
Web views, rendering, 7
webOS
building PhoneGap applications, 14—15
PhoneGap Build support, 141
PhoneGap supported operating
systems, 3
testing applications created with
PhoneGap Build, 152
WebSDKSimulator
Nokia Web Tools for Mac OSs, 126
testing Symbian PhoneGap projects, 132
WebWorks. See also BlackBerry
accessing contact information and, 230
build process, 104—107
creating PhoneGap project, 99-100
debugging web content, 37
installing SDK, 98-99
JavaScript methods provided by, 246
overview of, 21
Weinre (Web Inspector Remote)
debugging applications created with
PhoneGap Build, 154
debugging PhoneGap applications,
46-49
.wgz files, packaging PhoneGap
projects, 131
Wi-Fi networks, connection object and,
217-218

Widget Packaging and XML Configuration
specification, W3C (Worldwide Web
Consortium), 145

Widgets

configuring application settings for
PhoneGap project on Symbian, 129-130
running PhoneGap applications on
Symbian as, 125
Wikis, PhoneGap resources, 19
Windows development environment
creating PhoneGap project, 136139
installing Windows Phone development
tools, 135-136
overview of, 135
testing PhoneGap applications, 139-140
Windows OSs
bada development tools and, 79
building Symbian PhoneGap applications
on, 125-126
configuring Eclipse development
environment, 64—65
installing Android SDK on, 58-59
installing Apache Ant on, 338-339
Installing BlackBerry WebWorks SDK,
98-99
options for PhoneGap development on
Android, 57
packaging Symbian PhoneGap
projects, 131
testing Symbian PhoneGap projects,
132-134
Windows Path environment
configuring for use with JDK, 335-336
installing Apache Ant on Windows OSs,
338-339
Windows Phone
building PhoneGap applications, 15

creating PhoneGap project for,
136-139



installing development tools, 135-136
PhoneGap supported operating
systems, 3
preparing PhoneGap for, 330-331
support for, 135
Windows Phone Emulator, 136, 140
Workbench. See AT&T WorkBench
Worklight, types of hybrid applications, 22
Worldwide Web Consortium. See W3C
(Worldwide Web Consortium)
Writing data, to files, 272-274
WRT (Web Runtime) widgets
configuring application settings for
PhoneGap project on Symbian,
129-130
running PhoneGap applications on
Symbian as, 125-126

X

X coordinates. See Device orientation, in
Accelerator API
Xcode
accessing web content for i0S project,
119-122
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configuring ExternalHosts, 305

creating i0OS project, 116-122

installing, 114-116

naming projects and defining project
locations, 117-118

new project window, 117

preparing PhoneGap for i0OS
development, 329

welcome screen, 116

XHTML, 11

Y

Y coordinates. See Device orientation, in

Accelerator API

Z

Z coordinates. See Device orientation, in

Accelerator API

Zip archives

options for delivering application files to
build server, 146

packaging PhoneGap projects, 131

PhoneGap files distributed via, 328
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